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Abstract 
Information systems (IS) literature has a tradition of emphasizing the benefits of the 
contextual design of information technology (IT). This means designing technology 
features based on the practices and needs of a group of end users in a particular context 
to secure their usability and relevance. However, generic enterprise software (ES) 
solutions can be found at the center of many digitalization projects in public and private 
organizations. Instead of being based on a particular context, ES solutions are designed 
to accommodate the needs of a diverse set of user organizations. A persistent challenge 
discussed in IS literature is that these ES solutions often fail to offer a sufficient fit with 
idiosyncratic practices and needs, limiting the user organizations’ benefits of adoption. 
Studying ES design is also challenging as it is often distributed across time and space, 
as well as among several actors and constituencies, such as one or several vendors, 
partners specializing in implementation, and user organizations. Consequently, existing 
literature offers partial and fragmented accounts of ES design by focusing on single 
locales, short timeframes, or high-level analyses of the relations among different actors. 
Primarily, the focus is on the challenges of implementing ES in individual user 
organizations, how vendors work to align the needs of different user organizations, or 
how they manage an ecosystem of actors around their ES solutions. How ES can be 
designed as generic solutions, while accommodating a diverse set of user organizations’ 
specific needs, remains an open and relevant question for IS research and practice. 

Based on an engaged scholarship research project involving collaboration with an ES 
vendor and a group of partners specializing in implementation, this thesis extends 
existing knowledge on ES design by examining two related research questions (RQs):  

RQ 1. How can ES be designed to accommodate the specific needs of a diverse set of 
user organizations?  

RQ 2. How can researchers study ES design in collaboration with relevant practitioners? 

Addressing RQ 1, the thesis develops a theoretical framework to understand ES design. 
The framework conceptualizes two types of design processes – generic-level and 
implementation-level design – as well as the set of generic software features and 
knowledge resources linking the two as a design infrastructure. The framework 
highlights how generic-level and implementation-level design work in tandem to 
accommodate various user organizations and points to ES implementation as a potential 
setting for contextual design.  

The thesis then examines the challenges of and conditions for designing ES according 
to particular user organizations’ needs during implementation-level design. It identifies 
how implementation projects are configured, the partners’ practices of implementing 
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ES for user organizations, and the design infrastructure as the conditions for contextual 
implementation-level design. The thesis finds that the design infrastructure exerts a 
formative effect on the partners’ implementation practices and on how implementation 
projects are configured.  

Furthermore, the thesis examines how a platform strategy (i.e., engaging partners in 
designing, maintaining, and distributing generic add-on modules or apps that extends 
the features of the solution offered by the vendor) affects the dynamics of ES design. 
The thesis identifies a set of challenges and associated considerations for ES vendors.  

In response to RQ 1, the thesis suggests for ES vendors to see their primary work as to 
cultivate their ES solutions as design infrastructures supporting contextual 
implementation-level design. From the theoretical framework and empirical findings, 
the thesis outlines and discusses concrete implications for IS research and practice 
related to ES design.  

For RQ 2, the thesis conceptualizes a design lab as an approach to studying ES design 
based on the theoretical framework and using engaged scholarship as a methodological 
basis. The thesis shows how such an approach can involve diagnostic, design, and 
intervention-oriented research on generic-level and implementation-level design 
processes, as well as the resources of the design infrastructure. This is achieved by 
collaborating with practitioners through various forms of engaged scholarship, such as 
case studies, action research, and design science research. Different forms are selected 
based on the evolving understanding of the problem and potentials for collaboration 
with practitioners. With this, the thesis offers a methodological contribution to IS 
conversations concerning ES design in particular and engaged scholarship in general.  
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1. Introduction 
In this thesis, I examine how generic enterprise software (ES) can be designed to 
accommodate the specific needs of a diverse set of user organizations and how 
researchers can study ES design in collaboration with relevant practitioners. Many 
public and private organizations are in the midst of extensive digitalization efforts, 
attempting to leverage opportunities afforded by innovations in information technology 
(IT). As organizations, at some level, are always unique in their practices and needs, 
the field of information systems (IS) has a long tradition of emphasizing the relevance 
of the contextual design of IT. In this thesis, I employ the term contextual design when 
referring to agile and user-oriented approaches for designing technology features based 
on a group of end users’ particular practices and needs. A common argument for such 
approaches is that to attain success in IT implementation, there must be an ‘artful’ 
integration (Suchman, 2002) between organizational practices and technology design, 
requiring an emphasis on the particularities of the context of use (Baxter & 
Sommerville, 2011). However, at the center of many digitalization efforts, we find 
generic enterprise software (ES) solutions, such as enterprise resources planning (ERP), 
supply chain management, and health management solutions. These are implemented 
by user organizations to “fulfill a broad range of essential organizational information 
processing needs on an organization-wide scope” (Haines, 2009, p. 183). As the 
qualifying term generic indicates, these solutions are not designed with a specific 
context in mind but are intended to serve a diverse set of user organizations. For 
instance, solutions from ES vendors, such as SAP, Oracle, and Salesforce, are widely 
adopted by organizations to serve their diverse sets of needs. 

Aiming to be relevant to all, it is neither desirable nor possible for ES vendors to 
accommodate each user organization’s particular practices and needs (Pollock et al., 
2007; Sia & Soh, 2007). Rather, the aim is to benefit from economies of scale by sharing 
design, development, and maintenance costs for the same software features among 
several adopting user organizations (Haines, 2009). Accordingly, the process of 
implementing generic ES solutions in user organizations has traditionally been 
portrayed in IS literature as somewhat the opposite of contextual design, that is, as one 
of adapting the users’ practice according to the generic software (Berente et al., 2016; 
Kallinikos, 2004a). Argued as a consequence of their generic nature and limited 
flexibility, a persistent challenge discussed in IS literature is that ES solutions often fail 
to offer a sufficient fit with idiosyncratic practices and needs, thus limiting the user 
organizations’ benefits gained from implementation (Davenport, 1998; Sia & Soh, 
2007; Strong & Volkoff, 2010). The challenges arising from the solutions’ limited 
ability to accommodate specific needs are argued to have adverse consequences for end 
users and user organizations alike by decreasing worker satisfaction, undermining the 
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organizations’ competitive advantage, and reducing their overall performance (Berente 
et al., 2016; Tan et al., 2020). For instance, figures from 2016 indicated that 57% of 
ERP projects exceeded their budgets, while only 46% delivered benefits as expected 
(Tan et al., 2020). The challenges and the relative failures are often attributed to 
misalignments between the generic solutions and individual user organizations’ needs 
(Berente & Yoo, 2012; Soh & Sia, 2008; Strong & Volkoff, 2010).  

Although ES is a much examined and discussed phenomenon, the current understanding 
of ES design and of the ability of ES to accommodate specific needs remains partial 
and fragmented in IS literature. Three dominant perspectives co-exist. First, the 
majority of the studies examine the challenges and considerations that emerge during 
ES implementation from the perspective of the user organization (Berente et al., 2016; 
Markus & Tanis, 2000; Strong & Volkoff, 2010; Tan et al., 2020). Second, a smaller 
body of the literature examines how vendors work to design generic ES solutions by 
curbing the diverse needs of user organizations to offer highly standardized solutions 
that are “ready to travel” between contexts (Gizaw et al., 2017; Pollock et al., 2007; 
Kallinikos, 2009, p. 915). The third perspective focuses on how ES are often designed 
within ecosystems of multiple actors (Dittrich, 2014; Sarker et al., 2012); it also shows 
that ES vendors increasingly pursue platform strategies to support and encourage design 
and innovation beyond their organizational boundaries (Foerderer et al., 2019; 
Magnusson & Nilsson, 2013). While the three perspectives shed light on different 
relevant elements of ES design, they offer limited and fragmented accounts of and 
advice on how ES vendors may address the persistently relevant challenge of designing 
ES to accommodate the specific needs of a diverse set of user organizations. 

In this thesis, I seek to add to the knowledge of ES design. Based on a four-year engaged 
scholarship research project, I have explored the challenges of designing ES to 
accommodate a diverse set of user organizations empirically, following a generic ES 
called DHIS2. DHIS2 is used by public and private organizations in more than 80 
countries, mainly in Asia, Africa, and South America. It is primarily implemented to 
support the collection, analysis, and presentation of health management information. 
DHIS2 is primarily designed and maintained by a vendor at the University of Oslo, 
Norway, and implemented by user organizations with the support of partner 
organizations that specialize in DHIS2 implementation. Although with a relatively close 
relation to the vendor, the partners are independent consultancy organizations 
established in a number of countries, such as India, South Africa, Vietnam, Tanzania, 
Rwanda, Mozambique, and Uganda.  

As DHIS2 is subject to adoption by many user organizations, it is a challenge to design 
software that accommodates the needs of all. For instance, there are variations in the 
optimal ways to structure workflows in user interfaces (UIs), to appropriate 
terminology, and what functionality is and may emerge as useful in a particular context. 
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This challenge is relevant for several actors. For the ES vendor in Norway, it is 
important to provide generic software features that sufficiently support existing user 
organizations while attracting new ones. However, as needs may be incompatible and 
to avoid the accumulation of too many features that are only relevant to a few, it is not 
feasible to accommodate needs specific to each and to do so in an agile and timely 
manner. For user organizations, it is vital that the ES sufficiently serves their needs. At 
the same time, the costs of custom development work and maintenance of custom 
features over time are ideally avoided or kept to a minimum. Accordingly, the partners 
specializing in implementing DHIS2 for user organizations want to offer cost-effective 
solutions by relying on generic software features. However, they often face user needs 
that cannot be accommodated with the generic features. To satisfy the user 
organizations, partners must respond rapidly to specific and evolving needs, but this 
may be challenging to do with the generic software features provided by the vendor. In 
these situations, either the specific user needs must be dismissed or the user organization 
must invest in costly development and maintenance of custom features. Thus, designing 
DHIS2 to accommodate its diverse set of user organizations represents a key challenge 
for multiple actors, a challenge shared with many ES vendors, partners, and user 
organizations in general (Haines, 2009; Pollock et al., 2007; Tan et al., 2020). 

1.1 Research Questions (RQs) 
In this thesis, I address two related research questions (RQs): 

RQ 1. How can ES be designed to accommodate the specific needs of a diverse set 
of user organizations? 

I address RQ 1 and contribute to IS research and practice related to ES design by doing 
three things: 

First, I develop a theoretical framework to understand ES design. Whereas ES design 
is argued to be a collective effort among multiple actors spanning different timeframes 
and levels (Dittrich, 2014; Koch, 2007; Williams & Pollock, 2012), most 
conceptualizations of ES design focus on a single place or perspective, such as 
implementation in individual user organizations (Berente et al., 2016; Markus & Tanis, 
2000; Strong & Volkoff, 2010), or the vendors’ design processes (Gregory, 2014; 
Pollock et al., 2007). Building on existing insights from the literature and on the 
empirical findings from the case of DHIS2, the framework developed in this thesis seeks 
to capture the overall dynamics of ES design. To do so, the framework features two 
types of design processes: generic-level and implementation-level design. Generic-level 
design concerns designing and maintaining generic software features that are part of a 
design infrastructure that supports implementation-level design processes in 
configuring and extending the generic features according to specific user needs. The 
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framework helps analyze the dynamics between the design of generic software features 
and the processes of configuring and extending these during implementation in specific 
user organizations. It further highlights how generic-level and implementation-level 
design work in tandem to accommodate a diverse set of user organizations and points 
to implementation-level design as a potential context for contextual design. 

Second, I examine the practices and challenges of conducting contextual 
implementation-level design. Existing studies of ES implementation almost exclusively 
“focus on organizational and social dynamics” within individual user organizations 
“while the role and impact of technology goes largely untheorized” (Berente et al., 
2019, p. 26). Some researchers also examine various approaches to customizing generic 
software features during ES implementation (Haines, 2009; Singh & Pekkola, 2021), 
but their usual advice is to avoid customization (Rothenberger & Srite, 2009). 
Meanwhile, the literature on contextual design predominantly assumes a bespoke 
software development context, which differs significantly from that of ES 
implementation (Dittrich, 2014; Edwards et al., 2010; Sommerville, 2008). However, 
today’s rapidly changing business environment and innovations in technological 
possibilities suggest that ES must accommodate flexibility and agility for individual 
user organizations (Elragal et al., 2020; Tan et al., 2020). Responding to this demand, 
several ES vendors advertise their solutions as compatible with and supportive of 
contextual design during implementation. For instance, SAP promotes the use of design 
thinking as a method intended to support contextual design and to help innovate during 
the implementation of their solutions (Johnson, 2018). Accordingly and acknowledged 
by others as well (e.g., Dittrich, 2014; Sommerville, 2008), the context of 
implementation seems to potentially play a larger role in ES design than portrayed by 
the perspectives in existing IS literature.  

This thesis complements existing perspectives with my examination of implementation 
as a setting for contextual design. My primary focus is on how the DHIS2 partners play 
an essential role in designing software according to user organizations’ needs by 
leveraging the design infrastructure’s generic software features. By studying the 
practices and challenges among the partners and their implementation projects, I 
identify key conditions affecting the potential for contextual implementation-level 
design: the implementation practices of partners, how implementation projects are 
configured in terms of scope and structure, and the generic software features and their 
adaptation capabilities (i.e., the design infrastructure). Furthermore, I find that the 
design infrastructure exerts a formative effect on the implementation practices of the 
partners, on how implementation projects are configured, and thus, on the process of 
implementation-level design. I argue that this formative effect has important 
implications for ES vendors that seek to accommodate a diverse set of user 
organizations better.  
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Third, I investigate how adopting a platform strategy, that is, engaging the partners in 
designing, maintaining, and distributing generic add-on modules or apps that extend the 
features of the solution offered by the vendor, affects the dynamics of software design. 
Based on this, I identify a set of challenges and associated considerations for ES 
vendors. IS literature has recently taken an interest in how several prominent ES 
vendors adopt platform strategies seeking to move the locus of product design and 
innovation beyond their own organizational boundaries (Bender, 2021; Foerderer et al., 
2019; Wareham et al., 2014). Rather than being the sole provider of generic software 
features, the vendor attempts to leverage the partners’ expertise, resources, and intimate 
knowledge of users’ needs, and support and encourage the partners to design and 
distribute apps. This is suggested to help address the challenge of accommodating a 
diverse set of user organizations by expanding the portfolio of generic software features 
(Bender, 2021).  

In the case of DHIS2, the vendor is currently attempting to pursue a platform strategy 
to support and encourage partners to design, maintain, and distribute generic software 
features for use across user organizations. With a detailed analysis of how 
implementation-level design is affected by adopting a platform strategy, I identify 
several challenges to platform strategies, particularly in the ES context. From these 
challenges and the vendor’s reflections on current and future measures to address them, 
I identify important considerations for ES vendors that adopt a platform strategy to help 
them better accommodate a diverse set of user organizations. The considerations are 1) 
how to partition design and maintenance between actors and processes to best provide 
flexibility to address specific user needs, while sharing most of the development and 
maintenance costs between implementations, 2) how to address uncertainties tied to the 
continuity and future direction of the design of generic software features offered by 
partners, and 3) how to support partners in remaining cognizant of and navigating an 
evolving set of heterogeneous generic software features provided by both the platform 
owner and the partners. 

In short, regarding RQ 1, my findings suggest that for ES to accommodate the specific 
needs of a diverse set of user organizations, ES vendors should seek to cultivate their 
ES solutions as design infrastructures supporting contextual implementation-level 
design. I elaborate on the challenges, opportunities, and considerations for following 
such a route. Furthermore, I discuss my findings’ relevance and implications for IS 
research and offer a set of concrete implications for practice related to ES design, 
involving ES vendors, partners specializing in ES implementation, and user 
organizations.  
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RQ 2. How can researchers study ES design in collaboration with practitioners? 

For RQ 2, my thesis offers two methodological contributions aimed at both the IS 
literature concerned with the study of ES design and the broader literature on engaged 
scholarship in IS research.  

First, closely related to the contributions regarding RQ 1 and the theoretical framework, 
my thesis offers a conceptualization of a design lab as an approach to studying ES 
design in collaboration with relevant practitioners. The challenges of studying ES 
design processes pose a major obstacle to developing knowledge in this area. ES is 
subject to “shaping […] distributed in time and space” (Williams & Pollock, 2012, p. 
3), potentially by an ecosystem of multiple actors operating in different constituencies 
(Dittrich, 2014; Koch, 2007). However, the majority of existing studies are limited by 
focusing on single locales, primarily the level of implementation. Some scholars (e.g., 
Koch, 2007; Williams & Pollock, 2012) suggest studying ES and their surrounding 
ecosystems as “biographies” through longitudinal research on how and why the 
software features come to be as they are. Others argue for studying ES by examining 
the ecosystem of actors around it (Dittrich, 2014; Sarker et al., 2012). Most closely 
related to the second approach, my thesis shows that a way to organize the study of ES 
design in a manner geared toward understanding how to strengthen design is by seeing 
ES as a design infrastructure supporting implementation-level design.  

The contribution is based on the research approach of the thesis. To examine how 
DHIS2 is currently designed and how this can be strengthened to better accommodate 
a diverse set of user organizations, I established and was responsible for sustaining what 
is referred to as a design lab at the outset of my thesis research project. The design lab 
team comprises myself, a group of researchers and master’s students, and several 
DHIS2 practitioners. Our engagement started with active participation in a specific 
DHIS2 implementation project in India, where five master’s students and I collaborated 
with the local partner. Later, we expanded our focus to examining the practices and 
challenges of several partners. Continuously, we have also actively engaged with the 
vendor, studying its practices, challenges, and strategic considerations. Furthermore, in 
collaboration with the vendor and the partners, we have explored concrete resources 
that may help address the challenges observed.  

To explain the research approach of the thesis and by using the overarching theoretical 
framework developed to address RQ 1, I conceptualize the design lab as an approach to 
studying ES design in collaboration with practitioners. Concretely, I show how such an 
approach can involve diagnostic, design, and intervention-oriented research on 
processes of generic-level and implementation-level design and the resources of the 
design infrastructure. The approach can be relevant for studying ES design in other 
cases.  
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Second, my thesis presents an approach to engaged scholarship, which is relevant to the 
broader IS audience concerned with engaged scholarship in IS research (Mathiassen, 
2017; Mathiassen & Nielsen, 2008; P. A. Nielsen & Persson, 2016). The design lab has 
involved several projects, including collaboration between various researchers and 
practitioners. The understanding of the real-world problem situation and the 
possibilities that lie in our collaboration with practitioners have evolved over time. 
Meanwhile, specific forms of engaged scholarship that are typically used to plan and 
carry out research projects in IS, such as action research (AR) and design science 
research (DSR), assume a rather detailed and static understanding of the problem of 
focus and the possibilities that lie in the collaboration with practitioners. Organizing the 
design lab using engaged scholarship as a methodological basis has allowed us to select 
different forms of inquiry (e.g., AR and DSR) as the understanding of the problem and 
the project has evolved. Based on this approach, my thesis offers a model for entering 
and organizing engaged IS research with relevance to a broader IS audience.  

1.2 Papers 
The thesis features four papers. The first three all play a part in addressing RQ 1, while 
the fourth relates to RQ 2. Table 1.1 summarizes the papers’ titles, outlets, and roles in 
answering the RQs of the thesis.   
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Table 1.1. The papers and their roles in answering the research questions (RQs) of the thesis. 

 Title, authors, outlet Role in answering the RQs 

1 Making Usable Generic Software. A 
Matter of Global or Local Design? 

Magnus Li and Petter Nielsen   

Scandinavian Conference on Information 
Systems (2019) 

RQ1. Develops the early version of the theoretical 
framework to understand ES design. Identifies meta-
design and implementation-level design as important 
elements of designing ES for a diverse set of user 
organizations. It shows how generic-level and 
implementation-level design work in tandem. 

2 Generic Enterprise Software 
Implementation as Context for User-
Oriented Design: Three Conditions and 
their Implications for Vendors 

Magnus Li   

Scandinavian Conference on Information 
Systems (2021) 

RQ1. Examines implementation-level design as 
context for contextual design. Identifies challenges 
and conditions and discusses a set of implications for 
ES vendors. 

3 Organizing Enterprise Software 
Ecosystems for Design: Considerations 
for Adopting a Platform Strategy 

Magnus Li and Petter Nielsen   

To be submitted to an international IS 
journal 

RQ1. Examines how a platform strategy, that is, 
engaging the partners in designing, maintaining, and 
distributing generic add-on modules or apps that 
extend the features of the solution offered by the 
vendor, affects the dynamics of ES design. Identifies 
considerations for ES vendors adopting a platform 
strategy to support the ES design to accommodate a 
diverse set of user organizations. 

4 Entering and Organizing Engaged 
Information Systems Research 

Magnus Li  

To be submitted to an international IS 
journal 

RQ2. Establishes the methodological basis for the 
study. Defines a model for entering and organizing 
engaged IS research suited for conducting diagnostic, 
design and intervention-oriented research in 
collaboration with practitioners. 

 

1.3 Thesis Structure 
The rest of the thesis is structured in the following manner: 

In Chapter 2 – Related Literature, I outline three perspectives offered by existing IS 
literature that are relevant for understanding ES design. The aim is to highlight key 
elements of the dominant perspectives of existing IS literature, which I later use to 
position my contributions in Chapter 6. 

In Chapter 3 – A Theoretical Framework for Understanding ES Design, I elaborate 
on my understanding of the concepts of design and contextual design before I outline 
the overarching theoretical framework for the thesis, which aims to describe and explain 
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key aspects of ES design. The framework is developed based on an analysis of the 
empirical data and patterns in the related literature outlined in Chapter 2 and plays an 
important role in addressing the RQs of the thesis. In the chapter, I also use the 
framework to outline different modes of organizing ES design, which are relevant for 
understanding the findings related to challenges and considerations for adopting an ES 
platform strategy.  

In Chapter 4 – Research Approach, I detail the research approach of the thesis while 
addressing RQ 2 on how researchers can study ES design in collaboration with relevant 
practitioners. I do so by first introducing engaged scholarship as the methodological 
basis of the thesis and the design lab before elaborating on the philosophical basis of 
my research project. I then present a history of how the design lab has evolved, 
explaining in detail how it is organized to study the design of DHIS2 in collaboration 
with the vendor and the partners. Based on this, I offer an explicit answer to RQ 2. 
Finally, I outline the dominant modes of data collection and analysis underlying the 
findings related to RQ 1 in more detail.  

In Chapter 5 – Findings, I summarize the main findings related to RQ 1, which are 
structured into three sets: 1) overall dynamics of ES design, 2) conditions for contextual 
implementation-level design, and 3) challenges of and considerations for adopting an 
ES platform strategy. I summarize the chapter by offering an answer to RQ 1. 

In Chapter 6 – Contributions, I discuss the three contributions related to RQ 1 to 
research concerned with ES design, and the contributions related to RQ 2, which 
involves both ES design and engaged scholarship in IS research more broadly. I also 
offer a set of practical implications of the findings for ES vendors, partners, and user 
organizations.  
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2. Related Literature 
In this chapter, I offer an overview of the IS literature related to ES to help understand 
the phenomenon of ES design and later, in Chapter 6, to position my contributions. I 
begin by providing some background before I outline three perspectives of existing 
literature: ES implementation, ES generification, and ES ecosystems.  

The literature related to ES design is challenging to navigate as relevant concepts and 
insights span multiple streams of IS literature, and several neighboring fields, such as 
organization studies (Wareham et al., 2014), software engineering (Dittrich, 2014; 
Sommerville, 2008), health informatics (Kaipio et al., 2017; Martin et al., 2007), and 
science and technology studies (Pollock et al., 2007). Moreover, much of the relevant 
literature examines specific types of generic ES, and, as argued by Light and Sawyer 
(2007, p. 528), this focus has “tended to override specific investigation into the more 
‘generic’ aspects” of ES, and the body of knowledge makes up “a fragmented 
adhocracy” of conceptualizations and insights. Furthermore, relevant studies use 
different general labels, including ES (Elragal et al., 2020), packaged or product ES (Xu 
& Brinkkemper, 2007), generic software (Pollock et al., 2007), software suites 
(Ellingsen & Hertzum, 2019), and labels for various specific types of ES, such as ERP 
(Koch, 2007) and electronic health record systems (EHR) (Martin et al., 2007).  

The challenge of designing generic ES can be seen in the light of  the grander discussion 
in IS literature on global versus local (Rolland & Monteiro, 2002) and standardization 
versus flexibility (Ciborra, 2000; Hanseth et al., 1996; Monteiro et al., 2013). This 
literature explores the tensions of attaining global standards, while allowing flexibility 
for contextual design and the existence of idiosyncratic local use practices. In this 
stream of literature, standards are discussed broadly, and the need for standards may be 
motivated by several things, such as increased top-level management control and 
information integration. For ES design, as I shall show in this thesis, a central rationale 
for standardization is the idea of designing and maintaining software features that can 
be used by several user organizations.  

In line with some researchers (e.g., Elragal et al., 2020; Seddon et al., 2010), I use the 
term ES to refer to the broad group of generic software solutions “designed to serve as 
a comprehensive solution to fulfill a broad range of essential organizational information 
processing needs on an organization-wide scope” (Haines, 2009, p. 183). To this end, 
ES tends to “incorporate modules that aid several organizational functional business 
areas such as planning, manufacturing, sales, marketing, distribution, accounting, 
financial management, human resources management, project management, inventory 
management, service and maintenance, transportation, and e-business operations and 
processes” (Elragal et al., 2020, p. 1). Thus, it refers to several types of organizational 
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software, such as ERP and customer relation management (CRM) solutions, used in 
domains ranging from manufacturing to health.  

Rather than subscribing to a single stream of literature on ES, I have used insights across 
these perspectives to help make sense of the real-world problem situation explored in 
the thesis project. I have constructed the three perspectives based on a synthesis of a 
broad range of ES literature, with the aim of capturing the main ways in which ES 
design has been examined. The current chapter accordingly represents a synthesis 
somewhere between an organizing review and an assessing review (Leidner, 2018), 
examining a broad set of literature, with the aim of describing current knowledge, as 
well as identifying trends and gaps (the three perspectives, their key insights relevant to 
the RQ, and their limitations). In this work, I have also leaned on several literature 
reviews and papers that provide summaries of the pertinent perspectives (Bertram et al., 
2012; Elragal et al., 2020; Halckenhäußer et al., 2020; Light & Sawyer, 2007; Singh & 
Pekkola, 2021; Tan et al., 2020; Williams & Pollock, 2012; Xu & Brinkkemper, 2007). 
The three perspectives are summarized in Table 2.1 and elaborated in the following 
sections. I end this chapter by discussing some of their limitations that are relevant for 
understanding the contributions of this thesis.  

Table 2.1. Three perspectives in IS literature relevant for understanding ES design. 

Perspective Main focus 

ES implementation Highlights the challenges and efforts of implementing ES in specific 
user organizations and emphasizes the organizations’ need and ability 
to change to align with the software 

ES generification Shows how an important part of ES design is the vendors’ work of 
aligning and curbing diverse needs to offer generic software features 
and discourage individual customizations  

ES ecosystems Examines various actors involved in ES design and the relationships 
among them  

Suggests that vendors may encourage and support diverse needs by 
organizing a set of actors – an ecosystem – around the ES solution in 
order to engage in design and innovation 

2.1 ES Implementation 
The majority of IS studies on ES fall under the label “implementation studies” 
(Williams & Pollock, 2012), which generally examine “adoption-related issues from 
client perspectives” (Elragal et al., 2020, p. 3). This literature explores the challenges 
of implementing ES in organizations and develops guidelines, models, or critical 
success factors (Tan et al., 2020).  
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Many of the studies examine different stages of the implementation process, such as the 
procurement process from the perspective of user organizations, and offer guidelines 
and principles for selecting vendors (e.g., Damsgaard & Karlsbjerg, 2010). Others have 
developed frameworks that aim to help user organizations understand or guide the 
overall implementation process. Perhaps the most known and influential is Markus and 
Tanis's (2000, p. 184) “overarching framework, within which many specific questions 
can be asked and their answers integrated.” This is based on “the perspective of an 
enterprise system-adopting organization […] to shed light on the questions facing the 
executive leadership of an organization considering whether, why, and how” to 
implement ES. Others offer life-cycle models extending into maintenance, how they 
evolve, and potentially retire (Elragal et al., 2020).  

In general, these frameworks and guidelines portray a rather top-down implementation 
process, which dominantly involves changing organizational practices according to the 
software, thus contrasting contextual approaches to IT design. Accordingly, many 
studies emphasize organizational measures to help ease the transition to a new system 
and the new practices that must follow. For instance, some highlight the importance of 
support networks and other social arrangements (Sykes et al., 2014; Sykes & 
Venkatesh, 2017; Van Fenema et al., 2007).  

From the entire breadth of the stream of implementation studies, three themes emerge 
that have particular pertinence for this thesis: misfits, customization, and ES 
implementation as a context of contextual design.  

2.1.1 Misfits 

Due to the generic nature of ES, misfits between generic software features and the needs 
and requirements of specific user organizations have received significant attention in 
the literature (Hustad et al., 2016; Soh et al., 2000; Strong & Volkoff, 2010; van 
Beijsterveld & Van Groenendaal, 2016). Early works primarily point out the challenge 
posed by these misfits, particularly when ES is designed for a global audience involving 
both organizational idiosyncrasies and more fundamental cultural differences (Soh et 
al., 2000).  

Others have used various lenses to conceptualize what misfits are, and thus, when and 
why they emerge. For instance, Strong and Volkoff (2010, p. 733) conceptualize misfits 
as arising due to differences in the “latent structure” of the software that are not aligned 
with the structures of the organization, that is, rules and norms that are implicitly built 
into the software by the vendor based on assumptions or contexts of the ES origin. They 
further conceptualize two types of misfits: those that arise 1) when the relevant generic 
software features to sufficiently support the user organization are missing – a deficiency 
or 2) when the generic features enforce a less than ideal way of working – an imposition 
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(Strong & Volkoff, 2010). Along similar lines, Sia and Soh (2007) examine misfits 
using the lens of institutional theory.  

Using these lenses, the literature offers various suggestions on how to deal with misfits. 
However, common to them all is their focus on how the user organization should, 
ideally, work to adapt their practices to the software. Meanwhile, only in the worst-case 
situations, for instance, when the software does not comply with national laws and 
regulations, should the software be adapted to the local context (Soh & Sia, 2008). Some 
studies also explore how organizations deal with misfits over time as the dust settles 
from the initial implementation (Berente et al., 2019; Berente & Yoo, 2012; Kharabe & 
Lyytinen, 2012). Furthermore, as portrayed in the literature, since ES implementation 
primarily involves setting up the software solution, there is less need for programming 
skills. However, this is replaced by the need for intimate knowledge about the generic 
software features and how these can be configured (Markus & Tanis, 2000). This gives 
rise to the possibility of perceived misfits due to a lack of knowledge about the ES, 
rather than actual misfits (van Beijsterveld & Van Groenendaal, 2016). Accordingly, 
some offer frameworks for assessing whether misfits are actual or perceived (van 
Beijsterveld & Van Groenendaal, 2016). 

In any case, the general argument is that misfits represent an “inherent and inevitable 
aspect” of ES implementation (Sia & Soh, 2007, p. 569) and that misfits introduce 
challenges and adverse consequences for both the individual end users (in the form of 
usability issues) and the overall organization (Kallinikos, 2004a, 2004b; Soh & Sia, 
2008; Topi et al., 2005; Van den Hooff & Hafkamp, 2017; Wong et al., 2016). 

2.1.2 Customization 

To address misfits, customization of the generic software features is often necessary 
during implementation. Several studies on misfits offer suggestions regarding situations 
when customization is appropriate (Hustad et al., 2016; Sia & Soh, 2007), that is, when 
the organization should “adjust its business processes to the [ES] and when [it] should 
adjust the [ES] to the business processes” (van Beijsterveld & Van Groenendaal, 2016, 
p. 369). A wide array of literature has examined the phenomenon of customization, 
primarily focusing on its different forms, the reasons for customization, and its negative 
effects. First, many identify a range of potential ways of customizing ES with different 
pros and cons (e.g., Brehm et al., 2001; Hustad et al., 2016). The three most dominant 
are configuration, modification of the source code, and extension by building add-ons 
using user exits or application programming interfaces (APIs) (Haines, 2009).  

Configuration involves setting parameters in the software that are predefined by the 
vendor, including the definition of organizational hierarchies, data reporting format and 
contents, and module selection (Sommerville, 2008). It is thus limited to the “‘switching 
on and off’ of functionality that is part of the blueprint of the software” (Light, 2001, p. 



14 
 

417). Although configuration seldom requires any programming and thus incurs low 
costs, it often offers very limited flexibility to adapt the software. Extension involves 
building custom features on top of the generic solution. Aided by an API, it allows 
developing custom functionality and UIs. Modification of the source code refers to 
changes that are not supported by the vendor. Although it may afford full flexibility to 
change the software, this is often a complex endeavor, and as I shall show, it entails 
both immediate and long-term costs for the user organization.  

Although ES in principle offers indefinite flexibility for customization by allowing 
modification of the source code, utilizing this potential is often highly discouraged 
(Light, 2001; Pollock & Cornford, 2002; Sestoft & Vaucouleur, 2008). This is due to 
the challenges it introduces in terms of keeping up to date with the vendor’s upgrades 
to the generic software features. As articulated by Haines (2009, p. 182), “a key reason 
for choosing to implement an ES is the hope that overall IT costs will be reduced by 
shifting a large part of the software development and maintenance burden to the ES 
vendor.” Modifying the source code will effectively impede this ability. Therefore, the 
advice is to limit software adaptation to the standardized configuration facilities in 
which vendors often offer support when upgrading the software to new versions (Khoo 
et al., 2011; Sestoft & Vaucouleur, 2008). 

In addition to the cost challenge, a key argument in the literature is that by customizing, 
the organization may fail to benefit from “bring[ing] in some of the best practices of the 
industry” (Parthasarathy & Sharma, 2016, p. 19), supposedly manifested in the generic 
software features (Koch, 2007). Unnecessary customizations may thus be triggered if 
the implementation team fails to stand up against end users’ resistance to change 
(Rothenberger & Srite, 2009; Singh & Pekkola, 2021) 

2.1.3 ES implementation as context of contextual design 

Although the literature on misfits and customization acknowledges that adaptations of 
generic software features are often necessary, it presents adaptation as an evil necessity 
to ideally be avoided because it is associated with major immediate and long-term costs 
related to development and maintenance work. ES implementation is thus presented as 
an infertile context for contextual design, which necessitates modifications to IT. In 
general, and despite several calls for research, ES implementation has received little 
attention as a context for software design and development when compared with 
traditional bespoke projects (Baxter & Sommerville, 2011; Bertram et al., 2012; 
Dittrich, 2014; Light & Sawyer, 2007; Sommerville, 2008).  

However, a few studies have examined the use of contextual approaches to design and 
development during ES implementation (Hocko, 2011; Magnusson et al., 2010; Pries-
Heje & Dittrich, 2009). For instance, Magnusson et al. (2010) and Pries-Heje and 
Dittrich (2009) report about projects where participatory design was used to organize 
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the implementation project. Others, such as Hocko (2011) and Vilpola (2008), present 
user-centered design as a potential method of organizing ES implementation. However, 
some studies do not acknowledge the defining issue of costly customization and thus 
assume that design and innovation mainly relate to changes in organizational routines 
and practices. Those that do acknowledge it point to few remedies. Pries-Heje and 
Dittrich conclude that “ERP systems present a serious challenge for the design process, 
as they already provide a relatively comprehensive body of functionality that constrains 
the design space” (2009, p. 52). In line with this, several scholars argue that ES 
implementation represents a difficult context for contextual design due to the limited 
technical design flexibility, constraining the design process. For instance, Martin et al. 
(2007, p. 55) report that “when straightforward technical solutions to usability problems 
cannot be found, they are inevitably turned into training issues” and thus addressed by 
adapting organizational practice rather than the software. Others argue that any 
contextual and user-oriented design that aims to affect the software is primarily relevant 
in the procurement and vendor selection process. As pointed out by Ellingsen and 
Hertzum, “after the vendor has been selected the preparations for implementing the 
system are strongly shaped by the product already available from the vendor, including 
its configuration possibilities” (2019, p. 7). 

Although the literature offers important insights on how to organize ES implementation 
to consider and involve end users in the process, it presents a very limited possibility 
for changing the technology according to specific needs. If so, inevitably, these 
processes would primarily be about changing the organization according to the software 
rather than the other way around (Kallinikos, 2004a; Martin et al., 2007).  

2.2 ES Generification 
The second perspective on ES in IS literature is born out of a criticism of the one-sided 
focus on implementation from the perspective of the adopting organization (Koch, 
2007; Williams & Pollock, 2012). The literature stream offers accounts of the ES 
vendors’ design of generic software features, which broadly involves identifying 
similarities among strategically important user organizations while curbing those needs 
that are unique or only relevant to a few (Kallinikos, 2009).  

Central in these discussions is a seminal study by Pollock et al. (2007), which shows 
how a prominent ES vendor employs a set of strategies, referred to as generification 
work. In essence, this involves the attempt to identify shared needs among a strategic 
selection of user organizations, which are “generified” and turned into generic software 
features that are “ready to travel” between contexts (Kallinikos, 2009, p. 915). 
Meanwhile, needs unique to one or a few organizations are avoided. To make this 
acceptable by user organizations, generification work involves several social strategies 
for curbing unique needs. For instance, in the case examined by Pollock et al. (2007), a 
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key form of requirement elicitation is referred to as an alignment workshop, where user 
organizations are gathered to discuss their needs. An aim of gathering the user 
organizations in common discussions is to provoke a “witnessing effect,” where the 
user organizations can realize the level of generic relevance or uniqueness of their 
requirements and thus accept that these would not be addressed in the generic solution. 
As Pollock et al. (2007, p. 269) argue, generification as such is largely based on curbing 
diversity: 

Encouraging users to carry out organizational change to align with the system is 
an important strategy for managing the user base, and also a way to reduce the 
need for the further accumulation of particular functionality. It is a method, in 
other words, of moving users towards the ‘organizationally generic’. 

A large set of user organizations and the combined effort to define the generic solution 
while curbing diversity give rise to a wide range of challenges and interesting social 
dynamics around ES design, explored and conceptualized in the literature. For instance, 
the vendor must find ways of prioritizing which user organizations it should 
accommodate the most and will thus have the greatest influence on the design of generic 
software features. Such organizations are often selected based on their economic or 
strategic importance (Gizaw et al., 2017; Nicholson et al., 2019), for instance, if 
accommodating the organization could help the vendor enter new industry segments 
(Pollock et al., 2007). In addition to maintaining strategic relationships with user 
organizations to inform the generic design and to curb diversity, vendors work 
strategically to include them in activities related to sales and diffusion. For instance, 
Pollock and Hyysalo (2014) show how user organizations adopting a certain ES solution 
perceive themselves as on the same boat as the vendor. Thus, they are willing to 
contribute not only by informing the design of the generic software but also by acting 
as “referent organizations” that help attract new adopters. User organizations do so with 
the hope of yielding influence over the design process to secure the sustainability of the 
generic solution over time by participating in expanding the user base.  

When faced with too many diverse and incompatible needs, the vendor may segment 
the market, offering different generic modules to accommodate various types of use 
cases and organizations. For instance, when bringing modules initially developed for 
the US healthcare market to hospitals in the UK (Mozaffar et al., 2018), each segment 
and the corresponding module are subject to their own generification processes, specific 
to a country such as the UK.  

As some ES solutions serve thousands of user organizations, only a few can hope to 
influence the generic design. Most organizations are left out and must deal with the 
software as it is (Koch, 2007). To help in the “mass curbing” of the needs of the larger 
audience that does not participate in the more intimate alignment work, vendors often 
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brand their solutions as embodying “best practices” for how to structure organizational 
work (Koch, 2007; Swan et al., 1999; van Groenendaal & van der Hoeven, 2008; 
Wagner et al., 2006). The argument is that the user organizations are best served by 
adapting to the software “so that less efficient organizations can use it to raise the 
standard of their internal business processes” (Singh & Pekkola, 2021, p. 6744). 
However, the idea of ES representing the “best practice” has been heavily criticized and 
shown to be often based on a matter of coincidence related to the organizations used as 
the basis for the design, rather than representing a universal “best” form of organizing 
(Wagner et al., 2006). As argued by van Beijsterveld and Van Groenendaal (2016, p. 
370), “there is no single best way to design organizational structures”; “best” is rather 
contingent on a company’s internal and external situations. Promoting ES solutions as 
embodying best practices can therefore be viewed as much a strategy of curbing 
diversity as a genuine belief in offering the best way to arrange organizational work 
processes:  

Embedding the full set of specific work procedures from a larger range of 
organizations would prove ineffective. ERP companies like SAP have here been 
successful in creating a belief that their product represented ‘best practice’, thus 
creating a situation in which local users were driven on the defensive, since 
specific details of the setting were construed as unnecessary barriers to 
development. (Koch, 2007, p. 432) 

2.3 ES Ecosystems 
The third and final perspective suggests that vendors may also encourage and support 
diversity. The first two streams mainly acknowledge two types of actors: the user 
organization, which is highlighted in the first perspective, and the vendor, which is the 
primary focus in the second. The ecosystem perspective focuses on how some ES 
vendors not only interact directly with a set of user organizations but “open up” 
(Farhoomand, 2007) and seek to establish and maintain an ecosystem of actors around 
their solutions (Antero & Bjørn-Andersen, 2013; Dittrich, 2014; Sarker et al., 2012). 
Central to such an effort is the involvement of partner organizations, which may be 
engaged in two capacities that are key to ES design: 1) as value-added resellers (VARs) 
or “ES consultancies” that specialize in supporting user organizations in 
implementation (Jæger et al., 2020) and 2) as independent software vendors (ISVs) that 
design, maintain, and distribute generic add-on modules or apps that extend the features 
of the solution offered by the primary vendor.  

For the first capacity as VARs, the vendor seeks to involve partners that can 
accommodate user organizations in implementing the ES. The vendor benefits by 
avoiding the work of an intimate relationship with every user organization, and the ES 
can thus potentially reach a larger audience. Furthermore, partners can often cultivate 



18 
 

“far greater expertise in their native markets” (Wareham et al., 2014, p. 1196). 
Combined with their expertise in the given ES, they may also offer domain-specific and 
industry-specific expertise beyond what is possible for a single vendor (Sarker et al., 
2012). The partners may themselves be large software houses, such as Accenture (Staub 
et al., 2021), and can therefore also complement the implementation services with 
additional expertise related to software development and digitalization. For the vendor, 
engaging partners as VARs means that they must invest efforts in “meta-design” 
(Dittrich, 2014), that is, in designing resources that aid the partners in further design 
during implementation. A central part of this is the technical flexibility to configure and 
extend the software (such as the customization capabilities outlined in Section 2.1). 
Particularly, vendors often invest in resources that aid in extensibility to allow partners 
to design and develop custom modules on top of the solution to meet specific user needs 
(Antero & Bjørn-Andersen, 2013; Dittrich, 2014; Roland et al., 2017). Another key 
element is the provision of knowledge resources that support the partners in utilizing 
the generic software features and their adaptation capabilities (Foerderer et al., 2019; 
Sarker et al., 2012). 

In addition to cultivating an ecosystem of partners specializing in ES implementation, 
a vendor may adopt a platform strategy akin to that of consumer software platforms, 
such as iOS and Android. The key aim of adopting such a strategy is to engage the 
partners as ISVs. In doing so, the vendor hopes to extend the portfolio of generic 
software features beyond what it could do on its own (Magnusson & Nilsson, 2013; 
Wareham et al., 2014), in turn improving the ability to accommodate a diverse set of 
user organizations. For instance, both SAP and Salesforce have adopted platform 
strategies (Farhoomand, 2007; Kauschinger et al., 2021), and Salesforce is particularly 
known for having successfully established a vibrant ecosystem of ISVs around its ES 
solution, offering more than 3,000 apps (Staub et al., 2021). If a vendor is successful in 
establishing such an innovation platform, as in the case of Salesforce, the ES ecosystem 
is transformed into a multi-sided market of buying and selling enterprise apps. With 
this, the vendor hopes to benefit from cross-sided network effects, where the more ISVs 
and thus generic apps are available for the ES platform, the more attractive it is for 
adoption and vice versa.  

Adopting a platform strategy is not a new situation; as reported, ES vendors as early as 
2000 pursued a strategy of “componentization,” which involved organizing core data 
model features as forming a “backbone to which the offerings of other vendors can be 
connected” (Markus & Tanis, 2000, p. 179). However, with significant attention to 
consumer software platforms, IS research has more recently developed an interest in 
understanding the dynamics of such ecosystems (de Reuver et al., 2018), including 
those surrounding ES solutions (Staub et al., 2021; Wareham et al., 2014).  
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In addition to the meta-design for supporting the partners in extending the generic 
software features with apps, the literature highlights two important ingredients of an ES 
platform strategy. First, the vendor often offers standardized resources for supporting 
and regulating the distribution of the apps designed and maintained by the partners, 
frequently in the form of an app marketplace (Magnusson & Nilsson, 2013). Second, 
while outsourcing design and maintenance work to partners, the platform owner must 
invest effort in “the careful governance of complementors in order to profit from their 
development outcomes” (Foerderer et al., 2019, p. 120). Adopting a platform strategy 
must therefore involve developing and sustaining a set of governance mechanisms, 
which must seek a balance between securing partners’ capacity to design novel 
capabilities and ensuring control to avoid any potential deterioration of the quality of 
the ES (Huber et al., 2017; Wareham et al., 2014). Such governance is often exercised 
through constraints in the development resources, by regulating the app marketplace 
(Huber et al., 2017), and by enforcing rules and regulations, such as through partnership 
programs (Wareham et al., 2014). For a more detailed overview of the literature on ES 
platform strategies, see Paper 3.  

2.4 Limitations of the Existing Perspectives 
I end this chapter by summarizing and discussing some limitations of the three 
perspectives. Each perspective offers valuable insights into the practice and challenges 
of ES design. The first perspective highlights the challenges of misfits and the efforts 
to address them during implementation in specific user organizations. A limitation of 
the first perspective is its exclusive focus on implementation, mainly from the viewpoint 
of the adopting user organization. Meanwhile, as argued by Williams and Pollock 
(2012, p. 5), “many issues regarding the material character of [ES] artifacts are 
determined outside the setting of technology adoption.” The perspective is thus 
“inadvertently producing only ‘partial’ understandings of these systems” ( Williams & 
Pollock, 2012, p. 1). Furthermore, the perspective primarily emphasizes the 
organizations’ need and ability to change according to the software while presenting a 
misfit as an “inherent and inevitable aspect” (Sia & Soh, 2007, p. 569). Meanwhile, little 
attention is paid to technology design (Berente et al., 2019). Those studies that focus on 
customization mainly present it as an evil necessity that should be avoided if possible. 
The underlying sentiment is thus how to best avoid rather than support contextual 
design and agility for user organizations on the level of implementation.  

The second perspective offers valuable insights into how an important part of ES design 
by the vendor entails aligning and curbing diversity and offering “generified” features. 
It also highlights how generic design does not represent a “design from nowhere” 
(Suchman, 1993, p. 29), without a basis on “real” user needs, but is based on encoding 
generic requirements built on an intricate relationship between the vendor and several 
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user organizations. Whereas the implementation studies are criticized for being limited 
to a one-sided perspective favoring implementations, the generification stream suffers 
from almost exclusively focusing on the vendor side. In doing so, it portrays design as 
exclusive to the vendor and draws a sharp line between software design as a vendor-led 
activity and implementation, which, as in the first stream, seems to mainly involve 
organizational change according to the software. Consequently, neither is able to fully 
capture the dynamics between the two contexts of design, and the stream does not 
account for how contextual design involving shaping and innovation of software can 
unfold during ES implementation. 

Related to both the first and the second perspectives, Mozaffar et al. (2018, p. 91) notes:  

While there is increasing attention to the misalignment between technology and 
organization, much of this research is limited to emphasizing consequences of 
either ‘global’ design and development, or ‘local’ user customization practices. 
We argue that a dual user-vendor perspective is needed to understand the 
bridging between the ‘global’ act of vendors (generification) and the ‘local’ 
operations of adopters (e.g., workarounds).  

The third perspective suggests that vendors may also encourage and support diversity 
by cultivating an ecosystem of partners engaging in design. A few researchers (e.g., 
Dittrich, 2014; Koch, 2007) highlight the relevance of an ecosystem perspective for 
studying ES design. However, the majority of the literature on ES ecosystems pays little 
explicit attention to the problem of designing to accommodate the needs of a diverse set 
of user organizations. Rather, it is occupied with examining other particular aspects of 
ecosystem dynamics, such as challenges associated with app marketplaces (Magnusson 
& Nilsson, 2013) and different modes of governance (Huber et al., 2017). Furthermore, 
most of the literature is mainly on a mission to generalize to technology ecosystems 
(including consumer platform ecosystems, such as Android and iOS). The reason for 
examining ES is often to serve as a case of an “extreme form of technology ecosystem” 
(Wareham et al., 2014, p. 1196), highlighting the traits that are general and shared, 
regardless of the type of platform ecosystem, while the specific traits related to ES 
design are downplayed.  

I now turn to outlining the theoretical framework of the thesis; based on insights from 
existing literature, it aims to help understand ES design.  
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3. A Theoretical Framework for 
Understanding ES Design 

I now outline a theoretical framework for understanding ES design. The purpose of the 
framework is to help analyze how ES is designed to serve the specific needs of a diverse 
set of user organizations by conceptualizing important processes and resources. In 
existing literature, both understanding and studying how ES is designed are argued as 
challenging since ES and the relevant surrounding resources involved in its design and 
implementation represent “extremely complex sociotechnical assemblages 
encompassing a huge variety of elements that are shaped over space and time” 
(Williams & Pollock, 2012, p. 14). Consequently, useful conceptualizations must help 
analyze “how they [(ES solutions)] are inserted into organizational practices and also 
how they are evolving over time and across multiple sites of suppliers, users, and 
specialist intermediaries” (Williams & Pollock, 2012, p. 2). A key part of this thesis 
project has been to develop a theoretical framework that aids in studying and 
understanding the design of DHIS2, which I claim is relevant to understanding 
important processes and resources as part of ES design in general. The framework is 
elaborated and used as the basis for the analysis in Papers 1–3. While Paper 1 offers the 
initial version of the framework, Paper 3 provides the most recent and extensive one.  

The framework has been developed through abductive cycles of analyzing empirical 
observations and examining similarities and patterns in existing literature. I elaborate 
more on the data collection and analysis process behind the framework in Chapter 4. 
Before I turn to the framework, I offer definitions of design and contextual design as 
these concepts are central to the thesis. After presenting the framework, I use it to briefly 
explain different modes of organizing ES design based on existing literature, which are 
relevant for understanding what is meant by a platform strategy. Later, in Chapter 5, 
where I present the findings that address RQ 1, I empirically substantiate the framework 
by illustrating the different concepts at play in the DHIS2 ecosystem.  

3.1 The Concepts of Design and Contextual Design 
Design is a central concept in this thesis. I employ a broad definition of design to include 
all activities that intend to devise “courses of action aimed at changing existing 
situations into preferred ones” (Simon, 1996, p. 130). Accordingly, in the ES context, 
design is an integral part of the development and maintenance of generic software 
features, the work of configuring and extending these features during implementation, 
and the intentional change of the user organization according to the features of the 
generic software. Thus, in line with (among others) Dittrich (2014), I perceive design 
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as something unfolding on several levels and in multiple constituencies of the 
ecosystem surrounding ES.  

This broad definition of design applies to many kinds of activities. Related to IS 
research, design is a central part of IT projects involving developing, modifying, and 
extending a piece of technology. Design is also an important part of organizational 
change programs that involve strategic changes to organizational practice, with the aim 
of improving organizational efficiency (Markus, 2004). Both are relevant during ES 
design, which (as shown in Chapter 2) often involves shaping both technology and 
organizations.  

By contextual design, I refer to a specific form of design, embodying a certain set of 
principles that could be found in many user-oriented and agile approaches to software 
design and development, such as user-centered design (Gulliksen et al., 2003; Norman, 
2013), activity-centered design (A. Williams, 2009), work-oriented-design (Blomberg 
et al., 1996), design thinking (Dorst, 2011), and socio-technical design (Baxter & 
Sommerville, 2011). Although these approaches differ in several ways regarding their 
means, ends, and design scope, they share an emphasis on designing technology based 
on the practices and needs of a concrete set of end users. The rationale is to ensure the 
relevance and usability of IT, and it involves developing requirements based on 
inquiries into the context of (future) use, rapid and evolutionary prototyping, and 
frequently evaluating the prototypes with end users to define both the function and the 
form of IT artifacts. 

3.2 Two Forms of ES Design 
I now turn to the theoretical framework. A pattern in existing literature, which 
corresponds to the case of DHIS2 (as shown later), is the involvement of two types of 
design processes in shaping the ES that eventually faces end users in a given user 
organization: generic-level and implementation-level design.  

First, generic-level design refers to processes of designing “generic software features 
such as data models, functionality, and user interfaces, intended to be used across 
multiple user organizations” (Paper 3, p. 10). The key aim of generic-level design is to 
benefit from economies of scale by sharing the same software features among several 
user organizations. Accordingly, it necessarily involves some degree of standardizing 
software features that are “ready to travel” (Kallinikos, 2009, p. 915) between contexts. 
As seen from the ES generification perspective of existing literature (Gizaw et al., 2017; 
Pollock et al., 2007), design often involves identifying shared traits and common ways to 
support the needs of multiple user organizations. An aspect of generic-level design is 
thus generification, that is, the attempt to align the needs of user organizations to 
standardize and mass produce and maintain software.  
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Generic-level design also involves meta-design (Dittrich, 2014), that is, design with the 
intent to support further shaping of the generic software features during implementation 
(e.g., configuration and extension facilities). The output of generic-level design is thus 
both generic software features, such as functionality and UIs (intended to be used more 
or less “as is” by end users after implementation), and adaptation capabilities to support 
configuration and extension during implementation.  

Second, implementation-level design refers to processes of “designing software 
according to the needs of a particular user organization based on [the] generic software 
features” offered by the processes of generic-level design (Paper 3, p. 10).  

With the term implementation-level design, I do not intend to cast all activities during 
ES implementation as design, but I aim to capture the activities whose purpose is to 
devise “courses of action aimed at changing existing situations into preferred ones” 
(Simon, 1996, p. 130) on the level of implementation. During ES implementation, this 
involves improving some aspects of the user organization with the implementation of 
technology by configuring and extending generic software features and by designing 
those organizational aspects to align with the software.  

I also stress the distinction between implementation-level design and what some studies 
explore under the label design in use and end-user appropriation, which involves the 
work that end users engage in to make technology function during use time (Draxler & 
Stevens, 2011; Fischer & Giaccardi, 2006). Whereas these activities are important in 
making the systems work and could be considered as constituting a form of design 
(Pipek & Wulf, 2009), they do not comprise the end users’ primary activity. Rather, 
they constitute a form of articulation work that is necessary to leverage the technology 
as a tool to achieve other ends. In contrast, implementation-level design is carried out 
by professional software designers, developers, and IT project managers by leveraging 
generic software features, with the aim of undertaking software design. Akin to 
traditional bespoke software development projects, it involves activities such as 
requirement gathering, prototyping, software configuration and development, and roll-
out (Sommerville, 2008). What makes it different from bespoke projects is its aim to 
primary rely on the generic software features offered by generic-level design.  

3.3 ES as Design Infrastructure for Implementation-Level Design 
The third concept of the theoretical framework is design infrastructure, which refers 
to “the set of generic software features and knowledge resources that support 
[implementation-level design] in constructing a solution for the individual user 
organization” (Paper 3, p. 10). The design infrastructure thus links the processes of 
generic-level and implementation-level design. Because existing and new generic 
software features undergo constant design and maintenance by the processes of generic-
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level design, the design infrastructure continuously evolves. The knowledge resources 
could include documentation, educational materials, certification programs for partners, 
support arrangements, and anything that offers support to the implementation-level 
design process (Xu & Brinkkemper, 2007). Figure 3.1 illustrates the relations among 
the three concepts.  

 

 

Figure 3.1. A theoretical framework for understanding ES design. 

 

I base my understanding of the term infrastructure on existing conceptualizations in IS 
literature (Hanseth & Lyytinen, 2010; Pipek & Wulf, 2009; Star & Ruhleder, 1996). 
Infrastructures are defined as socio-technical, open, and shared collections of resources 
that serve a supporting function for some activity that spans multiple actors. They 
“shape and are shaped by conventions of practice” (Pipek & Wulf, 2009, p. 454) and 
are evolving, recursive, and layered. In the context of ES design, with the term design 
infrastructure, I highlight the infrastructures’ supporting role in implementation-level 
design. I thus argue that the notion is effective in capturing both the role (design) and 
the nature (infrastructure) of the generic ES, offering the basis for implementation-level 
design.  

Perceiving sets of software features as infrastructures supporting design has also been 
suggested in the prior literature on end-user development and design-in-use 
appropriation, for instance, under the label appropriation infrastructure (Stevens et al., 
2009). These appropriation infrastructures support the end users in appropriating 
software solutions as part of the inevitable articulation work that comes with using 
technology. In contrast, design infrastructures, as defined in this thesis, offer support to 
professional software design and development processes during ES implementation.  
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3.4 Modes of Organizing ES Design 
The two types of design processes (generic-level and implementation-level design) 
seem to comprise a consistent pattern of ES design, as portrayed in the related literature. 
However, the literature on ES ecosystems (e.g., Dittrich, 2014; Sarker et al., 2012; 
Wareham et al., 2014) shows different modes of organizing ES design, related to how 
design and maintenance work are carried out by one or partitioned among several actors. 
I briefly highlight these modes, with the help of the theoretical framework since the 
distinctions are important to understand the findings related to the challenges of and 
considerations for adopting a platform strategy.  

First, some ES solutions are not designed within a partner ecosystem; thus, both 
generic-level and implementation-level design are exclusively controlled by a single 
vendor, collaborating with user organizations through dyadic or arms-length relations. 
An example of an ES that follows this mode is the widely used EHR system Epic, where 
the vendor designs and maintains the totality of the generic software features for the 
“core solution,” while engaging in implementation-level design with the specific user 
organizations (Ellingsen & Hertzum, 2019). This is also dominantly how ES design is 
portrayed in the first and the second perspectives of the related IS literature. Figure 3.2 
illustrates this mode of organizing ES design. 

 

 

Figure 3.2. ES design organized with a single vendor carrying out both generic-level and 
implementation-level design (no ecosystem). 

 

Second, the ES vendor may cultivate an ecosystem comprising partners that specialize 
in implementation-level design (as VARs). In this mode, the ES vendor is the only actor 
engaging in generic-level design, but, in contrast to the first mode, the partners that may 
be geographically or domain-wise closer to various user organizations are the main 
enactors of implementation-level design. This mode, as illustrated in Figure 3.3, is how 
the DHIS2 design is presented in Papers 1 and 2 of this thesis.  
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Figure 3.3. ES design organized with a single vendor carrying out generic-level design, while 
partners conduct implementation-level design (ecosystem). 

 

Third, the ES vendor may adopt a platform strategy to open up the conduct of the 
generic-level design to partners (as ISVs). In this mode, both the vendor (now often 
referred to as the “platform owner”) and the partners may design and maintain the 
generic software features that form part of the design infrastructure (Figure 3.4). In 
contrast to the second mode, in the third, the ES resembles what Tiwana (2013) refers 
to as a real platform in terms of being multi-sided. In other words, partners may offer 
generic software features to the larger audience of partners and user organizations 
engaging in implementation-level design, while the latter audience benefits from these 
contributions. Accordingly, in this thesis, when I discuss adopting a platform strategy, 
a key aim is for partners to be actively engaged in generic-level design, not only in the 
leverage of vendor-developed features during implementation-level design. It is this 
mode of organizing design that I examine in Paper 3 of the thesis, where I study the 
adoption of a platform strategy. 

 

 

Figure 3.4. ES design organized with both the vendor (now the “platform owner”) and the 
partners carrying out generic-level design, while the partners conduct implementation-level 
design (platform ecosystem). 
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An important takeaway from the above outline of different modes of organizing ES 
design is that platform is but one way of organizing ES design (Bertram et al., 2012; 
Mousavidin & Silva, 2017). There are multiple alternatives for partitioning design and 
maintenance work among the actors (e.g., a single vendor in charge of both generic-
level and implementation-level design, an ecosystem including partners specializing in 
implementation, and platform ecosystems supporting partners in offering generic apps). 
In my thesis, and in line with several researchers (e.g., Tiwana, 2013), I only consider 
ES an innovation platform when partners or other third parties are included in offering 
generic software features that form part of the design infrastructure. Thus, a platform 
strategy in essence entails opening up to third parties in carrying out generic-level 
design. In contrast, if only a single vendor offers generic software features and the 
partners or other third parties only engage in implementation-level design, the 
characteristics of innovation platforms, such as multi-sidedness and cross-sided 
network effects (Tiwana, 2013), are not pertinent. I shall return to this point in the 
DHIS2 context in Section 5.3 

Having established an understanding of different modes of organizing ES design, I now 
outline the research approach of the thesis.  
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4. Research Approach 
In this chapter, I outline the research approach of the thesis project. The chapter has a 
twofold purpose. First, I offer an account of the research project to show how the data 
have been collected and analyzed to answer RQ 1. Second, while doing so, I summarize 
the findings related to RQ 2 on how researchers can study ES design in collaboration 
with relevant practitioners. Accordingly, I attempt to offer a broad account of the 
evolution and nature of the DHIS2 Design Lab. Meanwhile I also delve into the details 
of the primary modes of data collection underlying the findings related to RQ 1. To do 
so, I first briefly introduce DHIS2 as my empirical case. Second, I introduce engaged 
scholarship as the methodological basis for the thesis and present pragmatism as the 
philosophical basis. Third, I describe how I have established and sustained the DHIS2 
Design Lab as the engaged research engine for exploring the DHIS2 design, which I 
summarize with an explicit answer to RQ 2. Finally, I offer some details on the primary 
data sources and the analysis approach to addressing RQ 1.  

4.1 Case: DHIS2 
While I shall explore the design of DHIS2 in detail in Chapter 5, here, I provide a brief 
background of DHIS2 and the central actors of focus in the analysis.  

4.1.1 The DHIS2 core solution  

Typically, DHIS2 is implemented to support the collection, analysis, and presentation 
of routine and aggregate health information. Increasingly, it is also implemented to 
support case-based data collection, such as registering information about patients, 
commodities, or lab samples. To this end, the generic DHIS2 “core solution” used as 
the basis of all implementations comprises a generic data model, functionality, and UIs 
that support data collection and presentation. The core solution is divided into several 
modules or apps with a shared underlying data model. An API also allows developing 
custom apps during implementation. As part of the core solution, the apps support 
commonly relevant activities, such as routine or case-based data entry (Figures 4.1 and 
4.2), creating information dashboards (Figure 4.3), maps (Figure 4.4), reports, and 
analytical tools to create graphs and pivot tables. Furthermore, a set of apps support 
configuring the core solution, such as managing users and access, defining what data to 
be reported and by whom, and organizational hierarchies. These are used for 
configuring the solution during implementation-level design.  
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Figure 4.1. An example of a routine data entry screen in DHIS2 (not showing real data). 

 

 

Figure 4.2. An example of a case-based data entry screen in DHIS2. 
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Figure 4.3. An example of a dashboard screen in DHIS2 (not showing real data). 

 

 

Figure 4.4. An example of a map in DHIS2 showing antenatal care (ANC) coverage in a region 
(not showing real data). 
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DHIS2 has somewhat of a special history compared with many other ES solutions. It is 
offered as an open-source solution, involving no licensing fees for user organizations, 
and is developed through a research program called the Health Information Systems 
Programme (HISP), which has been operating for more than two decades. HISP started 
in post-apartheid South Africa in the early 1990s as a collaboration among researchers 
from the University of Oslo (UiO), local researchers, and stakeholders from the South 
Africa’s Ministry of Health (MoH). The aim was to develop an integrated health 
management solution that could help address challenges of fragmentation in South 
Africa’s existing health management information system. The software that is now 
known as DHIS2 was a central part of these efforts, and proven successful in South 
Africa, the software later “traveled” to several neighboring countries and is now 
implemented in public and private organizations across more than 80 countries in 
Africa, Asia, South America, and Europe. Accordingly, the HISP program is today a 
global research network. Figure 4.5 shows a few examples of implementations of 
DHIS2, illustrating the diverse contexts and use cases that it serves.  

The UiO still plays a central role in the HISP program and hosts the team of designers, 
developers, and project managers in charge of offering the generic DHIS2 core solution. 
Furthermore, the IS research group at the UiO conducts research related to the design, 
development, and implementation of DHIS2 in a variety of countries, and the design 
lab and I are part of this research group. Thus, the team at the UiO includes both 
researchers and practitioners, and I refer to the group of practitioners as the core team 
and the vendor of DHIS2. 
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Figure 4.5. Examples of DHIS2 implementations in diverse contexts and use cases. 

 

4.1.2 Central actors 

In this thesis, I focus on three central types of actors related to DHIS2: the core team as 
the vendor, the partners, and the user organizations. The core team comprises several 
groups of software professionals at the UiO. First, product managers manage teams 
who design, develop, and maintain specific parts or modules of DHIS2, such as 
Analytics, Front-end, Back-end, and Tracker (case-based data collection module). Each 
of these teams includes several developers. Working accross all teams is a lead user 
experience (UX) designer who is in charge of the UI design and manages a design 
system that includes the style guides and UI components (e.g., buttons, forms, tables) 
used across the teams for consistent UI design. Other members of the core team are in 
charge of project and implementation support, including implementation experts who 
support partners and user organizations in certain implementation projects.  

The second type of actors comprises the partners that specialize in implementing DHIS2 
for user organizations. Although independent firms, the partners have strong ties with 
the core team in Norway and participate in defining requirements and in strategic 
discussions on the future direction of the DHIS2 core solution (a matter that is explored 
in more detail in Chapter 5). The partners are located in various countries; for this thesis, 
I have primarily engaged with seven (based in India, Tanzania, Malawi, Uganda, 
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Mozambique, the US, and Sri Lanka). Typically, the partners employ implementers, 
who may work as both project managers communicating with the user organizations 
and designers gathering requirements, designing and evaluating prototypes, and 
configuring the core solution according to the users’ needs. As the dominant portion of 
their projects are related to health, many implementers have backgrounds in clinical or 
public health, in addition to their competence in DHIS2 and in organizing 
implementation projects. Furthermore, the partners employ developers who develop 
custom software features if needed during implementation. The partners typically 
employ staff specializing in server maintenance, security, and management as well. 

Each partner is involved in a multitude of projects. A central user organization for many 
partners is the MoH in the country or region of each partner. The partners often have 
long-term contracts with these user organizations for the design, maintenance, and 
support of health programs, such as HIV management, tuberculosis monitoring and 
treatment, antenatal care, and disease surveillance (e.g., of COVID-19). In this case, the 
DHIS2 solution may be implemented as one shared instance cutting across multiple 
health programs or having separate instances for each. Additionally, the partners 
continuously compete for contracts from other public and private organizations in the 
health sector and beyond. For instance, the partner in Tanzania serves the Tanzanian 
MoH in several health programs, as well as user organizations in agriculture, traffic 
policing, and water and sanitation. In India, the partner serves the MoH in several Indian 
states MoHs in neighboring countries, such as Bhutan and Nepal. The partner in India 
is also engaged in projects in African countries, such as Egypt and Kenya. Meanwhile, 
the partner in Mozambique serves the national MoH, and beyond Mozambique, the 
partner concentrate on the Lusophone countries of Africa, such as Cape Verde, Guinea-
Bissau, and Angola (e.g., as seen in the top-right picture of Figure 4.5).  

The common denominator of all user organizations is that they have needs involving 
data to be reported, analyzed, and presented, where the generic data model, 
functionality, and UIs of DHIS2 can work more or less out of the box or serve as 
valuable starting points to be customized and extended. Table 4.1 summarizes the three 
central types of actors focused on in this thesis.  
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Table 4.1. Three key DHIS2 actors in this thesis. 

Name Role 

Vendor  

(core team) 

Designs, develops, and maintains the DHIS2 core solution  

Offers knowledge resources, such as documentation, implementation guidelines, 
and question/answer (Q/A) forum to support implementation 

Partners Specialize in implementing DHIS2 for user organizations  

Plan and carry out implementation projects involving activities such as 
requirement gathering, prototyping, configuring the core solution, and 
potentially, developing custom software features 

User 
organizations 

Use DHIS2 to support collection, analysis, and presentation of data and 
information, primarily related to the health domain, as well as other domains, 
such as agriculture, logistics, and education 

 

For more detailed information about DHIS2 and examples from various use cases, see 
https://dhis2.org/. A demonstration of DHIS2 is available at https://play.dhis2.org/, 
where anyone can test an actual working version of the system. For a more detailed 
overview of the history of DHIS2 and the HISP program, see Adu-Gyamfi et al. (2019) 
and Braa et al. (2004). 

4.1.3 DHIS2 as a case of ES 

As an ES, DHIS2 and the design processes and the actors that surround it shares the 
general challenge of designing and maintaining ES features that can be used among 
several user organizations. With this, it shares many of the issues and strategic 
considerations with widely known and commercially licensed ES, such as SAP and 
Salesforce, including dividing the design between generic and implementation levels, 
managing a partner network, and attempting to adopt a platform strategy. These general 
traits and challenges, combined with the unique access to study and collaborate with 
both the vendor and the partners of a globally used ES, make it a fruitful case for 
studying ES design more generally. 

DHIS2 also has particular traits as an ES. The core team is not a commercial vendor but 
funded through research and development funds and is a part of a long-term research 
program. The core team is also based in a university and thus, tightly integrated with 
researchers. The researchers at the UiO have strong ties with the partners and the core 
team and actively collaborate with the practitioners on matters related to research and 
practice. Meanwhile, the implementation partners mainly engage in implementation 
projects in the global south, which may be funded by the user organizations directly or 
with the support of international development agencies as donors. As with all cases, 

https://dhis2.org/
https://play.dhis2.org/
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some elements are therefore not immediately generalizable from DHIS2 to other ES, 
particularly elements tied to its funding and its close relation to a research institution. I 
return to some of these elements in the Limitations section of Chapter 6 (Section 6.6.) 

4.2 Engaged Scholarship 
This thesis is based on engaged scholarship (Mathiassen, 2017; Van de Ven, 2007). A 
key feature of engaged scholarship is that problems are defined and examined on the 
basis of real-world problem situations and in collaboration with practitioners. As such, 
it is “a participative form of research for obtaining the different perspectives of key 
stakeholders (researchers, users, clients, sponsors, and practitioners) in studying 
complex problems” (Van de Ven, 2007, p. 9). This is contrasted to research initiated 
and driven by a gap in academic literature, followed by a strategic case selection that 
best allows studying the assumingly relevant question. Engaged scholarship 
accordingly emphasizes problem formulation as an empirical and continuous activity 
throughout the research process to ensure that researchers explore problems that are 
relevant to practice. It is suggested as particularly relevant to IS as an applied research 
discipline, whose primary objective should be to develop knowledge of relevance to IS 
practice, as argued by many scholars (e.g., Conboy et al., 2012; Mathiassen, 2017).  

Engaged scholarship could be carried out in different forms, for instance, with the aims 
of exploring practitioners’ practices and challenges, designing artifacts, such as 
policies, or introducing and evaluating organizational change. For the field of IS 
research, Mathiassen and Nielsen (2008) distinguish among three relevant forms of 
engaged scholarship that correspond to a set of methods widely used in IS: 1) what they 
refer to as practice studies, which I here equate with case studies (CSs), 2) AR, and 3) 
DSR. Furthermore, in Paper 4, I argue the fourth distinct form to be action design 
research (ADR) (Sein et al., 2011). The different forms are useful for developing distinct 
types of knowledge to respond to the real-world problem situations and the related 
knowledge interest of researchers and practitioners. Additionally, the forms differ in 
their requirements regarding researcher–practitioner collaboration, ranging from 
engaging participants in interviews and discussions to an intense collaboration in 
introducing and evaluating organizational change. Table 4.2 summarizes situations 
where the four forms are relevant and feasible (from Paper 4). 
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Table 4.2. Four forms of engaged scholarship and when they are relevant and feasible (from 
Paper 4). 

 Relevance – what is produced? Feasibility – what is required? 

CS Descriptive and explanatory knowledge of 
relevance to the real-world problem situation 
and a specific concern in academic literature 

Study phenomenon in a real-world problem 
situation as an attached insider (participant in 
the system under study) or as a detached 
outsider (e.g., interviews, questionnaires, 
focus groups) 

DSR Artifact(s) relevant to the real-world problem 
situation, and prescriptive knowledge from the 
process and/or the result of designing and 
evaluating the artifact(s) of relevance to a 
specific concern in academic literature 

Design and evaluate artifact(s) (e.g., models, 
methods, tools) to address a problem in the 
real-world problem situation 

AR A change in practice relevant to the real-world 
problem situation, and descriptive, 
explanatory, and/or prescriptive knowledge 
from the process and/or the result of an 
organizational change of relevance to a 
specific concern in academic literature 

Plan, introduce, and evaluate organizational 
change to address a problem in the real-world 
problem situation 

ADR Artifact and change in practice from artifact 
introduction relevant to the real-world 
problem situation, and prescriptive knowledge 
from the process and/or the result of designing 
and evaluating the artifact(s) of relevance to a 
particular concern in academic literature 

Design, introduce, and evaluate artifact(s) that 
reflect(s) “the influence of users and ongoing 
use in context” (Sein et al., 2012, p. 40) to 
address a problem in the real-world problem 
situation 

 

Often, engaged research projects in IS are planned using a specific form of engaged 
scholarship, such as AR or DSR. However, a problem with selecting a particular form 
of engaged scholarship at the outset of a research project (which I elaborate on in detail 
in Paper 4) is that it requires an understanding of the real-world problem situation and 
the possibilities that lie in collaboration with practitioners. Nonetheless, IS research is 
often not a matter of solving a static problem but about developing a better 
understanding of the problem, which helps researchers ask new questions, in turn 
pointing to potential solutions (Nielsen & Persson, 2016; Van de Ven, 2007). Such an 
evolving understanding of the problem situation and the potentials for collaboration 
with practitioners have been characteristic of the research project of this thesis. I started 
with an open problem formulation of how to improve the usability of DHIS2 in 
implementations and an agreement with one partner organization in India to participate 
in a specific implementation project in order to explore this challenge in practice. Later, 
based on insights from this first set of inquiries and through abductive cycles of 
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identifying patterns and similarities between the empirical findings and the related 
academic literature, the problem has been reformulated and elaborated in several 
iterations. The research process has in itself been one of developing a deeper 
appreciation of the problem, while continuously negotiating with relevant practitioners 
on possibilities for further inquiry. I have accordingly used engaged scholarship as a 
methodological basis for the research project and have seen the various forms of what 
I refer to as engaged inquiry (i.e., CS, AR, DSR, and ADR) as tools to be employed 
based on the evolving appreciation of the real-world problem situation and the emerging 
possibilities to collaborate with practitioners. This overall model is presented in Figure 
4.6 and is explained in greater detail in Paper 4.  

 

 

Figure 4.6. The model used for organizing the engaged scholarship research project (from 
Paper 4). 

 

Three important activities of the research process that have been frequently revisited 
are researcher–practitioner negotiation, problem formulation, and, based on these, 
selection of a form of inquiry. Furthermore, in the model, an insider or an outsider CS 
is always used as the starting point when initiating the investigation of a new (sub-
)problem. As outlined in Section 4.4, the research project has included several 
researchers and master’s students collaborating with DHIS2 practitioners. Accordingly, 
the overall research project has utilized several forms of inquiry in sequence and in 
parallel, all exploring particular aspects of designing DHIS2, while feeding into the 
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overall problem formulation. The specific set of findings presented in this thesis is 
primary based on insider and outsider CSs, which I will return to in Section 4.5. 

4.3 Pragmatism as Philosophical Basis 
Before turning to the details of the research project, I offer some reflections on the 
philosophical basis for the research, which I position as pragmatism. Since pragmatism 
is less known to many IS scholars than paradigms, such as interpretivism, positivism, 
and critical realism (Goldkuhl, 2012), I invest a few paragraphs in explaining some of 
its relevant tenets.  

More than a hundred years earlier than the publication of Van de Ven’s (2007) book on 
engaged scholarship, pragmatism arose from a similar kind of criticism of contemporary 
philosophy as that of engaged scholarship of social and organizational research. In 
observing the age-old debates about the nature of reality and the nature of knowledge, 
a group of scholars representing different fields and interests looked with skepticism at 
the advances made in answering the questions and at the potential value of the debates 
(Bacon, 2012). Pragmatism grew out of the idea that philosophers should stop 
concerning themselves with questions that bear no practical consequences and 
differences in practice. The central figures of the tradition argue that questions are only 
relevant if they make a difference in practice. Accordingly, philosophy and science 
should seek “to gain the kind of understanding which is necessary to deal with problems 
as they arise” rather than to try to uncover the “antecedently real” (Dewey, 1969, p. 14, 
as cited in Bacon, 2012, p. 47).  

With its emphasis on practical consequences and on the development of useful 
knowledge, I argue that pragmatism is a particularly relevant philosophical basis for 
engaged scholarship research. This is in line with others’ views (e.g., Van de Ven, 
2007), and pragmatism has witnessed growing interest in the social sciences (Morgan, 
2014) and organizational science (Lorino, 2018), and although somewhat implicit, it 
has been influential in IS research (Ågerfalk, 2010; Goldkuhl, 2012), particularly as the 
basis for AR and DSR (Goldkuhl, 2020).  

The tradition of pragmatism is diverse and filled with debates and disagreements. The 
main figures include Charles Sanders Peirce, John Dewey, and Williams James, but 
later figures, such as Willard Quine, Richard Rorty, and Susan Haack, are influential 
voices of the tradition (Bacon, 2012). All of these proponents have been in significant 
disagreement with one another over many of the central tenets of pragmatism, making 
it difficult to present a single coherent version. Based on discussions in social, 
organizational, and IS research (e.g., Goldkuhl, 2012) and leaning on Bacon’s (2012) 
summary of the key ideas and debates on pragmatism, I briefly outline a set of 
pragmatist arguments and ideas. These are related to the nature of knowledge and the 
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scientific enterprise that I argue is particularly relevant to engaged IS research, which 
underlies my research in this thesis.  

4.3.1 Four relevant traits of pragmatism 

First, similar to interpretivism, pragmatism argues that we, as humans and researchers, 
are not bystanders looking at the world but agents operating in it. This means that we 
can never assume a neutral spectator’s view of the world. As articulated by Quine (1980, 
p. 79), “we can improve our conceptual scheme, our philosophy, bit by bit, while 
continuing to depend on it for support; but we cannot detach ourselves from it and 
compare it objectively with an unconceptualized reality.” Whereas interpretivists 
highlight the study of humans’ subjective understanding of phenomena, pragmatists 
stress that the meaning of an idea or a concept comes down to its consequences for 
human action. Thus, “a society must be seen and grasped in terms of the action that 
comprises it” (Goldkuhl, 2012, p. 136). Pragmatism thus posits that knowledge is 
deeply embedded in and intertwined with human experience, action, and practice. It 
theorizes that “knowing and doing is indivisibly part of the same process” and that the 
scientific enterprise should accordingly be “concerned with action and change and the 
interplay between knowledge and action” (Goldkuhl, 2012, p. 136).  

Rather than seeking the “antecedently real,” pragmatists thus put human action and 
experience at the center of both the development and the use of knowledge (Bacon, 
2012; Lorino, 2018). However, pragmatism does not deny the existence of a material 
reality or the possibility that both social and physical phenomena may exist without our 
individual or collective knowledge of them. There is a material world that shapes and 
is shaped by us. As a species, we have evolved and developed bodily functions, material 
tools, knowledge, and social practices (including norms, values, and language) to cope 
with our existence in the world. Both the material and the social aspects of the world, 
where we operate as part of it, offer corrective sanctions and rewards, based on our 
actions (Bacon, 2012). Some scholars thus position pragmatism between empiricism, 
holding that an objective world “commands thought,” and idealism, holding that 
“subjective thoughts construct the world” (Bechara & Van de Ven, 2007, p. 56). 

Second, as knowledge is perceived as playing a practical role in helping us cope with 
our environment, theories and concepts are regarded as tools to help us better 
understand, explain, predict, and improve real-world problem situations (Bacon, 2012; 
Goldkuhl, 2012). Thus, “the function of intelligence is therefore not that of copying the 
objects of the environment, but rather of taking account of the way in which more 
effective and more profitable relations with these objects may be established in the 
future” (Dewey, 1931, as cited in Goldkuhl, 2012, p. 140). This means that the value of 
a theory or conceptual framework does not lie in how accurately it corresponds or mirror 
some objective “untainted” reality. Rather, “[a]s in the case of all tools, their value 
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resides not in themselves but in their capacity to work shown in the consequences of 
their use” (Dewey, 1969, p. 163, as cited in Bacon, 2012, p. 49) 

To offer an example that is close to the topic of this thesis, the value of concepts such 
as “design infrastructure” or “platform” does not lie in how well they correspond to a 
mind-independent reality. Rather, their value is tied to supporting researchers and 
practitioners in dealing with certain real-world problem situations to “make one a more 
sensitive observer of details of action, better at asking useful questions, more capable 
of seeing the ways actions are patterned, and more adept at forming systemic hypotheses 
and entertaining alternatives” (Cronen, 2001, p. 30).  

Third, well-justified knowledge is argued by figures such as Peirce to be “intimately 
connected to the means by which beliefs are arrived at” (Bacon, 2012, p. 152). 
Moreover, the scientific enterprise should seek what Haack (2000) refers to as genuine 
inquiry, which requires knowledge to answer to experience, which in turn involves 
answering to reality (Bacon, 2012). Some knowledge is thus regarded as superior to 
others in being better aligned with experience and as a result, being more practically 
relevant. For example, if we hold the belief that humans could fly, when repeatedly put 
to the test, experience would most probably tell us otherwise. Similarly, the belief that 
the same ES, without any adaptation, could work perfectly across a diverse set of user 
organizations fails the test of experience, as reported by hundreds of implementation 
studies.  

Disregarding the ideal of knowledge as corresponding to the antecedently real, in order 
to arrive at the best possible knowledge, Dewey argues that researchers should seek 
warranted assertibility, which is still, as articulated by Bacon, (2012, p. 55) “a matter 
of arriving at well-grounded beliefs which answer to our objective situation rather than 
our individual needs.” Several pragmatists highlight the methods of natural sciences as 
supreme at arriving at the best possible knowledge. This is not due to their specific 
methods of attempting to uncover untainted truth but to their principles of seeking to be 
a disinterested truth-maker, which involves being directed to wherever the evidence 
leads and being ready to abandon beliefs in the face of evidence (Bacon, 2012).  

Fourth, an important implication of pragmatists’ views of knowledge and action is that 
these open the door to methodological pluralism. Methods, possibly including both 
qualitative and quantitative types, should be selected based on their potential merit in 
developing useful knowledge of the phenomena in question (Goldkuhl, 2012; Morgan, 
2014). Whereas interpretivism is appropriate for examining questions related to how 
people make sense of IS, and positivism is suitable for studying questions related to 
prediction (Vidgen & Braa, 1997), pragmatism may serve as a philosophy underlying 
both kinds of questions as long as the inquiry may lead to useful knowledge. However, 
as knowledge ultimately has to answer to experience, the methods that allow studying 
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phenomena based on the experiences of participants or directly subjecting oneself as a 
researcher to experience seem particularly appropriate. It could thus be argued that 
insider CS, AR, and ADR represent ideal approaches to developing and evaluating 
knowledge that is subjected to the test of answering to experience. However, these 
would inevitably be tied to a specific context. A benefit of the more detached-outsider 
forms is that a researcher could better examine experience across longer timeframes and 
instances (Goldkuhl, 2012). Another benefit of being an outsider in the particular 
practice of the study is that of having fewer “habits” tied to the phenomenon, and it is 
thus more likely that taken-for-granted beliefs are subject to inquiry. 

4.3.2 Why pragmatism? 

A natural and very pragmatic question to ask is what difference a pragmatic basis makes 
to the research practice of this thesis compared with more well-established paradigms, 
such as logical positivism and interpretivism. First, pragmatism turns its focus to the 
development of descriptive, explanatory, and prescriptive knowledge that aims at being 
constructive in coping with real-world problem situations by engaging with real-world 
problem situations.  

Such knowledge is best developed by focusing on action, experience, and practice. The 
data collection and analysis in this thesis are therefore characterized by studying action 
and experience both directly (as an insider) and indirectly (through the experiences of 
participants). When doing so, pragmatism allows balancing between empiricism and 
idealism and thus examining mechanisms and events that could be claimed to exist, 
regardless of our intersubjective or individual awareness of them without claiming a 
spectator’s view. In contrast to interpretivism, it can thus help justify going beyond 
“understanding the subjective meanings of persons” (Goldkuhl, 2012, p. 137). Whereas 
interpretivism primarily seeks knowledge through interpretations of our “compatriots’” 
interpretations of the world (Walsham, 2006, p. 320), positivists seek knowledge that 
presents mirroring of reality. In contrast, pragmatism highlights knowledge as 
comprising tools and instruments for coping with our existence in the world. 
Accordingly, the aim of using and developing theory and conceptual schemes in this 
thesis is to best make sense of the real-world problem situation. The thesis aims to add 
to the buffet of potentially useful perspectives and does not claim that their merit lies in 
offering the best possible correspondence to an objective reality but in their utility to 
make sense of and cope with ES design as a real-world problem situation. In Chapter 6, 
I return to the pragmatist merit of my contributions.  
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4.4 The DHIS2 Design Lab 
I now turn to the details of the research project and begin by elaborating on the DHIS2 
Design Lab. The account of the DHIS2 Design Lab is important in explaining the 
research process of the thesis and in answering RQ 2. 

The research project of the thesis and the design lab started with discussions with my 
supervisor on how I could best explore a phenomenon interesting to me and relevant to 
DHIS2. I had already studied design practices related to DHIS2 implementations in my 
master’s research project. Based on the experiences from the master’s project, we 
agreed that understanding how the usability and relevance of DHIS2 could be 
strengthened in implementations represented an interesting and relevant focus. We 
further agreed that establishing a design lab, including researchers and master’s students 
who would collaborate with DHIS2 practitioners, could make an interesting engine to 
explore the design of DHIS2.  

The DHIS2 Design Lab has subsequently been central to the research project. While I 
elaborate on the primary data collection methods used to obtain the findings presented 
in this thesis in the next section, in this section, I provide an overview of the DHIS2 
Design Lab and how it has served as the engaged research engine of the project. 
Whereas the findings presented in this thesis mainly stem from a subset of the inquiries 
carried out in the design lab, the findings of other inquiries conducted by myself, other 
researchers, and master’s students at the UiO, in collaboration with practitioners, also 
serve as an important broader basis for the findings. The master’s students in our 
research group at the UiO are planning and undertaking a research project spanning 1.5 
years, which is intended to result in a thesis offering a contribution to a pertinent 
concern in academic literature. Within HISP, the students often carry out their empirical 
work by studying aspects related to DHIS2, and from its initiation, the master’s students 
have been central to the work of the design lab. 

At the initiation of this research project, how the design lab could best be organized for 
studying and potentially helping improve the design of DHIS2 was an open question. 
As mentioned in Chapters 2 and 3, ES has been studied from multiple perspectives, and 
it has been argued that it is difficult to study ES design because it is subject to “shaping 
[…] distributed in time and space” (Williams & Pollock, 2012, p. 3). Meanwhile, 
several forms of design laboratories (or labs) are defined and discussed in academic 
literature (Alavi et al., 2020; Binder et al., 2011). Some studies focus on exploring 
design products, such as usability labs (Bødker & Buur, 2002;Nielsen, 1994) or labs for 
citizen-centric service or health technology innovation (Bergvall-Kareborn & 
Stahlbrost, 2009; Sahay et al., 2018). Others focus on exploring design processes, that 
is, how to strengthen the processes of designing better products (Binder & Brandt, 
2008). In any case, the term lab is typically used to refer to the experimental nature of 
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the approach to exploring novel ways of designing, and a common trait is that labs are 
organized as collaborative environments where various stakeholders are involved in 
exploring products or processes. However, academic literature offers little guidance on 
how such labs could be organized for studying ES design. Thus, in addition to exploring 
the DHIS2 design, an important part of the research process of this thesis has been to 
identify how the design lab could best play a role in studying and strengthening the 
DHIS2 design, and the evolution of the design lab is tightly linked with the development 
of the theoretical framework and the findings of the thesis. 

4.4.1 A brief history of the design lab 

The design lab as a project started with the open question of how to strengthen the 
usability and relevance of DHIS2 to end users in implementations, along with an 
opportunity to collaborate with a partner in India by participating in a specific 
implementation project. The project had been ongoing for three years, and DHIS2 had 
already been implemented and used across some 3,000 health facilities in a large Indian 
state. The partner was in the process of fine-tuning the implemented system by adding 
new functionality to respond to emerging needs and to address a set of usability issues 
highlighted by the user organization. I became involved, together with a group of five 
master’s students, with the aim of participating in addressing the usability issues. We 
began by participating in several meetings and visiting health facilities to identify and 
define a concrete set of challenges that we could help tackle. The initial idea was to 
frame the project as AR and to examine how we could strengthen the partner’s design 
practices by experimenting with different methods of usability design. However, it 
quickly turned out that the challenges in addressing the usability issues were as much 
related to the limited design flexibility of DHIS2 and how the implementation project 
was organized in terms of scope and structure as it was due to the lack of usability focus 
in the partner’s design practice. With limited relevance and feasibility of introducing 
and evaluating the use of usability methods, we decided to reframe the project as an 
insider CS and focused on examining the broader challenges and obstacles to 
conducting usability-oriented and contextual design during the implementation of 
DHIS2.  

The engagement in India helped develop the first version of the overarching theoretical 
framework of the thesis and resulted in the publication of Paper 1 of this thesis. It also 
resulted in several master’s theses that examined various challenges in organizing 
implementation projects and in attempting to introduce contextual design methods to 
software organizations. The experiences in India and the theoretical framework also 
helped in making sense of how the design lab could best play a role in strengthening 
the DHIS2 design, indicating that strengthening it must consider both generic-level and 
implementation-level design and how the two types of processes work in tandem. The 



44 
 

conceptualization thus helped raise new questions related to the nature of both processes 
and the design infrastructure linking them.  

In parallel to the engagement in India, examining the potential for contextual 
implementation-level design of other partners emerged as relevant. Together with a new 
group of four master’s students, I thus visited partners in Tanzania, Malawi, and 
Mozambique, focusing on questions such as the following: What characterizes 
implementation-level design? What does the process typically look like, and what 
activities does it include? What practices and challenges of DHIS2 partners are related 
to contextual implementation-level design? 

Continuing the visits to partners, a master’s student visited Malawi for a longer duration 
to explore methods for contextual design of IT for rural health workers. The project was 
initially planned as AR, but due to the COVID-19 pandemic and the subsequent travel 
restrictions, the project was turned into an outsider CS inquiry. Here the student 
involved several implementers from partners and representatives from user 
organizations in a series of digital workshops exploring how implementation-level 
design can be organized to better engage rural health workers in the process. The project 
has resulted in a set of concrete challenges and opportunities relating to how projects 
are organized and to engaging with the rural health workers in requirement gathering, 
prototyping, and evaluation.  

Conceptualizing DHIS2 as a design infrastructure for implementation-level design 
helped shed light on several aspects relevant for further inquiries in the design lab. A 
key question became how the design infrastructure could best support contextual 
implementation-level design with technical flexibility and knowledge resources. Based 
on this question, several master’s students engaged in a variety of projects exploring 
the issue from different perspectives. For instance, two students explored challenges 
and opportunities for improving a set of newly introduced resources supporting the 
development of apps for DHIS2 by testing them in use in India and Tanzania. Following 
their findings, a second group of three master’s students attempted to design and 
develop a web-component platform for sharing web components between the partner 
organizations, aiming to make custom app development more efficient (framed as 
DSR). Furthermore, four master’s students explored the knowledge resources 
accompanying the newly introduced app development resources, which now have been 
subject to iterative improvement and evaluation for three years, spanning several 
master’s thesis projects. The knowledge resources have been evaluated, both with 
developers from partners and with students in a master’s course at the UiO, where the 
students build apps for DHIS2 as part of their coursework. The course has served as a 
lab for testing various app development resources for several projects in the design lab.  
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While several projects have explored challenges and potential remedies related to the 
technical flexibility of the design infrastructure, others have examined knowledge 
resources aimed at supporting and promoting the use of methods for contextual design. 
For instance, a group of students has studied how a design method toolkit as part of the 
DHIS2 design infrastructure can support contextual implementation-level design 
(framed as DSR). While some students have explored the format of such a toolkit, others 
have investigated some partners’ practices and challenges to develop appropriate 
content for the toolkit in order to offer support that is best aligned with their existing 
practices and the concrete challenges they face (outsider CS and DSR).  

Several projects initiated in the fall of 2021 with new groups of master’s students are 
defined as continuations of the previous efforts. One of these involves exploring 
capacity-building resources for learning how to utilize the API of the DHIS2 core 
solution to build custom apps (framed as a DSR project). Another one involves 
diagnosing challenges related to contextual design in a specific implementation project 
in Mozambique, in collaboration with the local partner there, and identifying ways of 
strengthening the contextual design in the future design process of the project. This is 
planned and organized as AR. The lessons learned from the project are aimed to be 
useful for the Mozambique partner and to feed into the content of the design method 
toolkit to be useful across partners.  

In addition to the inquiries conducted by different projects, a set of activities seeks to 
continuously share the findings among the different projects and to sustain a shared and 
overarching set of problem formulations. For instance, the students regularly present 
and discuss their findings with the students involved in other projects and, when 
relevant, with core team representatives. Figure 4.7 offers some pictures of different 
activities of the design lab, including inquiries in Tanzania and Mozambique and 
discussions of the findings in Oslo, and a photo of our office.  



46 
 

 

Figure 4.7. Pictures of some activities and locations of the design lab’s work. 

The design lab is still an ongoing project and has involved 46 master’s students, 20 of 
whom are still actively involved in projects. The students have worked and are working 
within nine clusters of projects, focusing on aspects ranging from the core team’s 
generic-level design practices to the partners’ implementation-level design practices, 
and exploring resources for the design infrastructure. Table 4.3 summarizes the main 
clusters of projects in the lab and how they relate to the different elements of ES design 
as conceptualized by the theoretical framework. More information about the design lab 
and some of the ongoing projects can be found at:  

https://www.mn.uio.no/hisp/english/dhis2-design-lab/. 

https://www.mn.uio.no/hisp/english/dhis2-design-lab/
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Table 4.3. Main clusters of projects in the DHIS2 Design Lab. 

Overall focus Project clusters Forms of 
inquiry 

Implementation-
level design 

Exploring existing practices and how to strengthen 
contextual and user-oriented design practices with partner in 
India 

Insider CS 

Exploring existing practices and how to strengthen 
contextual and user-oriented design practices with a broad 
set of partners 

Outsider CS 

 

Exploring past experiences in a specific implementation 
project in Mozambique for intervention and evaluation to 
strengthen contextual design in the future design process 

AR 

Design 
infrastructure 

Testing app development resources with partners Insider CS, ADR 

Designing and evaluating component platform for efficient 
app development 

DSR 

Designing and evaluating capacity-building resources for 
app development 

DSR, ADR 

Designing and evaluating resources to support and promote 
contextual and user-oriented implementation-level design 
(design method toolkit) 

DSR 

Generic-level 
design 

Exploring the core team’s requirement collection and 
definition, practices, and challenges  

Outsider CS 

 

4.5 The Design Lab as an Approach to Studying ES Design 
Based on the outline of my approach to engaged scholarship and the story of the design 
lab, I summarize and offer an explicit answer to RQ 2 on how researchers can study ES 
design in collaboration with relevant practitioners.  

The brief story shows how the design lab has evolved to focus on the study of design 
processes (generic-level and implementation-level design) and a form of meta-design 
products of the design infrastructure, aiming to support implementation-level design 
processes. In doing so, the lab serves two roles: 1) as an engaged research engine where 
we combine different forms of engaged inquiry in sequence and in parallel, feeding into 
an overarching shared set of problem formulations, and 2) as an intervention in the 
DHIS2 ecosystem itself. Figure 4.8 illustrates how the lab is positioned in relation to 
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the key design processes and resources in the DHIS2 ecosystem using the theoretical 
framework of the thesis. 

Characterized by an evolving understanding of the problem situation and opportunities 
for collaboration with relevant practitioners, using engaged scholarship as a 
methodological basis has proven useful. Rather than committing to a single form of 
inquiry (e.g., AR) upfront, it has allowed us to flexibly organize both the overall 
research approach of the lab and the various subprojects by selecting forms of inquiry 
based on their relevance and feasibility, given our dynamic relations with the real-world 
problem situation and the practitioners.  

The theoretical framework has been developed, has guided, and has been elaborated 
through the various projects of the design lab. For instance, the projects exploring 
existing and new resources for the design infrastructure are based on the idea of a design 
infrastructure supporting implementation-level design and help develop a better 
understanding of the nature of a design infrastructure. Similarly, when initially defined, 
implementation-level design was an “empty” concept referring to a type of process. The 
further inquiries framed by it helped in understanding its nature and role in ES design. 
The framework has thus served as a common kernel theory (Jones & Gregor, 2007) for 
the lab, while a variety of additional concepts have been employed to study more 
specific phenomena. 

 

Figure 4.8. How the DHIS2 Design Lab is positioned to study the DHIS2 design. 
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To offer an explicit answer to RQ 2, the research approach outlined in the preceding 
sections suggests that ES design can be studied in collaboration with relevant 
practitioners by  

- focusing on the study of processes of generic-level and implementation-level design 
and the nature and supportive capacity of the design infrastructure and 

- using engaged scholarship as a methodological basis for diagnostic, design-oriented, 
and intervention-oriented research on processes of generic-level and 
implementation-level design and the resources of the design infrastructure. This 
allows collaborating with practitioners (e.g., the vendor and the partners) through 
several forms of inquiry for exploring current design practices and challenges (CS) 
and future resources (DSR and ADR), as well as introducing and evaluating changes 
to design practices (AR and ADR).  

This could be organized as a design lab that involves multiple researchers and 
practitioners and combines several forms of inquiry in sequence and in parallel. In 
Chapter 6, I more broadly discuss how these findings from organizing the design lab 
contribute to research concerned with ES design and engaged scholarship in IS research.  

4.6 My Roles and the Primary Data Sources of the Thesis 
Moving from the overall aspects of the research project that also presented the findings 
related to RQ 2, I now elaborate on my roles and on the specific data sources underlying 
the findings related to RQ 1.  

4.6.1 My roles 

I have assumed many roles related to planning and carrying out the research project. I 
have established and headed the DHIS2 Design Lab, where I have had the overall 
responsibility of ensuring coherence among the different projects of the master’s 
students, being actively involved in the planning, data collection, and analysis in each 
project. Based on the findings from preceding projects of the design lab, I have also 
been responsible for defining the new projects that take on new master’s students. I 
have thus linked the findings of the different sets of inquiries and the new ones. 
Meanwhile, I have served as the primary or the secondary supervisor of many of the 
master’s students. The design lab and I have also been part of the research group at the 
UiO, which has a close relationship with the core team as the vendor of DHIS2 and the 
partners. Furthermore, I have taught courses at the UiO, including the course that we 
have used as a lab to evaluate app-development resources for DHIS2.  

A well-known challenge in engaged scholarship projects, and often discussed for AR 
in particular, lies in developing a well-functioning relationship with the practitioners 
(Simonsen, 2009). On one hand, I have worked to maintain my explicit role as a 
researcher to ensure that the master’s students and I do not commit to too many practical 
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responsibilities that would make the project’s research elements (e.g., methodological 
rigor, theory, academic contributions) be less prioritized. On the other hand, we want 
to ensure that we explore challenges that are well-grounded in the real-world problem 
situation and to contribute as much as possible back to the practitioners. For the 
relationship with the core team, this has developed throughout the research project 
through our collaboration on specific design lab projects and my participation in 
meetings and discussions. Through this, I have developed a causal relationship with 
some of the core team members, which has helped me and our research team in gaining 
access and being part of strategic discussions. Nonetheless, I have maintained my 
explicit role as a researcher and not assumed any formal roles in the core team. 
Similarly, in collaborations with partners, we have balanced between doing research 
with and for the practitioners (Van de Ven, 2007), managing expectations for the form 
and level of our contributions to helping with overcoming their challenges, while 
attempting to make up for the time and effort spent by the practitioners in working with 
us. 

I have also been required to balance between being an independent researcher and 
supervising master’s students while working with them in projects. While my work in 
developing theory, formulating overall problems for the lab, and defining new master’s 
projects has guided the work of the students, their findings and work have fed back into 
these activities. In many of the projects highlighted above, I have participated in the 
data collection and analysis. Meanwhile, I have carried out data collection 
independently (outlined in the next section), and the analysis presented in this thesis has 
mainly been my own effort, in collaboration with my supervisor on the co-authored 
papers. To make this more independent work and the division between this and all the 
projects carried out with the master’s students more explicit, I now highlight the primary 
data sources underlying the findings related to RQ 1.  

4.6.2 Primary data sources of the thesis 

Whereas the projects of the design lab have all influenced the research process, four 
primary data sources underlie the findings presented in relation to RQ 1. These are 
participation in the implementation project in India, visits to partners in Tanzania, 
Malawi, and Mozambique, online interviews with partners, and continuous dialogue, 
participant observation, and interviews with the core team. Figure 4.9 presents a 
timeline of the data collection. 

First, a key source of data comes from participating in the implementation project in 
India (carried out as an insider CS). Here, I attended meetings with the user 
organization, participated in visits to health facilities, participated in internal planning 
meetings with the partner organization, and conducted a set of interviews and focus 
group discussions with the partner organization to understand their broader set of 
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practices and challenges, both related to the specific implementation project and 
beyond. These inquiries serve as the basis for Paper 1.  

Second, the focus group discussions and interviews with the partners in Tanzania, 
Malawi, and Mozambique are key data sources for Papers 2 and 3 (carried out as an 
outsider CS). Guided by the theoretical framework developed from the engagement in 
India, the overall guiding questions for these focus groups were as follows: What is the 
potential for contextual implementation-level design? What are the challenges and 
obstacles? How could the DHIS2 design infrastructure better accommodate contextual 
implementation-level design? The visits lasted for about one week and involved focus 
group discussions, each taking about 2–4 hours for 3–5 consecutive days. The focus 
groups included developers, implementers, and the managers of the partner, and the 
sessions started with discussing the implementation projects in which they were 
engaged and examining their similarities and differences together. This helped identify 
the partner’s general implementation practice (i.e., the typical activities it involved) and 
a set of general challenges. We then worked on outlining the typical implementation-
level design process (in terms of activities) before discussing the various challenges of 
relevance to contextual design, linking them to concrete activities of the design process. 
At the end of the visit, I presented the thus far analyzed findings from the focus groups 
and the interviews to the participants for discussion.  

Third, I conducted online interviews with a set of partners (from the USA, Uganda, Sri 
Lanka, and India) (outsider CS). The plan was initially to 1) be engaged more closely 
with the partner in Mozambique and potentially participate in one or several of their 
implementation projects, and 2) visit several partners in Africa (e.g., Kenya, Uganda, 
and South Africa). However, due to the COVID-19 pandemic, all travel plans were put 
on hold; accordingly, I decided to conduct four online interviews and otherwise invest 
my efforts in discussions with the core team (described below) and in supporting the 
projects of master’s students exploring resources to strengthen the DHIS2 design 
infrastructure. Similar to the purpose of the visits to partners, the online interviews 
aimed at understanding the practices of implementation-level design and the challenges 
and possibilities for contextual design. Lasting 60–90 minutes each, the interviews were 
carried out as semi-structured discussions, often initiated by asking the participant to 
highlight the typical activities or steps involved in an implementation project. Using the 
overview of implementation-level design as a basis, I delved into specific activities and 
aspects of the process, discussing potential challenges related to contextual design.  

Fourth, throughout the project, I have been in continuous communication with several 
key members of the core team, including four product managers (in charge of the design 
of specific modules of DHIS2), the lead UX designer, and two implementation 
specialists (offering support to partners in implementation projects). Some of this 
communication was related to the various projects that included master’s students and 
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explored different aspects of generic-level and implementation-level design and the 
design infrastructure. These discussions were about understanding their perspectives on 
pertinent challenges (thus involving them in problem formulation) and communicating 
relevant findings that could aid them in their work. I also conducted 15 semi-structured 
interviews, focusing on the core team’s practices and challenges in generic-level design, 
the team members’ overall reflections on the challenges of accommodating a diverse 
set of user organizations, and their current challenges and future reflections on adopting 
a platform strategy. Finally, I participated in and observed a range of strategic meetings 
where the core team discussed challenges and reflected on the future evolution of 
DHIS2.  

The data have been documented and analyzed concurrently with the data collection 
throughout the process. For the involvement in the implementation project in India, I 
took notes during all meetings and discussions, documented my own reflections on the 
process, and wrote daily summaries of key learnings. Many of the reflections related to 
surprises that triggered new questions and the development of temporary explanations 
for the observed challenges. Similarly, I took extensive notes during the focus group 
discussions, which I also complemented with a daily summary, attempting to answer 
predefined questions, reflect on surprises, and define new questions.  

As mentioned, I also presented a summary of my preliminary analysis on the last day 
of the visits to the partners in Mozambique, Tanzania, and Malawi, bringing the 
participants into the analysis process where they corrected misconceptions and 
elaborated where things were missing. These summary sessions were not limited to 
repeating what the partners had explicitly stated in the focus group discussions but 
attempted to offer an analysis of practices and challenges beyond what was explicitly 
stated. The partners appreciated this, as it (in their own words) allowed them to see their 
practices in new ways and helped highlight areas of improvement. The benefit of having 
fewer habits related to the phenomena under study, in contrast to the participants, means 
that for good and bad, more of the observations lead to surprises and inquiry, helping 
the participants to question what may be perceived as given by them. 

The summaries accordingly became valuable situations for further concurrent data 
collection and co-analysis. The interviews conducted with the partners (online) and the 
core team members (online and face-to-face) were recorded and transcribed and later 
subjected to coding and the development of themes guided by specific questions 
(elaborated below). For each transcribed interview, I also developed a summary with 
reflections on how the interviewee’s experiences and statements related to the whole.  



53
 

 

 

Fi
gu

re
 4

.9
. T

im
el

in
e 

of
 th

e 
pr

im
ar

y 
da

ta
 c

ol
le

ct
io

n 
of

 th
e 

th
es

is
 a

nd
 c

lu
st

er
s o

f t
he

 m
as

te
r’

s s
tu

de
nt

s d
es

ig
n 

la
b 

pr
oj

ec
ts

. 



54 
 

4.7 Data Analysis 
I have used abductive analysis as an overarching approach to data analysis in the 
research project. Particularly, I have leaned on an approach to abductive analysis 
developed by Timmermans and Tavory (2012, 2014), which is based on Peirce’s 
original concept and his work on pragmatism, and on Van de Ven’s (2007) work on 
abduction in problem formulation and theory development in engaged scholarship. 
Abduction is a form of reasoning distinct from deduction and induction. It begins with 
an observation or a surprise, which leads to a search for theories and concepts that can 
help make sense of the problematic situation.  

From the empirical observations of the problem situation, the researchers seek to 
establish an ongoing dialogue with existing conceptual schemes and insights from 
scientific knowledge. Initially, this includes a process of comparing the specific 
problem situation with a broad range of concepts and insights from academic literature. 
As argued by Timmermans and Tavory (2012, p. 169), in contrast to starting with a 
deductive or an inductive analysis, we are thus “neither theoretical atheists nor avowed 
monotheists, but informed theoretical agnostics.” 

The first step in making sense of a real-world problem situation is to identify concepts 
and insights related to similar situations that help make sense (e.g., describe and 
explain) of the specific problem situation under inquiry. A key question is thus what the 
problem situation is an example of. Doing so involves what Van de Ven refers to as an 
“abductive leap,” which “is fundamentally an emptying operation in which the scholar 
strips away idiosyncratic details of the situation observed in reality. In doing so, he/she 
learns something generic about the problem that generalizes to a broader set or type of 
situations existing in reality” (2007, p. 105). In the process, the researcher experiments 
with different ways of “casing” the data, which “highlights different aspects of the 
phenomenon, rendering it comparable to different phenomena and turning it into a 
generalization that then can be linked to other fields and theories” (Timmermans & 
Tavory, 2012, p. 177).  

For instance, DHIS2 and issues related to its design and implementation have been 
studied by researchers under conceptual schemes, such as open-source software 
development, participatory design, software platforms, and global public good. These 
are all valid abductive leaps, depending on the respective conceptual schemes that help 
“make one a more sensitive observer of [the relevant] details of action, better at asking 
useful questions, more capable of seeing the ways actions are patterned, and more adept 
at forming systemic hypotheses and entertaining alternatives” (Cronen, 2001, p. 30) 
related to the concrete problem in focus. Thus, on a very pragmatist basis, “the only 
criterion for useful inspiration is the general pragmatist guideline that theories are ways 
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either to ask new questions or to make new observations possible” (Timmermans & 
Tavory, 2012, p. 174).  

My analysis thus began by identifying the phenomena examined in academic literature 
that have a) traits that are most similar to those of the real-world problem situation, 
where b) these traits comprise a significant part of the problem situation. The first 
exposure to the real-world problem situation occurred in the implementation project in 
India. Concurrent with the data collection were the experiments with different ways of 
casing the experiences with the problem, including concepts related to contextual 
design, usability maturity models, and participatory design. Over time, the empirical 
material highlighted the challenges that resonated well with concepts and insights from 
ES literature (e.g., misfits, customization challenges, generification, ecosystem). I thus 
identified generic ES as the most appropriate overall casing to understand the challenges 
faced in the DHIS2 context. Meanwhile, other dimensions of the phenomena have been 
casted using concepts and the associated academic literature related to contextual design 
and ES platform strategies, among others.  

I now provide some details on the process of developing the theoretical framework, the 
conditions for contextual implementation-level design, and considerations for a 
platform strategy.  

4.7.1 Developing the theoretical framework for understanding ES design 

The development of the theoretical framework started during engagement in the 
implementation project in India. In the project, I tried to make sense of the problem of 
addressing usability issues by experimenting with different casings toward existing 
academic literature. Examples included usability design, limitations of usability 
maturity, and user-centered design. It was surprising to find how interdependent the 
design was during implementation with the design of the generic features they relied 
on, and that it made little sense to explore design methods without a better 
understanding of the surrounding context. The emerging issues showed how the context 
of implementation was highly dependent on the generic software features and their 
configurability. Understanding how the DHIS2 design could be strengthened thus had 
to take a systemic perspective. Accordingly, an aim was directed at framing all the 
design activities involved in shaping the software before it met the end users in order to 
better understand how we could approach addressing usability issues. The casing of the 
problem situation turned toward ES literature and thus to concepts such as misfits, 
customization, and generification. These helped describe the observed challenges but 
did not point to solutions. The meta-design concept proved helpful in understanding 
how the core team worked to support the design during implementation. Nonetheless, 
the literature lacked an overall conceptual scheme.  
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In Tavory and Timmermans’ (2014) approach to abductive analysis, inductive and 
deductive cycles are intertwined with abduction. While experimenting with different 
concepts, the process of developing the theoretical framework has involved identifying 
patterns empirically, which are formulated as concepts and viewed in relation to 
existing scientific knowledge, as well as testing existing concepts from the literature to 
make sense of the empirical materials. These concepts that are informed by the 
empirical data also help in identifying patterns in the relevant academic literature. Thus, 
the process involves cycles of reading the related academic literature in light of the 
empirical findings and reading the empirical materials in light of the literature to 
develop the best possible understanding of the real-world problem situation. “Induction 
looks for the corroboration of generalizations, patterns, outliers, and salient themes in 
the data, while deduction suggests a reanalysis of existing data or new data-gathering 
rounds” (Timmermans & Tavory, 2012, p. 180). 

The initial definitions of generic-level and implementation-level design and design 
infrastructure were therefore developed based on an amalgam of the empirical 
observations and existing ES concepts. The process involved coding and the 
development of themes from the field notes and transcriptions, while examining ES 
literature for similar patterns. Its grounding in existing literature is evident in Papers 1–
3, as these all develop the framework from the literature, although its development was 
triggered by empirical observations of the real-world problem situation. 

Since its initial definition from the engagement in India, and its presentation in Paper 
1, the framework has helped frame further inquiries of the design lab and the data 
collection specific to the thesis project. Meanwhile, it has been continuously elaborated 
and refined in light of new surprises in the empirical materials, and the definitions of 
what comprises the design infrastructure and the nature of generic-level and 
implementation-level design have evolved. Most notably, while generic-level design 
was initially defined as an activity exclusive to the core team, the examination of the 
partners’ increasing role in offering generic apps for the design infrastructure has led to 
redefining the concept.  

4.7.2 Identifying conditions for implementation-level design 

While we were working in India, it became evident that what I now refer to as 
implementation-level design represented a somewhat special and challenging context 
for contextual design compared with traditional bespoke software development. 
Interestingly, there seemed to be significant differences in how contextual and user-
oriented various implementation projects and DHIS2 partners were. This triggered the 
inquiries into the other partners’ practices and challenges related to contextual design. 
For the analysis, a broad body of literature on contextual design was consulted; 
however, it mainly focused on bespoke software development contexts (Sommerville, 
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2008; Van Fenema et al., 2007). A useful concept from the literature was that of 
boundary conditions (Zahlsen et al., 2020), which helped highlight the conditions 
around the design process. Whereas many of the observed challenges could be linked 
to how implementation-level design was dependent on the design infrastructure and the 
partners’ practices, some other force seemed to be part of shaping the projects. I 
reviewed all materials from India, while the focus groups in Mozambique, Malawi, and 
Tanzania and the interviews were framed to directly explore the issue of contextual 
implementation-level design. Based on coding interview transcripts and field notes, I 
developed themes representing the conditions, which were iteratively sculpted by 
elaborating on, dividing, combining, and redefining the themes until they offered the 
best way of explaining divergence and convergence. Through this, the previously 
undefined force was identified as how the projects were configured in terms of scope, 
structure, and mandates, which I found to be interdependent with the partners’ 
implementation practices and the design infrastructure. Table 4.4 offers an example of 
how statements led to codes, resulting in themes that finally represented the conditions 
and the relations between the conditions.  

Table 4.4. Example of coding and sculpting of themes to identify challenges of and conditions 
for contextual implementation-level design (presented in Paper 2). 

Data Codes Theme / condition 

“Sometimes, they [the user organization] 
don’t know what they want, but they know 
that they want something … this gives us 
more room to negotiate how the process 
should look like and for the solution to 
emerge over time.” 

“All requirements were defined from the 
outset; we had no room for requirements to 
emerge during the process.” 

Project scope definition, 
negotiation of project with 
user organization 

Project 
configuration 

“I feel it is more important that the [team of 
researchers and the partner in India provide] 
support on the technical part – solving the 
problem rather than understanding more 
problems.” 

Limited appreciation of 
relevance of user-oriented 
design activities 

Partners’ limited ability to 
convey benefits of user-
oriented activities 

Partners’ 
implementation 
practice, relation 
between partners’ 
implementation 
practice and project 
configuration 

 

4.7.3 Identifying challenges and considerations for platform strategy 

The theoretical framework highlighted meta-design as an important part of generic-
level design and the core team’s work in supporting implementation-level design. 
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Related to this, the design lab began to collaborate with the core team in understanding 
how we could better support app development on top of DHIS2. Meanwhile, the core 
team (as discussed further in the Findings chapter) sought to engage the partners in 
offering generic apps for DHIS2. The concepts of platform and platform strategy 
(Foerderer et al., 2019; Staub et al., 2021) helped make sense of these efforts by framing 
what the core team was trying to do and highlighting some key challenges that they 
were grappling with or could be anticipated to arise. However, the existing literature on 
platforms offered little insight into how a platform strategy would affect the dynamics 
of ES design highlighted by the theoretical framework. This led me to examine how 
implementation-level design would be affected by a platform strategy, particularly 
related to the processes’ ability to address the specific needs of user organizations. To 
this end, I reexamined the materials from India and from the focus groups in Malawi, 
Tanzania, and Mozambique, which I again coded and developed themes from. 
Furthermore, a set of interviews with the core team members, specifically targeting the 
platform strategy, was carried out. The challenges were grouped into different types, 
and a set of associated considerations for the core team (and ES vendors adopting a 
platform strategy in general) was developed. These are presented in Paper 3. Table 4.5 
offers an example of the move from the data to codes and themes.  

Table 4.5. Example of coding and sculpting of themes to identify challenges of and 
considerations for an ES platform strategy (presented in Paper 3). 

Data Codes Theme  

“They [the partners] will of course prioritize 
their implementations when designing their 
generic apps. So that’s a risk, and then we 
would have to maintain the old version [for 
the specific user organization].” 

Using apps offered by 
partners, changing direction 
of generic-level design, 
dependability  

Uncertainties of 
depending on the 
generic-level design 
of partners 

“Our aim is that you can do the 
customizations you need and that these are 
compatible so that you can update all the 
other parts of the app that you didn’t modify. 
Hence, you can stay connected and benefit 
from the ongoing development, without 
being totally disconnected to your own 
implementation.” 

Costs of customization, 
disconnecting from 
generic-level design, 
modularization, core team 
design strategy 

Design and 
maintenance 
partitioning 

 

With this overview of the research project, which offered findings related to RQ 2, as 
well as details on the modes of the data collection and analysis process, I next present 
the findings related to RQ 1.  
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5.  Findings 
I now turn to the findings related to RQ 1. First, I summarize my findings, categorized 
into three sets: 1) overall dynamics of ES design, 2) conditions for contextual 
implementation-level design, and 3) challenges of and considerations for adopting an 
ES platform strategy. I use the empirical cases presented in Papers 1–3 as the basis for 
the summary and complement these with additional empirical materials from the data 
collected in the thesis project, primarily in the form of quotes that underlie and help 
illustrate key observations and arguments. Second, I summarize the findings by 
articulating an answer to RQ 1.  

5.1 Overall Dynamics of ES Design 
In the first set of findings, I examine some of the general traits of how DHIS2 is 
designed to accommodate a diverse set of user organizations. In doing so, I empirically 
substantiate the theoretical framework outlined in Chapter 3 and highlight some 
challenges and opportunities related to ES design.  

5.1.1 Accommodating many user organizations through generic-level design 

The DHIS2 core team designs and maintains the dominant portion of generic software 
features for the DHIS2 design infrastructure. This includes a core comprising the 
generic data model and a set of core apps, covering functionality and UIs supporting 
widely relevant user needs, such as entering data and presenting these in reports, graphs, 
maps, and other kinds of visualizations. Together, the core and the apps make up the 
DHIS2 core solution. The core and the apps are subject to the core team’s continuous 
improvement in terms of security and bug fixes and the introduction of new generically 
relevant functionality and UI improvements. Thus, new versions of the core solution 
are released four times a year. To inform the generic-level design processes for the core 
solution, the core team sustains an intricate set of relations and arenas. For instance, a 
public requirement ticketing system called Jira serves as the backbone of the core 
team’s design and development processes and is open for partners and user 
organizations to submit requests for new or improved features. The system also features 
an open roadmap that offers an overview of the features planned to be included in the 
future versions of the software. Furthermore, the core team frequently corresponds with 
representatives from different partners and involves them in discussions on new features 
and the design of the overall roadmap. Additionally, a public Q/A forum called 
Community of Practice where partners and user organizations discuss challenges and 
share experiences is monitored to identify frequent issues and hold open discussions on 
new features.  
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A key challenge for the core team lies in the diversity and the extent of requests for 
generic software features in the core DHIS2 solution. The core team aims to design 
generic software features to be relevant across all or most user organizations and is thus 
often dismissive of requests that are only applicable to one or a few implementations. 
As articulated by a core team product manager: 

[…] all the requests we have in Jira represent something like five to seven years 
of development work for our team. We can obviously not address all of them, 
particularly the ones that are very specific to a user […]. Relying on us is just not 
apt for supporting agile development cycles within specific projects. 

Echoing this from the perspective of implementation-level design, the partners report 
their difficulty in having the specific needs of the user organizations they serve 
addressed in the core generic software features. A Malawi implementer says, “We can’t 
rely on the requirements of our projects to be addressed by [the core team]. We try to 
manage ourselves with the space we have to adapt [DHIS2] within the 
implementations.”  

Even when the requested features are judged to be of wider generic relevance by the 
core team and thus implemented in the core solution, it will often take too much time 
for the partners to serve their user organizations in a timely fashion. A Tanzania 
implementer explains, “We submit a Jira ticket and keep our fingers crossed. Then 
maybe in 4–5 versions, it will be available.” With four annual releases, it may take a 
year before their request is reflected in the core solution.  

Consequently, rather than envisioning DHIS2 as a ready-to-use software, the core team 
increasingly views the role of the core solution as a “fundament” or an “infrastructure 
to build on.” This renders implementation-level design an important part of designing 
DHIS2 to accommodate specific user organizations’ needs. As a Mozambique 
implementer articulates, “Earlier, the [core team] was communicating more directly 
with [a large user organization] to address its needs in the generic DHIS2. Now, we 
have a much larger role in trying to address its needs locally.” 

To support implementation-level design, a significant part of the core team’s generic-
level design involves embedding flexibility, in terms of configurability and 
extensibility, in the core solution. A core team product manager says, “Thinking generic 
often involves thinking in terms of what must be configurable for the software to fit 
anyone.” Configuration facilities are built to respond to the anticipated diversity that 
the core team considers necessary to be accommodated. Examples are organizational 
hierarchies, what data to be reported when and by whom, and how to present these data. 
In contrast to configurability, which is offered through standardized settings in the core 
solution, extensibility represents a generative environment, offering the potential to 
build radically new and unanticipated functionality and UIs. This is supported by 
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offering APIs and software development kits (SDKs). With increased flexibility, 
implementation-level design requires significant competence to successfully configure 
the core solution according to a specific user organization’s needs. The core team offers 
a variety of knowledge resources that accompany the configurability and extensibility 
to develop the capabilities of those that engage in implementation-level design. This 
includes documentation, implementation guidelines and the community of practice 
(CoP). In addition, the core team and some of the partners organize regional learning 
and certification events called the DHIS2 Academies several times a year. The 
academies feature topics such as fundamental DHIS2 setup and configuration, how to 
implement DHIS2 to serve various types of use cases such as disease surveillance or 
health logistics management, the implementation of specific modules such as the 
DHIS2 tracker module, or app development for DHIS2. When graduating the one-to-
two-week program, participants get a certification in the respective topic. The 
academies thus play a central role in building capacity for implementation-level design 
of DHIS2.  

5.1.2 Accommodating specific user organizations through implementation-level 
design 

Implementation-level design is essentially about addressing the needs of a specific user 
organization based on the generic software features of the DHIS2 design infrastructure. 
The process often begins with a call for tenders where a partner submits an initial 
proposal on how to address the needs and requirements outlined by a user organization. 
After a partner is awarded a contract, implementation-level design involves activities 
such as requirement gathering, prototyping, evaluations, end-user training, and roll-out. 
Another important activity is (re)negotiating the scope, structure, and process of the 
implementation project and the partner’s mandate therein. To be competitive in their 
initial bids on the tender and to remain on budget throughout the implementation 
process, the partners seek to rely on generic software features and remain connected to 
the associated processes of generic-level design to benefit from continuous 
improvements and upgrades. Accordingly, the core solution plays an important 
formative role in all activities of implementation-level design, and the partners use the 
core solution as the starting point in initial discussions. A Mozambique implementer 
states that this “allows us to put up a prototype very quickly, often to the surprise of the 
managers [of the user organization].” In the proceeding activities, the prototype based 
on configuring the core solution is iteratively refined with several evaluations with the 
user organization.  

For every need or requirement, the partners have four options on how to address each 
of them (summarized in Table 5.1). First, configuring generic software features is the 
preferred option, as this involves no development costs and allows staying connected 
to the associated generic-level design process to benefit from future updates. The 
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configurability of the core solution mainly relates to meta-data, that is, defining what 
data can be reported, by whom, when, and how these data should be presented in reports 
and data visualizations, such as maps and graphs. Figure 5.1 illustrates the configuration 
interface of the DHIS2 core solution. Second, the development of custom apps offers 
the flexibility to design novel UIs and functionality, at the cost of developing and 
maintaining them individually for the user organization. Many partners thus try to avoid 
custom app development as far as possible. Third, the partners may request features to 
be included in the core solution. Finally, many needs end up in negotiations to be curbed 
into something readily possible with generic software features, or if not considered 
high-priority needs, they are omitted.  

 

 

Figure 5.1. Example of screen for configuring the DHIS2 core solution during implementation-
level design. 
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Table 5.1. The possibilities for addressing the specific needs of user organizations during 
implementation-level design, with pros and cons, according to the partners. 

Option Pros (+) and cons (–) 

Configuration of 
generic software 
features 

+ Low immediate and long-term costs for the user organization 

− Limited to the anticipated and designed-for diversity by the core 
team, mainly concerning the definition of meta-data 

Developing custom 
app 

+ Flexibility to design novel functionality and user interfaces 

− Immediate and long-term costs of development and maintenance are 
shouldered by the user organization 

Request for features in 
core solution 

+ Development and maintenance costs are covered by the core team 

− Unlikely that features are added by being considered too specific; it 
may take months or years before available in the core solution  

Curb or omit the need + Avoid costly custom app development, may instead rely on available 
generic software features or on adapting the user organization’s 
practice 

− May introduce usability issues, higher training costs, user resistance, 
less support from the software for needs considered important, and 
missed opportunities for digital innovation based on specific user 
needs  

 

The relationships between the DHIS2 partners and the user organization commonly last 
for years and even decades. After an initial solution is rolled out, the partners may thus 
play the important role of monitoring and matching the evolving needs of the user 
organization with the evolving possibilities afforded by the DHIS2 design 
infrastructure. For the partners, it accordingly involves a two-sided monitoring process, 
requiring them to be cognizant of both emerging user needs and emerging technological 
possibilities. A (new) possibility that lies in the generic software features of the design 
infrastructure (e.g., a new data presentation app) may highlight an opportunity for 
improvement and spawn the user organization’s interest. Similarly, an emerging need 
in the user organization may prompt a search for suitable generic software features or 
the development of custom apps to address it. As the needs of the user organization and 
the possibilities of the design infrastructure may evolve, interestingly, this also means 
that misfits between needs and software features may emerge, not only at the point of 
initial implementation, but also as the generic software features are subject to updates 
and refinements in subsequent versions. Furthermore, changes in the user 
organization’s practices and needs may be incompatible with existing or new versions. 
Similar to the situation in the initial implementation, this may trigger the need for 
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custom app development or the curbing of needs at any time during the long-term 
partnership.  

Several of the resources provided by the core team support partners in remaining 
cognizant of the evolving possibilities that lie in the design infrastructure. For instance, 
the partners are encouraged to regularly attend DHIS2 academies to stay up to date on 
new features. The Community of Practice also offers an arena to follow updates from 
both the core team and the wider ecosystem in terms of challenges, experiences from 
implementation projects, discussions on the challenges, and new features.  

 

Summary of the first set of findings 

• As the core team members grapple with the diversity and the large number of 
requests for the DHIS2 core solution in their generic-level design efforts, they 
increasingly emphasize meta-design, offering configuration and extension 
facilities to support implementation-level design. 

• Processes of implementation-level design are in turn dependent on the designed-
for flexibility provided by generic-level design to configure and extend the 
generic software features according to the specific needs of user organizations.  

• Accordingly, DHIS2 is designed to accommodate a diverse set of user 
organizations through processes of generic-level and implementation-level design 
working in tandem. 

• To keep costs low, the partners aim to dominantly leverage generic software 
features and remain connected to their associated processes of generic-level 
design to benefit from continuous improvements and updates.  

• The ability to address specific user needs during implementation-level design is 
not merely a function of flexibility but also of how affordable it is to utilize the 
flexibility in terms of immediate and long-term costs of development and 
maintenance.  

• Implementation-level design processes often involve long-term partnerships 
between the partner and the user organization.  

• The partner stands between two evolving systems: the design infrastructure and 
the user organization.  

• The partner monitors and tries to match opportunities arising as new generic 
software features are made available or as new needs arise within the user 
organization. 
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5.2 Conditions for Contextual Implementation-Level Design 
Acknowledging that the DHIS2 core solution “cannot be everything to everyone” (core 
team product manager), the core team wants to promote contextual implementation-
level design, and the configurability and extensibility of DHIS2 are designed to 
accommodate this. The core team’s motivation is twofold: First, with their limited 
ability to sustain direct and intimate relationships with most implementation projects, 
they want to ensure the usability and relevance of DHIS2 through the implementation 
work carried out by the partners. Second, they perceive implementation-level design as 
a potential context for relevant digital innovations to emerge, being closer to the context 
of use. These innovations could potentially inform the design of the core solution, and 
increased emphasis on contextual design activities might be an engine for such 
innovations to emerge.  

To reiterate the information presented in Chapter 3, contextual design emphasizes the 
design of technology based on the end users’ practices and needs in specific contexts. 
To do so, activities such as ethnographic inquiries into the context of use in order to 
study user practices and iterative prototyping and involvement of end users in 
evaluating these are employed to inform technology design. While studying the 
practices and challenges of the partners conducting implementation-level design, I 
observed significant differences in contextualness and user orientation between partners 
and projects. For the second set of findings of this thesis, I identify three conditions 
affecting the potential for contextual implementation-level design, with implications for 
ES vendors seeking to support and promote it. These are detailed in Paper 2 and 
illustrated in Figure 5.2; the following sections offers a summary of each.  

 

 

Figure 5.2. Three conditions for contextual implementation-level design. 
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5.2.1 Condition 1: The project configuration 

An important part of implementation-level design is the meta-activity of (re)negotiating 
the scope and structure of the implementation project and the partner’s mandate therein. 
There are significant differences in how projects are configured, which have significant 
impacts on the potential for contextual design. For instance, some projects start with a 
detailed list of more or less finalized requirements, and the partners may act only as 
technical consultants, mainly tasked with materializing the requirements into software 
features. In other projects, objectives may be defined in terms of some overall goals for 
improvement, where the partners have significant room for identifying the most 
appropriate means of attaining these goals with technology. The latter type of project 
configuration is far more fertile for contextual design than the former, and the partners 
have a greater ability to influence how the requirements are defined (e.g., based on an 
in-depth inquiry into end-user practices and user involvement rather than assumptions 
of IT managers). The former allows little room for the IT solution to evolve, based on 
iterations of prototyping and evaluation, because when “all requirements [are] defined 
from the outset, we [have] no room for requirements to emerge during the process” 
(Mozambique implementer). 

A challenge in configuring projects for both the partner and the user organization is to 
balance the flexibility and the predictability of the implementation project. On one hand, 
flexibility in terms of aims and scope is needed to allow technical solutions to emerge, 
based on the knowledge of the end users’ practices and needs during the design process. 
On the other hand, both the user organization and the partner value some level of 
predictability for the project. For the user organization, it must have some assurance on 
the outcome of its investment; for the partner, there is the fear that the user organization 
will misuse flexibility to “constantly change and expand the scope” (Indian 
implementer). 

How projects are configured also affects what amounts to affordable design flexibility 
in the project. As highlighted in Section 5.2, designing custom apps offers flexibility 
for building novel functionality and UIs. However, the development and maintenance 
costs fall on the user organization. Accordingly, whether the project is configured to 
cover costs related to custom app development determines the extent of contextual 
design that is relevant. If the project is expected to rely only on configurability, aspects 
of meta-data are at the center. However, when the design of custom apps is part of the 
partners’ mandate, in the words of a Tanzania implementer, it “forces us to look at other 
aspects, such as the kinds of layouts and functionality that will best support the user.”  

5.2.2 Condition 2: Partners’ implementation practices 

There are also significant differences in the partners’ practices related to undertaking 
contextual design. For instance, some partners perceive contextual design activities, 
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such as ethnographic inquiries into the context of use and end-user involvement in 
evaluating prototypes, as burdens that ideally, should be avoided. These partners 
typically describe their aim of interactions with users as somewhat of a “user signoff” 
– obtaining the user’s (quick) approval to proceed with the choices made. In contrast, 
representing the view of other partners, the Mozambique implementer argues, “If you’re 
not doing it [field visits and end-user involvement], you go in blind [to the development 
process] […]; you need to understand the context.” Accordingly, they employ several 
methods of understanding the user’s context and evaluating prototypes for relevance 
and usability. Furthermore, the necessity and the benefits of attending to end-user 
practices and needs as part of the implementation-level design process are not always 
apparent for the IT project managers of the user organizations. Thus, the partner plays 
an important role in negotiating contextual design activities in the project configuration. 
Again, there are significant differences in the partners’ practices. Some, such as in 
Mozambique and Malawi, view their role as “fighting the battle on behalf of the end 
users” (Mozambique implementer) and work actively to configure projects that are 
susceptive to requirements emerging from contextual design activities. In Malawi, for 
example, they negotiate for methods, such as user-centered design, to be an explicit part 
of the project structure. Others only include contextual design activities in projects 
when demanded by the user organization.  

5.2.3 Condition 3: The formative effect of the design infrastructure 

While there are many differences in how projects are configured and in the partners’ 
practices and attitudes regarding contextual design, there are also some striking 
similarities in the practices of implementation-level design. I argue that these are largely 
due to the nature of generic software features, their adaptation capabilities 
(configurability and extensibility), and the knowledge resources of the DHIS2 design 
infrastructure. As shown in the first set of findings, the configuration facilities of the 
DHIS2 core solution are predominantly geared toward supporting the definitions of the 
data elements to be reported and how these are presented in reports, graphs, and maps. 
This is further reinforced by the knowledge resources of the design infrastructure. The 
implementation guidelines and educational materials presented at the DHIS2 academies 
naturally promote a design process that is aligned with this “data in–data out” focus. 
Overall, this amounts to the promotion of a highly standardized implementation-level 
design process. Interestingly, what is readily configurable in the core solution and the 
implementation practices promoted by the knowledge resources of the design 
infrastructure seems to manifest itself in the partners’ implementation practices, in how 
the projects are configured, and thus, in the design process itself.  

During requirement gathering, for instance, what the implementers look for is closely 
aligned with what is readily configurable in the core solution. An Indian implementer 
explains the essence of their implementation-level design process, which is very similar 
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among the partners: “We identify the data elements, then we try to implement the data 
outputs and present them to the client […]. We iterate between input and output several 
times.” Along the same lines, the Mozambique partner lead explains that in most 
projects, their primary focus is on “digitizing” existing paper-based reporting regimes 
(project scope) and thus on what data have to be reported and how these should be 
presented, which are “accommodated very well in the [core solution].” However, in 
projects that go beyond this scope, where the development of custom apps is part of 
their mandate, they have a broader focus. He explains, “the way DHIS2 is designed now 
[with the possibility to build custom apps] has allowed us to focus on these other aspects 
[functionality and UI]. Previously, this was not possible to change.” 

The design infrastructure and the project configuration thus play a role together in 
shaping what kind of contextual design focus is relevant for the project, for instance, 
during requirement gathering and prototyping. Meanwhile, the project configuration is 
itself highly influenced by the design infrastructure since the generic software features 
often serve as a basis for the initial scoping and structuring of the implementation 
project. The nature of the design infrastructure also seems to be manifested in the 
experienced implementers’ practice of configuring projects and in carrying out 
implementation-level design. In sum, the design infrastructure exerts a formative effect 
on the focus of design and innovation during implementation-level design in certain 
directions. Aligned with the configurability of the generic software features, the focus 
is primarily on data in–data out, while the aspects that would invite changes to UIs and 
innovations in functionality may receive less attention.  

The implementers’ cognizance of the design infrastructure is interesting. On one hand, 
it is necessary to plan and carry out realistic projects that best utilize the generic 
software features of the DHIS2 design infrastructure while retaining low costs for the 
individual user organization. Experienced implementers have thus internalized what is 
promoted by the design infrastructure. Meanwhile, inexperienced junior implementers 
are less colored by this lens:  

It’s a challenge when we send in the junior implementers first, and they promise 
everything, often many ideas that are interesting and useful but are expensive. 
Then, later, we [the seniors] have to come in and reduce the ambitions according 
to what can be done; it’s like a good cop, bad cop situation. (Tanzania 
implementer) 

On the other hand, as a downside, the design infrastructure seems to gravitate project 
configurations and implementation practices toward having a blind-spot to aspects 
beyond the data in–data out configuration.  

This formative effect is recognized as a potential challenge by some of the core team 
members, as expressed by a core team product manager:  
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By having a lot of end-user functionality and by trying to make all this 
[configurability], we are making [it] so the [core solution] can do a lot. It’s 
pushing out [the initiative to] innovate something to address specific user 
requirements because the core gives you 80%, so the cost–benefit analysis that 
comes at that last 20% is not worth the cost of doing it, then we’re just using the 
core. But then, you lose that last 20% of end-user acceptance that goes a long 
way in institutionalizing it in the user organization. 

Figure 5.3 illustrates how the design infrastructure exerts a formative effect directly and 
indirectly on the process of implementation-level design. It directly affects the 
implementation-level design process by acting as a lens during activities, such as 
requirement gathering and prototyping. It also influences how projects are configured 
and shapes the practices of the partners who seem to have institutionalized ways of 
negotiating and carrying out implementation-level design in line with the generic 
software features and the knowledge resources.  

 

 

Figure 5.3. The design infrastructure influences the implementation-level design process both 
directly and indirectly via the project configuration and the partners’ implementation 
practices. 
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Summary of the second set of findings 

• With the flexibility afforded by configurability and extensibility, implementation-
level design is a relevant context for contextual design and innovation to 
accommodate the specific needs of user organizations.  

• However, three conditions affect the potential for contextual implementation-
level design: the project configuration, the partners’ implementation practices, 
and the design infrastructure. 

• The design infrastructure exerts a formative effect on implementation-level 
design.  

• The formative effect is manifested in the partners’ continuous effort to “think in 
terms of generic DHIS2 features and map requirements according to these” 
(Indian implementer). 

• The formative effect of the design infrastructure is driven by the rationale of 
retaining low development and maintenance costs during implementation-level 
design by leveraging generic software features without disconnecting from their 
associated processes of generic-level design.  

• The knowledge resources of the design infrastructure appear to reinforce the effect 
by promoting standardized ways of undertaking implementation-level design, 
which aligns with the configurability of the generic software features.  

• The formative effect pulls directly on the design process, as the generic software 
features act as lenses in activities such as requirement gathering and prototyping. 

• The effect also pulls indirectly on the design process by having a formative effect 
on how projects are configured and the partners’ implementation practices.  

 

5.3 Challenges of and Considerations for Adopting a Platform 
Strategy 
The final set of findings concerns the core team’s ongoing efforts in turning DHIS2 into 
(in the core team’s words), “a real platform.” In general, the rationale for following such 
an approach is to better accommodate the diverse set of user organizations. Nonetheless, 
the notion of a real platform bears different meanings among the core team members. 
Some think of a platform as a type of software that serves as the basis for customization. 
Thus, becoming a real platform involves improving the extensibility of the DHIS2 core 
to allow less costly development of custom apps during implementation-level design. 
However, the main strategists behind the DHIS2 platform approach have the idea of a 
real platform that is more in line with the conceptualization presented in IS literature 
examined in Chapter 2: that of outsourcing parts of the design and maintenance of 
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generic software features (in the form of apps) to partners. Thus, it follows a model 
similar to that of consumer software platforms, such as iOS and Android, and prominent 
ES vendors, such as SAP and Salesforce.  

Thus, the core team has a twofold aim: to better support the design and development of 
custom apps during implementation-level design and to encourage and support partners 
in developing, maintaining, and distributing generic software features that are made part 
of the design infrastructure. Both rationales are related to the aim of better 
accommodating the specific needs of the diverse set of user organizations. The former 
does so by supporting more flexible implementation-level design, and the latter engages 
partners in extending the portfolio of generic software features available for 
implementation-level design. However, achieving these aims is not a straightforward 
process. In Paper 3, my co-author Petter Nielsen and I identify three key considerations 
for ES vendors adopting a platform strategy. These are identified and elaborated based 
on the insights into the dynamics of ES design and implementation-level design in 
particular. The considerations are design and maintenance partitioning, dependability 
of generic software features, and design infrastructure cognizance and navigability. 
These are summarized in Table 5.2 (from Paper 3), elaborated more extensively in 
Paper 3, and outlined in the following sections.  

 

Table 5.2. Considerations for ES vendors adopting a platform strategy (from Paper 3). 

Title Consideration 

Design and maintenance 
partitioning 

Partition design and maintenance between actors and processes to 
best provide flexibility to address specific user needs while sharing 
most of the development and maintenance costs between 
implementations 

Dependability of generic 
software features 

Address uncertainties tied to the continuity and future direction of 
design of generic software features offered by partners 

Design infrastructure 
cognizance and navigability 

Support partners in remaining cognizant of and in navigating an 
evolving set of heterogeneous generic software features provided by 
both the platform owner and the partners 

 

5.3.1 Consideration 1: Design and maintenance partitioning 

Two basic elements of the core team’s platform strategy involve adopting a modular 
platform architecture for the core solution and offering APIs and SDKs to support the 
development of apps on top of the core solution. The platform architecture and 
extensibility resources offer an immediate benefit; it allows the design and development 
of custom apps during implementation-level design. In contrast to the configurability 
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embedded in the core solution, custom apps afford flexibility for design beyond what is 
explicitly anticipated and designed for by the core team. It also means that when 
choosing to customize a generic app, the implementation is only disconnected from the 
ongoing design and maintenance on that particular app, not the entire core solution. 
However, as discussed, custom app development is considered expensive in terms of 
development and maintenance and is accordingly often avoided. Furthermore, issues 
that would warrant custom design beyond what is supported with configurability might 
not concern only a single app but could permeate the whole core solution. 

To strengthen the affordable design flexibility, the core team is experimenting with 
different measures. For instance, the team is currently exploring the possibility of “in-
app extensibility” by designing some of the individual core apps as collections of 
widgets. During implementation-level design, different widgets can be selected and 
arranged according to specific needs, and new widgets can be designed. The cost of 
maintaining such a custom widget is far less than that of an entire app. As explained by 
a core team project manager:  

Tracker [generic core app] is very extensive, almost a platform in itself. In 
addition to the front-end, it has a large core where a lot of advanced stuff happens. 
[Even] if you only want to modify the user interface, you have to deal with the 
whole thing. […] [Now,] we’re working on extensibility within the Tracker app. 
You plug in code here and there to change something, yet you avoid maintaining 
the code for the whole thing – you can still upgrade the rest of the app. 

Allowing in-app widgets renders each app a platform in itself. An open question is how 
broad these widgets should be to offer the most relevant and affordable flexibility for 
implementation-level design. The second intervention is to offer a component library 
as part of the SDKs. The components are pieces of functionality and UIs that often 
surface in custom apps, which can be assembled in different ways during 
implementation-level design yet remain maintained by the core team. 

The second important question for the core team is in what form the partners can best 
contribute to designing and sustaining generic software features. Currently, they do so 
in terms of full-sized apps, which are distributed on the DHIS2 App Hub, which is an 
app marketplace where partners and other third parties can upload and distribute generic 
apps. However, it is costly to design and maintain generic apps, “maybe multiplied by 
ten as compared to making a custom app” (core team product manager). Committing to 
sustaining the app over time is also a risky endeavor for the partners (as will be explored 
more in the second consideration). This means that many of the apps offered by the 
partners are not sustained in the long run, implying a risk for adopters. The core team 
members’ ongoing conversations tackle the question of whether the app widgets or the 
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SDK components are better forms for partners to contribute with generic software 
features. A core team product manager explains: 

With a component framework, the pieces are smaller – if you build a smaller 
component, then the chances are greater that it is sufficiently general to be used 
in other places. It is more likely than when building a larger thing such as a 
vaccine certificate, where it soon contains something very specific for [a specific 
user organization].  

Accordingly, in its adoption of a platform strategy, an important consideration for the 
core team is how to partition design and maintenance between actors and processes to 
best provide flexibility to address specific user needs, while sharing most of the 
development and maintenance costs between implementations. 

5.3.2 Consideration 2: Dependability of generic software features 

An interesting challenge associated with opening up generic-level design for partners is 
that it introduces uncertainties related to the continuity and future direction of design 
for the generic software features. 

First, as shown, immediate and long-term costs are vital concerns during 
implementation-level design. When using generic apps offered by other partners, a key 
question in implementation projects is “at the end of the day, who will be responsible 
for maintaining the app?” (core team product manager). Should partners and user 
organizations engaging in implementation-level design expect the generic apps offered 
by partners to be subject to the same level of sustainability as those offered by the core 
team? Alternatively, should they expect that at some point, further maintenance could 
be discontinued, thus introducing costs for maintenance work to be incurred by the 
individual user organizations? 

Second, the generic apps offered by both the core team and the partners are not static 
but subject to continuous design with modified or new functionality and UIs. This may 
mean that a generic app that at one point is appropriate for a specific user organization 
later drifts toward something that is no longer in line with the organization’s practices 
and needs. Misfits may thus not only occur during the initial implementation but at any 
point in time throughout the software’s lifespan in the organization. In these situations, 
partners and user organizations may be forced to disconnect from the associated 
generic-level design process and take on further maintenance to retain the previous 
version as a custom app. As outlined in the first set of findings, the core team sustains 
a wide range of arrangements for allowing partners and user organizations to monitor 
and influence the roadmap of the generic features they offer. However, for generic apps 
offered by the partners, there is no formal and standardized way to monitor and 
influence the further direction of design and no indication regarding their continuity.  
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What makes this issue particularly pertinent for the generic apps designed and 
maintained by partners is that these apps often originate from specific implementation 
projects and thus spring from implementation-level design processes. The partners’ 
underlying motivation is to reduce the costs of offering the specific app to a single user 
organization by making it relevant to several user organizations they serve. However, 
when the apps are adopted by other partners in their implementation projects, they risk 
having little priority in decisions of the future direction of design: “They [the partners] 
will, of course, prioritize their implementations when designing their generic apps. So 
that’s a risk [changing the direction of design].” (Sri Lanka implementer) 

If the partner offering the generic app decides to take the app in a direction incompatible 
with the needs of user organizations served by other partners, “we would have to 
maintain the old version [for the specific user organization]” (Sri Lanka implementer). 

Addressing uncertainties of continuity and future direction of design may require the 
introduction of some rules to be imposed on those offering generic apps. However, the 
core team is hesitant for three reasons. First, it goes against the vision of retaining 
DHIS2 as an open ecosystem with minimal rules. Second, it may potentially imply 
greater governance costs for the core team. Third, it may make the commitment to offer 
generic apps too risky for partners, thus reducing the likelihood of someone investing 
in the endeavor. However, with the lack of rules and standards, the uncertainties tied to 
using generic apps offered by partners may render them unattractive during 
implementation-level design. An alternative approach to the rules (as discussed above) 
is to change the form of the generic software feature contribution made by partners from 
entire apps to smaller widgets or components. Another option is to explicitly promote 
generic apps offered by partners only as a basis for custom app development, ensuring 
no expectations regarding sustained generic-level design and maintenance. However, 
the latter alternative would severely limit the economic benefits of sharing the design 
and maintenance costs among user organizations through generic-level design.  

How to best address uncertainties tied to the continuity and future direction of the design 
of generic software features offered by partners thus represents the second important 
consideration for the core team in adopting a platform strategy.  

5.3.3 Consideration 3: Design infrastructure cognizance and navigability 

Finally, with few rules and standards regarding the process and the product of partner-
driven generic-level design, the partners use different technologies (e.g., programming 
languages and frameworks) in their apps. This has resulted in generic apps with various 
levels of quality (e.g., performance, security, and stability), which are not necessarily 
compatible with one another and with the apps offered by the core team.  
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On one hand, diversity in what and how the partners build generic apps is considered 
desirable by the core team, as expressed by a core team product manager:  

We are by and large ignoring in the [core solution] a lot of these cutting-edge 
innovations – it’s a tradeoff, and right now, the trade has been toward […] 
performance and stability, and we’ve kind of shut the door to this rapid 
innovation move-to-fast-break-things […]. The [partners’] apps should be an 
arena to do those things. 

On the other hand, from the perspective of implementation-level design, the differences 
in technology and the resulting compatibility and quality issues pose a challenge for the 
partners to remain cognizant of and navigate the design infrastructure.  

Again, for the core team, this involves a balancing act between openness, control, and 
governance costs. However, the App Hub represents one arena where the core team 
attempts to better support the partners in navigating the generic apps. The core team 
also plans to feature more indicators of aspects such as quality, compatibility, and 
sustainability, as well as how to possibly influence and monitor the future direction of 
the apps. Additionally, the extension resources, such as the SDK and the components, 
represent an effort that helps in standardizing certain elements of apps. A core team 
product manager explains: 

One of the biggest successes but also challenges of the app platform specifically 
is that it actually restricts what you can do to some extent […]. We’re actually 
taking away some of the freedom of the developer, and that actually helps 
homogenize and standardize the way that applications are built and the way that 
applications can interoperate as well. 

In this regard, for the core team, the final important consideration related to its platform 
strategy is how to support partners in remaining cognizant of and navigating an evolving 
set of heterogeneous generic software features provided by both the platform owner and 
the partners. 
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Summary of the third set of findings 

• Adopting a platform strategy to open up generic-level design for partner 
organizations introduces several challenges during implementation-level design. 

• The challenges relate to the costs of deviating from generic-level design, 
uncertainties of depending on the generic software features offered by the 
partners, and issues with navigating the design infrastructure. 

• Accordingly, important considerations for the core team when following this route 
are 
o how to partition design and maintenance work between processes of generic-

level and implementation-level design and among themselves and the partners, 
o how to address the uncertainties of depending on the generic software features 

offered by the partners, and 
o how to ensure design infrastructure cognizance and navigability.  

 

5.4 Answering RQ 1 of the Thesis 
In this section, I summarize the findings with an explicit answer to RQ 1: How can ES 
be designed to accommodate the specific needs of a diverse set of user organizations? 

The findings of the thesis suggest that a fruitful avenue for ES vendors is to see their 
primary work as to cultivate their ES solutions as design infrastructures supporting 
contextual implementation-level design. This means that generic-level design should 
emphasize not only the design of ready-to-use functionality and UIs but also adaptation 
capabilities, such as configurability and extensibility to support implementation-level 
design. An important concern during implementation-level design is to limit the user 
organization’s costs of developing and maintaining custom software features. The 
adaptation capabilities must thus be designed to offer relevant flexibility for 
implementation-level design while retaining the dominant costs of development and 
maintenance on processes of generic-level design. Whereas standardized configuration 
facilities allow costs to remain allotted to generic-level design, their rigid nature may 
impede flexibility and creativity in the implementation-level design process. The 
empirical case shows that an alternative to configurability may be to sufficiently 
modularize generic software features so that implementation-level design has the 
flexibility to organize them into custom features and that extending them involves 
minimal immediate and long-term costs.  

Given a certain degree of affordable design flexibility, implementation-level design is 
a potential context for contextual design to accommodate the specific needs of user 
organizations. However, how implementation projects are configured, the partners’ 
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implementation practices, and the design infrastructure are conditions that affect this 
potential. As the dominant influential condition, the design infrastructure exerts a 
formative effect on the way that implementation projects are configured and the 
implementation practices of partners. Depending on the nature of the generic software 
features, their adaptation capabilities, and the knowledge resources, the design 
infrastructure may shape implementation projects toward more or less contextual 
implementation-level design. This is both a challenge and an opportunity for ES 
vendors. It is challenging because efforts to support and encourage contextual 
implementation-level design require an emphasis on how these three conditions play 
out together, as well as the influencing role of the design infrastructure. It is an 
opportunity as it means that vendors may strategically cultivate the design infrastructure 
toward promoting implementation-level design that focuses on aspects considered 
important to be addressed locally.  

Finally, adopting a platform strategy to support and encourage partners to design and 
maintain generic software features that are made part of the design infrastructure can 
be beneficial as it helps expand the portfolio of generic software features during 
implementation. However, it introduces several challenges to implementation-level 
design, and for a platform strategy to help design ES that accommodates a diverse set 
of user organizations, ES vendors must consider the following:  

a) How can they partition design and maintenance between actors and processes to best 
provide flexibility to address specific user needs, while sharing most of the 
development and maintenance costs between implementations? This includes what 
aspects of design should be addressed during implementation-level design to secure 
local usability and relevance and what represents the most viable form of the 
partners’ generic software contribution, considering issues of continuity and 
predictability.  

b) How can they address the uncertainties tied to the continuity and future direction of 
the design of generic software features offered by the partners? This involves 
identifying the resources and rules that balance between openness and control.  

c) How can they support the partners in remaining cognizant of and navigating an 
evolving set of heterogeneous generic software features provided by both the 
platform owner and the partners? This can be achieved, possibly by introducing 
standards without limiting the potential for innovation.  

In the next chapter, I discuss how my theoretical framework, findings, and research 
approach contribute to IS research and outline a concrete set of implications for practice.  
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6.  Contributions 
I now discuss the contributions of this thesis. As outlined in the Introduction chapter, 
the thesis offers three contributions related to RQ 1 and a methodological contribution 
based on my research approach for RQ 2. I explain each contribution in greater detail 
in the following sections before presenting a set of concrete implications for ES 
vendors, partners specializing in implementation, and user organizations.  

6.1 A theoretical perspective on ES design 
The first contribution of this thesis is the theoretical framework developed and applied 
through Papers 1–3, which serves as a basis for the consecutive contributions. 
Developed through an analysis of patterns in the relevant academic literature and the 
empirical findings of my research, the framework is empirically grounded yet anchored 
broadly in existing research. Accordingly, I argue that it is relevant for understanding 
ES design beyond my empirical case of DHIS2. The framework offers a novel 
conceptualization of ES design that tackles some of the challenges discussed in prior 
literature and adds to the discussions on how to best understand ES design (Bertram et 
al., 2012; Dittrich, 2014; Kallinikos, 2004a; Koch, 2007; Williams & Pollock, 2012). 

To briefly reiterate the discussion in Chapters 2 and 3, to meaningfully understand ES 
design, it is argued that conceptualizations must capture ES as “extremely complex 
sociotechnical assemblages encompassing a huge variety of elements that are shaped 
over space and time” (Williams & Pollock, 2012, p. 14). Consequently, useful 
conceptualizations must help analyze “how they [ES] are inserted into organizational 
practices and also how they are evolving over time and across multiple sites of 
suppliers, users, and specialist intermediaries” (Williams & Pollock, 2012, p. 2). 
Whereas the concepts and findings offered by the stream of implementation studies are 
limited by a one-sided perspective favoring the user organizations’ challenges and 
perspectives on implementation, the generification stream suffers from primarily 
focusing on the vendor side. The theoretical framework of the thesis brings the two 
perspectives together with the concepts of generic-level and implementation-level 
design, while emphasizing the software design part of implementation beyond the 
struggles of the adopting user organizations. The framework thereby shifts the focus to 
the overall dynamics of ES design while acknowledging ES implementation as an 
important part of ES design. It complements existing frameworks that attempt to 
describe and guide implementation in individual user organizations (e.g., Markus & 
Tanis, 2000) and that of generic-level design (e.g., generification; Pollock et al., 2007) 
and meta-design (Dittrich, 2014). Furthermore, it complements theories for studying ES 
as biographies of artifacts focusing on historical accounts of how the features of a given 
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ES have become what they are (Koch, 2007; Williams & Pollock, 2012), with a 
conceptualization that points more directly to how ES design can be strengthened and 
improved. Meanwhile, the framework integrates well with the existing 
conceptualization of ES ecosystems (Dittrich, 2014; Sarker et al., 2012; Wareham et 
al., 2014), highlighting not only the actors involved in design and their relations but 
also two key processes that the actors engage in and the dynamics between these, as 
well as positioning design infrastructure at the center of their efforts.  

The framework portrays ES as a design infrastructure supporting implementation-level 
design. This poses an important pragmatic difference for research and practice. Seeing 
ES as a design infrastructure, rather than a package, a solution, or an artifact (Strong & 
Volkoff, 2010; Xu & Brinkkemper, 2007), immediately brings the focus toward how it 
can support processes of implementation-level design. The framework thus shifts the 
conversation to how diverse needs and contextual design can be supported rather than 
curbed and discouraged. It therefore presents a radically different perspective than what 
is offered by the implementation studies (Berente et al., 2016) and those concerned with 
the evil necessity of customization (Hustad et al., 2016; Rothenberger & Srite, 2009). 
This distinction in perspective is relevant for research and practice as ES vendors and 
partners increasingly seek for their ES solutions to become vehicles (or design 
infrastructures) supporting digitalization and digital innovation based on the unique 
needs of user organizations (Johnson, 2018). Portraying ES as a design infrastructure 
also brings attention to the relevance of perceiving generic-level design as a form of 
meta-design that aims to support further design. As such, the framework is aligned with 
earlier works on meta-design (Dittrich, 2014; Torkilsheyggi & Hertzum, 2017) but goes 
further by exploring the dynamics of such meta-design in greater detail in an ES context.  

A key feature of the framework is the conceptualization of generic-level and 
implementation-level design as processes that respectively build resources for the 
design infrastructure and leverage these to design and innovate according to specific 
needs. Focusing on these processes, the thesis makes explicit an important dynamic 
(which remains somewhat vaguely defined in existing studies) that ES design at its core 
is about seeking to share design, development, and maintenance costs among adopting 
organizations. Accordingly, the shared processes of generic-level design should do the 
heavy work of development and maintenance, while processes of implementation-level 
design are ideally left with free or affordable design flexibility. Implementation-level 
design flexibility is thus not a mere function of whether it is possible to change the ES 
during implementation but whether it is possible and affordable, which relies on how 
much the solution can be changed without compromising the sharing of development 
and maintenance work. Making this dynamic explicit is valuable, as it allows studying 
the merit of different approaches to offering design flexibility.  
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The conceptualization of implementation-level design further rejects the separation 
between design and implementation made by several prior works (e.g., Williams & 
Pollock, 2012) and explicitly treats ES implementation as a context for professional 
software design and development. Furthermore, it does not tie generic-level or 
implementation-level design to specific actors. Consequently, the framework allows 
studying different ways of partitioning design and maintenance among multiple actors 
within an ES ecosystem. This ability is particularly useful when studying ES organized 
as extendible platforms, where the design and maintenance of generic software features, 
and thus generic-level design, are not solely driven by a single vendor.  

In line with the pragmatist basis of the thesis, the theoretical framework adds to the 
toolbox of concepts and vocabulary that is useful for research and practice in coping 
with the real-world situation of designing ES. The framework’s supporting roles in 
making sense of and addressing the real-world problem situation and in generating new, 
relevant, and more granular questions for further inquiry in the work of the design lab 
indicate its pragmatic relevance. For instance, highlighting the issue of affordable 
design flexibility and its connection to the partitioning of design and maintenance work 
between generic-level and implementation-level design offers an explanation that 
points to solutions and brings forth more granular problems. The analytical potential of 
the framework has thus far only been utilized to a modest extent, and I hope that it will 
be valuable for further research, not only internally in our ongoing work in the design 
lab, but also for researchers examining the design of other ES. For instance, one of the 
master’s students in the design lab and I have used the framework to examine design 
and innovation practices in the SAP ecosystem, focusing on how the partners organize 
implementation-level design to be a fruitful arena for digital innovation in Norwegian 
organizations (Thomassen & Li, 2021). Thus far, the framework has been supportive in 
making sense of key dynamics in the SAP ecosystem and the partners’ work with user 
organizations.  

With the pragmatist basis of the thesis, its contribution can be further illustrated by the 
framework’s ability to illuminate new questions for further scientific inquiry, which are 
relevant for ES practice. The framework highlights several interesting questions, such 
as when and how to take the design infrastructure route and how to offer affordable 
design flexibility. For the latter, it would be relevant to understand different vendors’ 
strategies for offering affordable yet generative flexibility. Here, solutions surfacing in 
practitioner literature, such as headless ES, where the design of UIs is intentionally left 
to implementation-level design, and low-code ES, where implementations build a 
custom solution based on generic components, could be relevant (Zenner, 2020). 
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6.2 Contextual Implementation-Level Design 
The theoretical framework and the findings point to the vital role played by processes 
of implementation-level design in designing ES to accommodate the specific needs of 
a diverse set of user organizations. As its second contribution, the thesis offers an 
extended appreciation of the nature of ES implementation as a context for design and 
concrete challenges of and conditions for contextual implementation-level design. The 
findings present implementation-level design as a dynamic, often long-term process. It 
involves a continuous interplay between an evolving set of generic software features 
and the specific and evolving needs of a user organization. In many cases, there is no 
clear post-implementation for the ES but an ongoing process of sociotechnical 
adjustments as new needs and digital possibilities emerge. The findings further 
highlight the important role of the partners as professional software designers in 
between a set of technical opportunities and organizational needs. With this, the thesis 
responds to calls for research on ES implementation as a context for professional 
software design and development (Dittrich, 2014; Dittrich & Vaucouleur, 2008; 
Sommerville, 2008). In doing so, the focus of the thesis differs from that of typical ES 
implementation studies, which tend to take the perspective of the individual user 
organization, with a primary “focus on organizational and social dynamics” (Berente et 
al., 2019, p. 26).  

Whereas several ES implementation studies argue that ES imposes its own logic on the 
practices of user organizations and thus “embodies work procedures and practices that 
unfolded in an organisation favour certain ways of organizing” (Koch, 2007, p. 429; see 
also Davenport, 1998; Kallinikos, 2004a), the findings of this thesis show that this 
formative effect is also applicable to the processes of implementation-level design. The 
findings are in line with prior studies arguments that generic ES solutions “present a 
serious challenge for the design process, as they already provide a relatively 
comprehensive body of functionality that constrains the design space” (Pries-Heje & 
Dittrich, 2009, p. 52), which is also noted in earlier studies and echoed in later ones 
(Ellingsen & Hertzum, 2019; Martin et al., 2007; Mousavidin & Silva, 2017; Pollock 
& Cornford, 2002). The thesis delves deeper into this “serious challenge for the design 
process” (Pries-Heje & Dittrich, 2009, p. 52). The findings partly concur with prior 
arguments on the constraining effect of ES but provide a more accurate description: the 
generic software features and knowledge resources of the design infrastructure guide 
and shape the design process. They do so both directly by acting as lenses while 
carrying out design activities, such as requirement gathering, and indirectly by 
influencing the way that projects are configured and the implementation practices of the 
partners. As I argue in Paper 2, the design infrastructure “directs attention towards 
practices, needs, and challenges within the specific user organizations that can easily be 
addressed with generic features, and leaves other aspects in the dark […]. Where the 
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generic solution directs [its] focus seems to be manifested in the practices of the 
[partners], how projects are configured, and the focus of requirements gathering” (Li, 
2021, p. 11). 

The use of the term formative effect is a deliberate attempt to highlight an influence 
whose nature differs from that of what is labeled constraining in prior literature (Martin 
et al., 2007; Pries-Heje & Dittrich, 2009; Roland et al., 2017). In light of my findings, 
ES as a design infrastructure is not merely momentarily constraining in the sense that 
implementation-level designers want to achieve something and then learn that this is 
not possible. Rather, the design infrastructure shapes the practice and processes of 
implementation-level design, cultivating a necessary but potentially limiting mindset or 
lens that guides design during implementation. Nonetheless, as shown in the findings, 
the partners’ practices have significant differences in contextual design, which means 
that it is possible to escape the formative effect with certain types of practices regarding 
the configuration and conduct of projects, that is, to escape the “mindless procedure” 
(Kallinikos, 2004a, p. 23) of standardized implementation processes promoted by the 
configurable generic software features and the knowledge resources. This requires an 
emphasis and a deliberate motivation for contextual design by the partners, which may 
be rewarded by securing innovative projects that artfully integrate specific practices 
with the right technology and identify areas for improvement based on generic features.  

The thesis highlights several aspects of implementation-level design that raise new and 
interesting questions for further scientific inquiry with relevance for ES practice. Our 
research team are currently exploring some of these questions in the design lab, but I 
argue that they are also highly relevant to explore in other ES ecosystems. In general, 
the activity of negotiating implementation projects for contextual implementation-level 
design represents a valuable topic of further inquiry, for instance, to understand how 
partners balance between flexibility and predictability in projects. Many researchers 
also argue that contextual design is fruitful in supporting digital innovation as it helps 
make visible the challenges in the context of IT use, which can trigger new ways of 
organizing IT (e.g., Bygstad, 2010). Given that implementation-level design involves 
two-sided monitoring of technical possibilities and user needs, an interesting question 
is what key mechanisms or conditions are present for digital innovation to emerge 
during implementation-level design. The following are also relevant questions: What 
are the important elements of turning implementation-level design into a digitalization 
initiative rather than a digitization effort? How could projects be configured to best 
facilitate this? From the side of ES vendors, how can they cultivate a design 
infrastructure that promotes such practices? 
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6.3 Considerations for a Platform Strategy 
The third contribution is primarily based on Paper 3 and relates to the merit and 
challenges of adopting a platform strategy to help design ES to accommodate the 
specific needs of a diverse set of user organizations. The contribution relates to two 
partly distinct yet (as this thesis shows) related conversations in IS literature – 
concerning ES platform strategies and ES design.  

First, the thesis adds to the conversation on ES platform strategies (Foerderer et al., 
2019; Huber et al., 2017; Kauschinger et al., 2021; Staub et al., 2021; Wareham et al., 
2014), with insights into the challenges and considerations arising from the dynamics 
of ES design, in turn triggering issues that are unique compared with their much more 
discussed consumer software platform counterparts (as discussed in greater detail in 
Paper 3). Particularly, the challenges and considerations that I identify relate to issues 
regarding openness versus control (Wareham et al., 2014), means of governance (Huber 
et al., 2017), and challenges of becoming an ES platform (Bender, 2021). 

Second, and most importantly, the thesis enriches the conversation on ES design (e.g., 
Dittrich, 2014; Mousavidin & Silva, 2017; Pollock et al., 2007) by offering concrete 
considerations for how to leverage a platform strategy to address the persistent 
challenge of designing ES to accommodate a diverse set of user organizations. The 
thesis goes beyond the important but basic realization that a platform architecture can 
help combine generic and specific software features (Roland et al., 2017), a trait it 
shares with a plethora of types of modular software architectures (Farhoomand, 2007). 
The findings show that the merit of any modularization attempting to provide affordable 
design flexibility to implementation-level design is based on how well it offers 
flexibility while retaining a sufficient amount of development and maintenance costs 
on processes of generic-level design. With this in mind, a platform architecture 
comprising core and apps is not, by any means, a silver bullet for balancing generic and 
specific needs. Nonetheless, in line with others, the findings show that a platform 
architecture can be a fruitful basis for offering flexibility for implementation-level 
design and for opening up generic-level design to partners (Roland et al., 2017). 

While the thesis shows that a platform strategy can be an integral part of organizing a 
design infrastructure and a way of operationalizing meta-design (Dittrich, 2014), I stress 
that my concept of design infrastructure is not equated with an ES platform. A platform 
strategy is but one way of organizing ES design infrastructures. There are many 
alternative ways of organizing to support implementation-level design (Bertram et al., 
2012; Mousavidin & Silva, 2017), in terms of how to offer implementation-level design 
flexibility (e.g., configurability, componentization, extensibility, low code, and 
headless), as well as how to partition design and maintenance work among actors (e.g., 
a single vendor in charge of both generic-level and implementation-level design, an 
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ecosystem including partners specializing in implementation, and platform ecosystems, 
supporting partners in offering generic apps). 

The thesis points at some interesting phenomena for further scientific inquiry, which 
would be relevant for the practice of ES design and ES platform strategies. An 
interesting finding, which is not fully unpacked in this thesis, is that partner-driven 
generic-level design often originates from implementation-level design. It would be 
relevant to study when, why, and how partners make the move from designing a custom 
app during implementation-level design to offering it to the wider ecosystem through 
generic-level design. Furthermore, it is pertinent to understand how the ES vendor or 
the platform owner can accommodate, encourage, and incentivize more 
implementation-specific innovations to be generified, ensuring that these are made 
available in the design infrastructure when they have generic relevance. Concretely 
related to the considerations identified in Paper 3, it is also valuable to explore different 
modes for design and maintenance partitioning, for addressing uncertainties regarding 
the dependence on generic software features designed and maintained by partners, and 
for ensuring design infrastructure cognizance and navigability.  

6.4 Methodological Contributions 
For RQ 2, which is addressed in the Research Approach chapter, I offer a 
methodological contribution. The twofold contribution is based on the design lab as a 
research approach for the thesis research project and the approach to engaged 
scholarship presented in Paper 4. 

First, closely related to the contributions for RQ 1 and the theoretical framework in 
particular, the thesis offers a conceptualization of the design lab as an approach to 
studying ES design in collaboration with relevant practitioners. Studying ES design is 
discussed as a major challenge in existing literature, being subject to “shaping […] 
distributed in time and space” (Williams & Pollock, 2012, p. 3), potentially by an 
ecosystem of multiple actors operating in different constituencies (Dittrich, 2014; Koch, 
2007). Furthermore, the majority of existing studies are limited by focusing on single 
locales, primarily the level of implementation. Some scholars (e.g., Koch, 2007; 
Williams & Pollock, 2012) suggest tackling these limitations by studying ES and its 
surrounding ecosystems as biographies, focusing on longitudinal research on how and 
why the software features come to be as they are. Others argue for studying ES by 
examining the ecosystem of actors around it (Dittrich, 2014; Sarker et al., 2012). Most 
closely aligned with the latter, the thesis shows that a way to organize the study of ES 
design in a manner geared toward understanding how to strengthen design is by seeing 
ES as a design infrastructure supporting implementation-level design. A design lab can 
focus on understanding and improving processes of generic-level design, the design 
infrastructure, and implementation-level design (illustrated in Figure 4.8, Chapter 4). 
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Accordingly, the design lab as an approach allows studying ES design by systemically 
focusing on multiple locales and resources from the perspective of multiple relevant 
actors. This is done while maintaining a focus on the key mission of ES to offer relevant 
yet cost-effective software solutions to a diverse set of user organizations. The thesis 
shows how engaged scholarship can be used as a methodological basis for such a design 
lab, allowing the exploration of challenges and solutions by combining diagnostic, 
design, and intervention-oriented inquiries into processes and products of ES design. 

Although the design lab has emerged in the rather unique context of DHIS2 and the 
closely related research group at the UiO, the approach of the design lab and the design 
lab as a conceptual and methodological package could serve as an inspiration for 
studying and strengthening design in other ES ecosystems.  

Second, the approach to engaged scholarship developed as part of the thesis project, 
which is presented in Paper 4, is relevant to IS researchers concerned with engaged 
scholarship more generally. Existing literature offers guidance for planning and 
carrying out specific forms of engaged scholarship, including CS, AR, DSR, and ADR, 
and some studies offer reflections on the positive merit of potentially combining them 
(Davison et al., 2021; Goldkuhl, 2011; Mathiassen, 2002; Nielsen, 2020). However, 
there is limited support for entering and organizing projects so that the form(s) of 
inquiry can be selected and potentially combined as the understanding of the problem 
and the project evolve.  

The approach described in the thesis may prove useful for other researchers who find 
themselves in the situation of planning engaged research projects where any informed 
selection of a specific form of engaged inquiry is difficult due to limited knowledge of 
the problem situation and the researcher–practitioner collaboration. The model 
presented in Paper 4 suggests using CS as the initial form of inquiry to develop a greater 
appreciation of the real-world problem situation and the possibilities that lie in the 
researcher–practitioner collaboration. Other forms of inquiry are potentially selected 
when they emerge as relevant and feasible. As suggested to be relevant by others 
(Davison et al., 2021; Nielsen & Persson, 2016), the model also affords and encourages 
combining several forms of inquiry, either in sequence (e.g., CS followed by AR) or in 
parallel. With this, the model has proven to scale well in the research of the design lab, 
serving as the basis for both the overall research project and the individual research 
projects of the master’s students. For the overall project, a shared problem formulation 
helps bind the different inquiries together in sequence and in parallel, while the 
individual research projects dominantly comprise CS, potentially followed by AR, 
DSR, or ADR if relevant and feasible.  

Paper 4 mostly elaborates on the issue of selecting form(s) of engaged inquiry in 
research projects based on relevance and feasibility. Several interesting aspects, which 
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are only briefly examined in this thesis and in Paper 4, represent avenues for further 
studies on engaged scholarship in IS research. Particularly, unpacking the activities of 
problem formulation and researcher–practitioner negotiation to a greater extent would 
be valuable as these are both challenging and very formative of the research project. 
For the problem formulation, a relevant challenge for further inquiry is how to best 
organize problem formulations that are shared by several researchers and research 
initiatives within larger research projects or programs. How and when to involve 
practitioners in problem formulation could also be paid more attention, as argued by 
Nielsen and Persson (2016), for instance, based on the knowledge of problem 
formulation from the soft systems methodology (Checkland & Poulter, 2006). 
Unpacking the role and nature of abductive leaps and casing in problem formulation 
(e.g., when and how) is also relevant as it plays an essential role in connecting the real-
world problem situation to a pertinent body of knowledge and conceptual scheme(s) in 
academic literature.  

6.5 Implications for Practice 
Having discussed how the thesis contributes to IS research, I now outline a few practical 
implications of the findings for ES vendors, partners specializing in implementation, 
and user organizations.  

6.5.1 For ES vendors 

The format of the answer to RQ 1 is in itself directed toward the practice of ES vendors. 
To summarize a bit more broadly, my findings indicate (in line with existing literature) 
that generic-level design cannot fully accommodate a diverse set of user organizations 
exclusively in the form of ready-to-use software features. Accordingly, a key question 
for vendors is what role they have to play: a provider of a ready-made software solution 
with the potential challenges this introduces during implementation, or a provider of a 
design infrastructure for implementation-level design, which comes with its own 
challenges and concerns. Following the latter route, another question is how to partition 
design and maintenance work between the processes of generic-level and 
implementation-level design, as well as in terms of actors. A vendor may control both 
processes, partners may be engaged in implementation-level design, or a platform 
strategy may be adopted to engage partners also in generic-level design.  

If aiming to offer ES as a design infrastructure, the vendor must offer affordable design 
flexibility, partitioning for development, and maintenance costs to remain on the 
processes of generic-level design, while providing relevant flexibility for 
implementation-level design. In cultivating a design infrastructure, an important 
consideration for vendors is how the infrastructure shapes practices, projects, and 
processes in certain directions. Vendors must thus think strategically and holistically 
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about what kinds of design and innovation they seek to promote during implementation 
when cultivating the design infrastructure.  

6.5.2 For partners 

The thesis shows that with extended design flexibility for implementation-level design, 
the partners’ role becomes increasingly important. The findings indicate that the 
partners who are successful in carrying out contextual design and innovation in 
implementation projects tend to be so because of their focus on configuring the right 
project scope and structure, while being active in utilizing the possibilities of the design 
infrastructure. The partners should therefore take an active role in configuring projects 
with a focus on negotiating for contextual design, and organizing the project around 
high-level goals rather than specific technical requirements. Furthermore, a virtue of 
the successful partners is their cognizance of the possibilities afforded by the design 
infrastructure while continuously monitoring the evolving practices and needs of the 
user organizations. The partners should take this important role seriously and attempt 
to establish long-term relationships with user organizations.  

6.5.3 For user organizations 

Finally, for the user organizations, it is important to realize that ES implementation is 
much more than merely inserting a standard software package in the organization. 
Rather, it should be recognized as a full-fledged software design and innovation project 
if seeking to maximize the potential for using implementation as a driver of techno-
change (Markus, 2004). Accordingly, awareness of the need for and the benefit of 
budgeting for contextual design activities and the potential benefits of goal-oriented 
rather than requirement-oriented project configurations are important. During the 
selection and procurement of partners and generic ES solutions, user organizations 
should be aware that they commit to not only a static package but also an evolving 
design infrastructure and its surrounding ecosystem of the vendor(s) and partners. In 
selecting a partner, user organizations should seek to establish long-term relationships 
with someone that takes seriously the virtue of continuously monitoring and matching 
the technological possibilities of the design infrastructure and their evolving needs.  

6.6 Limitations 
I end this chapter by discussing some of the limitations of the thesis. As I argue from 
existing perspectives, the one presented in this thesis inevitably suffers from some 
limitations by favoring certain actors, processes, and resources at the expense of others.  

While the thesis has the strength of examining a case of ES design from the perspective 
of multiple actors and processes of design, my findings are based on a single case, and 
one with some unique attributes. The unique history of DHIS2 as based on a long-term 
research project, being open source, and primarily targeting low-income and middle-



88 
 

income countries may imply several different dynamics from other ES related to 
governance, funding, and incentives. I have attempted to tackle this by emphasizing the 
features that (based on related academic literature) are shared with other ES and 
particularly pertinent to the aim of designing and maintaining a set of software features 
for use by several organizations. Particularly, the theoretical framework, although 
emerging from the empirical case, is developed based on existing literature, and I thus 
argue for its more general relevance. However, inquiries into other ES may find that the 
dynamics between generic-level and implementation-level design, the conditions for 
contextual implementation-level design, and key challenges of and considerations for 
an ES platform strategy differ due to various modes of governance, differences in how 
design infrastructures are organized, and diverse capacities and motivations for the 
partners, the user organizations, and the vendor. 

For instance, the issues related to the dependence on generic apps offered by partners 
during implementation-level design could be expected to differ based on governance 
models and the financial incentives that the partners see in sustaining generic apps. 
Nonetheless, uncertainties tied to dependability will most probably represent a relevant 
challenge. The setup of the design lab with its rather unique access to the DHIS2 vendor 
and the partners based on the well-established HISP research program may also be 
difficult to export to other contexts. I thus stress the contribution of the design lab as a 
conceptual and methodological package to study ES design as an inspiration to research 
on other ES.  

The thesis has primarily focused on the processes of generic-level and implementation-
level design, as well as the design infrastructure between them. It could be relevant to 
study the nature of design infrastructure in greater detail, possibly leveraging existing 
concepts in infrastructure literature to a greater extent. An example is how it is 
perceived and leveraged similarly or differently during implementation-level design.  

Aside from the insider CS work in India, much of the inquiries into implementation-
level design are based on outsider CS and thus, the reported experiences by participants. 
There may be a greater potential for theorizing implementation-level design based on 
more in-depth engagement in such processes. The initial plan when visiting the partner 
in Mozambique was to establish a collaboration where several master’s students and I 
could actively participate in some of their ongoing projects. The idea was to adopt a 
form of cooperative method development (Dittrich et al., 2008), a specific form of 
DSR/ADR emphasizing collaborative strengthening of software methods with 
practitioners. Due to the COVID-19 pandemic, which halted a planned collaboration 
with Mozambique, the proceeding inquiries involved a broader examination of practices 
and less insider examination of implementation-level design, shifting the focus 
somewhat to the relation between partners and vendors. Accordingly, the thesis 
predominantly focuses on the dynamics between generic-level and implementation-
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level design and less on the important relationship between the partner and the user 
organization during implementation-level design. As detailed in Section 6.2, there 
remains a huge potential for exploring several aspects of implementation-level design 
in more detail.  
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Abstract  
Usability is widely acknowledged as a desirable trait of software, referring to how usable it is to a 
specific set of users. However, when software is developed as generic packages, aimed at supporting 
variety, designing user interfaces with sufficient sensitivity to use-contexts is a challenge. Extant 
literature has documented this challenge and established that solving usability-related problems are 
difficult, both during software development and implementation. Adding to this discussion, this paper 
contributes by developing a framework to analyze what characterizes usability-related design of 
generic software. This includes two levels of design; generic-level and implementation-level, and two 
types of design; design for use and design for design. We apply this conceptual framework on an 
empirical case based on an ongoing action research project where a global generic health software is 
implemented in a large state in India. From the analysis we argue that attempts to strengthen usability 
of generic software require a holistic intervention, considering design on both ‘global’ and ‘local’ 
level. Of particular importance is how usable the generic software and other design-resources are 
when implementers are customizing the software. We coin this aspect of design as meta-usability, 
which represent what we see as an avenue for further research.  
Keywords: Usability, Generic Software, Implementation-level design, Meta-usability. 

1 Introduction 
A substantial portion of the software implemented in organizations today are ‘generic’ or ‘off-the-
shelf’ type of software, developed to work across an array of organizational settings and use-cases 
(Baxter & Sommerville, 2011). Typical examples are Enterprise resource planning software (ERPs) 
(Dittrich, 2014; Dittrich, Vaucouleur, & Giff, 2009), and Electronic patient record software (Martin, 
Rouncefield, O'Neill, Hartswood, & Randall, 2005). While many argue that functional requirements 
can be made generic and that the same software thus can successfully serve different organizations 
(Pollock & Williams, 2009), usability is well documented as a major challenge in such software 
implementations (Martin, Mariani, & Rouncefield, 2007; Wong, Veneziano, & Mahmud, 2016). 
Usability refer to how usable a system is for the users in terms of efficiency, effectiveness, and user-
satisfaction (ISO, 2018). For a system to be usable, a common argument is that the user interfaces 
(UIs) should be designed based on the existing practices, understandings, and mental models of the 
intended user group (Martin et al., 2005; Rosson & Carroll, 2009). There is thus a strong relationship 
between usability, users and the context of use, and there are many reports from generic software 
implementation projects where end-users are left with complicated UIs that fits badly with established 
practices (e.g., Koppel et al., 2005; Topi, Lucas, & Babaian, 2005; Wong et al., 2016).  
In our empirical case, based on an ongoing Action Research project, we have observed similar 
mismatch between design and work practices. Our focus is on a generic health information software 
called DHIS2. Over the last two decades, the software has moved from a domain and organization-
specific routine reporting system for health indicators implemented in a few countries to a generic 
software platform, designed to be used in any case of health data reporting, analysis, and presentation. 
In this regard, the software is highly successful with implementations in over 80 countries in domains 
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such as disease surveillance, patient follow-ups, health commodity ordering, and logistics 
management. While the software has shown remarkable flexibility in supporting highly varying 
functional requirements, usability remains a persistent challenge in many of the implementations. This 
is especially prominent when the software is implemented to be used in radically different situations 
from what was initially intended, which is increasingly the case. For instance, in new sub-domains of 
health with different domain specific procedures, terminologies and conceptual logics (Nielsen & 
Sæbø, 2016). As experienced by end-users, problems typically take the shape of complicated UIs with 
abstract and unfamiliar terminology, structured in a way that provides little similarity to existing 
practices. 
As what makes sense to users may vary significantly across domains, countries and organizations, 
design to ensure usability cannot only happen at the global level of development, during what we term 
generic-level design. It must be addressed also on the level of implementation, through the process of 
implementation-level design. Thus, a challenging and reoccurring question related to DHIS2 is how to 
improve usability in the implementations of this software? In order to answer this, we need a better 
understanding of the nature of usability design in generic software projects, what makes key 
challenges, and a vocabulary suited to describe them and how to deal with them.  
Existing research around generic software usability has mainly been concerned with identifying 
usability-related problems, often subscribed to misfits between the software UIs and existing practice 
and users’ mental models (Atashi, Khajouei, Azizi, & Dadashi, 2016; Khajouei & Jaspers, 2010; 
Koppel et al., 2005; Topi et al., 2005; Wong et al., 2016). A few papers also illustrate how solutions to 
such issues are difficult due to conflicting priorities among project managers and the limited ability to 
shape the generic software as desired during implementation (Li, 2019; Martin, Mariani, & 
Rouncefield, 2004; Martin et al., 2007). In line with e.g., Dittrich (2014) and Dittrich et al., (2009), we 
argue that generic software implementation projects represents a significantly different enviroment for 
design and development than the typical in-house and product development projects in which methods 
for usability design are based. To advance research in this area, an explicit analysis of what 
characterizes design affecting usability in generic software is needed, which allow further research to 
address the aspects that could help to strengthen it.  
In this paper, our aim is to address this gap by developing a conceptual framework to describe the 
usability-related design that unfolds on the generic and implementation level, and, based on this, 
discuss how usability can be strengthened. We base our framework on the concepts of design for use, 
and design for design (Ehn, 2008). Applying the framework on our case illustrates its relevance and 
enable us to say something about where effort could be put in with the overall aim of improved 
usability. Concretely, our research question for this paper is; what characterizes design for usability in 
the implementation of generic software packages? Through this understanding, we identify ‘meta-
usability’ as an important aspect to the strengthening of usability. That is, how usable the generic 
software and other design-resources leveraged upon during implementation-level design are for 
ensuring usability. With this, we provide two contributions by 1) introducing a conceptual framework 
useful in analyzing and describing the nature of usability design in generic software projects, and 2) 
identify and discuss ‘meta-usability’ as an aspect of particular importance, which we argue should be 
subject to further research.  

2 Related Research: Generic Usability and Customization 
A system with good usability enables the intended users to achieve specific goals with effectiveness, 
efficiency, and satisfaction (ISO, 2018). This means that usability is not a result of the layout and 
structure of the UIs of a system alone, but how well these aspects work in relation to a particular set of 
users in a specific context of use. More concretely, usability is to us how well the UIs of software fits 
with existing practices, routines and mental models of the end-users (Norman, 2013; Rosson & 
Carroll, 2009). The tight relation to a specific set of users makes usability especially challenging in the 
context of generic software packages. While some aspects of design can follow universal principles 
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(Grudin, 1992; Norman, 2013), varying practices, terminology, existing technologies, and culture 
suggests that one-solution-fits-all cannot be achieved (Soh, Kien, & Tay-Yap, 2000).  
There is thus a tension between systems being both generic and usable, as the first emphasizes the 
general, and the latter the specific. As articulated by Norman (1998, p. 78); “making one device try to 
fit everyone in the world is a sure path toward an unsatisfactory product; it will inevitably provide 
unnecessary complexity for everyone”. An array of literature has assessed and provided detailed 
accounts of usability problems in implemented generic software packages, often in ERP-systems (Topi 
et al., 2005; Wong et al., 2016), and in generic health software (Atashi et al., 2016; Khajouei & 
Jaspers, 2010; Koppel et al., 2005). Reporting from the implementation of a generic ERP solution used 
in several countries across the globe, Topi et al. (2005, p. 132) provides a colorful and aptly quote 
from a frustrated end-user:  

“it was like the spaceship had landed, and these outer space creatures [trainers] got off, and 
started talking to us about how we were going to do our job, because nobody understood what 
they were saying. Now, they're talking about notifications, material numbers, document 
control, material masters -- you know, that wasn't in any of our language”. 

 
A well-established means of making usable UIs is through the involvement of end-users in the process 
of design (Baxter & Sommerville, 2011; Kujala, 2003; Rosson & Carroll, 2009). Here, the nature of a 
generic software development project differs significantly from bespoke development practices. While 
development of context-specific software can emphasize local particularities of practice in design, it is 
near to impossible for developers of generic software to directly involve end-users and cater for the 
specifics of local practices across all implementations (Titlestad, Staring, & Braa, 2009). Thus, during 
implementation, generic software will typically need to be customized to the specifics of the use-case 
(Dittrich et al., 2009; Martin et al., 2004).  

2.1 Customization during implementation 
From a functional perspective, many see customization as an unwanted activity that complicates 
implementation and interfere with the ability to keep the software updated with new versions of the 
generic software. As such, customization is only to be a last resort if organizational practices are 
unable or “unwilling” to change. For instance, Light (2005) outline limited competence in the 
implementation team, and strategic motives such as maintaining the relevance of in-house developers 
as prominent rationales for local customization. Rothenberger and Srite (2009) subscribe the need for 
customization to factors such as users resistance to change, the implementer team’s lack of authority in 
these manners, and their “lack of opposition to customization requests” (Rothenberger & Srite, 2009, 
p. 663). From such a perspective, usability receives limited focus, and users hesitant to change are to 
be blamed for problems associated with use.  
Representing a more “user-friendly” strand of research, Dittrich (2014) acknowledge the need for 
customization during implementation if sufficient fit between software and organization are to be 
achieved. She argues that customization should rather be encouraged by designing ‘half-way 
products’, where local “customization development” is facilitated. Such design during implementation 
is however not straightforward. Martin et al. (2007) provide a detailed account of the process of 
implementation or “domestication” of a generic software. Often, usability problems are well known, 
but due to obstacles such as limited “tweakability” of the software and competition with other more 
functional requirements, they are not solvable. Martin et al. note that “when straightforward technical 
solutions to usability problems cannot be found, they are inevitably turned into training issues” 
(Martin et al., 2007, p. 55), resulting in situations similar to that of the end-user quoted above. Along 
the same line, Li (2019) argue that working with generic software during health software 
implementations represent an obstacle to ensuring usability as it may constrain the ability to design 
according to local needs. Martin et al. (2005) describe implementation work as an integration process, 
where software packages should be integrated with existing practices to be usable. The authors report 
from the implementation of a “customizable-of-the-shelf” system and illustrate how designers are 
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faced with the choice of addressing usability-related problems in the system through customization 
(technically), or through the change of user practices and training (socially).  In their words, an 
essential factor is thus, “how much it [the software] will have to be tweaked, and how tweakable it is” 
(Martin et al., 2007, p. 48).  
The issue of sufficient design flexibility to shape generic software according to the practices of local 
organizations is presented as a core issue by several researchers. Krabbel and Wetzel (1998, p. 46) 
present the nature of generic software implementation as a major challenge to user involvement 
activities, and Participatory Design more specifically. In the authors’ view, the customization process 
on the level of implementation is of equal importance to that of traditional software development, but 
“management [are] often misjudging this situation expecting an easy system implementation”. The 
authors note that “… systems can differ in their degree of flexibility to be adapted to the needs of the 
users. If adaptability is missing it means that the vendor has to change the system code for this 
customer”. In other words, to achieve fit, and to respond to feedback from end-users, flexibility for 
adaptation or customization at the level of implementation is argued to be of essence. Similar 
arguments are made by Wulf, Pipek, and Won (2008), and Roland, Sanner, Sæbø, and Monteiro 
(2017, p. 8) arguing that “end-user participation in development and adaptation of a software product 
can be enabled or constrained by the level of flexibility with the software itself”. 
We can see that usability problems of implemented generic software packages are frequently reported 
in the literature. While customization by some is presented as something to be avoided, as usability is 
tightly related to the specifics of each use-case, and global developers are unable to design UIs that fits 
all organizations, much research argues for the need of design on the level of implementation. This is 
not straightforward due to limited priorities of usability-related aspects at this level, and as designers 
deals with a pre-designed artifact, possibly constrained by the flexibility to shape it according to local 
practices. 

3 Theoretical lens: Two levels and types of design 
From the existing literature, we can conclude that design relevant to the usability of generic software 
is related to both the level of ‘global’ development, and the level of implementation where 
customization takes place. Based on this general understanding, we will in this section develop a 
conceptual lens for our analysis. To refer to the usability-related UI design processes on the two levels, 
we introduce the terms generic-level design, and implementation-level design. On both levels, 
different types of design unfold. To describe these, we adopt the concepts of ‘design for use before 
use’ and ‘design for design after design’ (Ehn, 2008), or more simply; ‘design for use’ and ‘design for 
design’. The latter often referred to as meta-design (Fischer & Giaccardi, 2006). First, we will give a 
brief definition of our two levels of design, before relating them to the two types of design processes.  

3.1 Generic-level and implementation-level design 
We use the term generic-level design to refer to the design process unfolding during the development 
of the generic software product. This type of design and development has similarities to that of 
product development, where the emphasis is on creating a product to be used by a large audience 
(Grudin, 1991). Functionality and corresponding UIs are thus developed based on the anticipated need 
of this audience. However, as it is often recognized that both functional and non-functional 
requirements may vary, generic-level design also concerns the development of features and resources 
that allow customization of the product. In the words of Dittrich (2014, p. 1454) “part of the design is 
deferred to other actors closer to the concrete use context”. During implementation-level design, that 
is, the design process unfolding during the implementation of the generic software product, these 
features are leveraged upon to adapt the software to meet local user needs. At this level, design and 
development resemble that of in-house development (Grudin, 1991), however, with a basis in the traits 
of the generic software package at hand (Dittrich et al., 2009). Design is as such about integrating the 
software with local practice (Martin et al., 2005), and central to the designers or ‘implementers’ task is 



Li et al. /Making Usable Generic Software  

Tenth Scandinavian Conference on Information Systems (SCIS2019), Nokia, Finland.
 5 
 

to mediate between capabilities of the software, and the needs of the end-users and other actors of the 
implementing organization (Dittrich et al., 2009). 

3.2 Design for use and design for design 
The design unfolding on the two levels can be categorized into two types. ‘Design for use’ refers to 
design-activities that unfold before a new or updated artifact has been introduced in a working stage to 
the intended end-users (Ehn, 2008). Many widespread design methodologies are based on this 
principle, such as User-Centered Design (Norman, 2013), and Participatory Design (Bratteteig, 
Bødker, Dittrich, Mogensen, & Simonsen, 2012). In the process, designers attempt to understand the 
users’ current needs and practices, and predict and anticipate how the artifact to be designed can fit 
into this context. Both generic-level and implementation-level design entails this type of process. At 
the generic level, this regards the generic UIs that will be delivered to the end-users without any 
customizations during implementation. Moreover, at the level of implementation, the customization-
based design could be categorized as design for use.  
A common critique of this type of approach, which is highly relevant to generic-level designers, is the 
limitations in trying to anticipate use before it actually unfolds (Ehn, 2008; Fischer & Giaccardi, 
2006). As both technologies, users, and context of use are ever-changing and evolving, this predictive 
form of design runs the risk of making systems that quickly become irrelevant, or without a sufficient 
fit from the start. Based on the limitations of design for use, ‘design for design’ is based on the idea 
that software should be designed as open and flexible systems, or “half-way products” (Dittrich, 
2014), allowing further design at a later stage. For generic software, this design after initial design 
takes place during implementation-level design. In practice, this means that the role of the generic-
level designers is not to provide a finished product, but rather a design infrastructure (Ehn, 2008) 
providing implementation-level designers with the means of continuing to shape the artifact before 
final use. Design infrastructure refers to both technical and social resources that may enable design 
after the initial design. The infrastructure is thus not merely technical but could encompass all types of 
social and material elements that would aid design at a later stage (Fischer, 2008). Table 1 illustrate 
the relation between the levels and types of design. 
 
 for design for use 
Generic-level design X X 
Implementation-level design  X 
Table 1.  Relation between the levels and types of design in our framework 

Design for design has most popularly been conceptualized in Fischer and Giaccardi (2006) framework 
of ‘Meta-design’. The framework has mainly been applied in research on end-user development 
(EUD) (Ardito, Costabile, Desolda, & Matera, 2017; Fischer, Fogli, & Piccinno, 2017). The rationale 
behind EUD is generally to empower end-users with the tools needed to customize or extend the 
software themselves during use-time. From a usability point of view, this is an ideal situation as the 
designers are actual users able to shape the technology to correspond to their world. This form of 
development poses a somewhat different situation than in the implementation of generic software 
packages. As pointed out by Fogli and Piccinno (2013), it is often the case that end-users are not 
interested in engaging in customization and development work directly. Furthermore, these users 
typically have significantly varying computer skills. From a software governance point of view, 
having hundreds or even thousands of different customized versions of the software in circulation will 
also imply difficulties with user support, training, and system updates. Accordingly, the utilization of 
the design infrastructure in the case of generic software implementation happens during 
implementation-level design, rather than during end-use. For usability, this again means that designers 
are not users, and that issue of usability design is relevant (Fogli & Piccinno, 2013, p. 421). Thus, 
implementation-level design is about design for use based on the infrastructure provided by the 
generic-level designers. 
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To summarize our conceptual framework, generic-level design entails design of generic UIs for use, 
and design for design by building a design infrastructure to support customization on the level of 
implementation. Closer to the use-context, implementation-level design adds another process of design 
for use, before the product is used by the end-users. Table 2 summarizes these levels and relevant 
types of design. After presenting the methods for data collection, we will apply this conceptual 
framework on our empirical case, which illustrates its relevance and helps us identify where effort 
could be put in to ensure a more usable generic software for the end-users.  
 
Level of design Definition General aim Types of design 
Generic-level  
design 

The design process unfolding 
during the development of the 
generic software product 

Support a variety of use 
through generic 
interfaces and 
customization features 

Design (of generic UIs) 
for use and design for 
(implementation-level) 
design 

Implementation-
level design 

The design process unfolding 
during the implementation of the 
generic software product 

Appropriate the generic 
software to 
particularities 

Design for use by 
leveraging upon the 
design-infrastructure 
built and maintained by 
generic-level design 

Table 2.  Definition, aim and types of design for the two levels of our framework 

4 Methods 
Our empirical case reports from an ongoing Action Research project concerned with health 
information systems development and implementation. Action Research is a methodology that allow 
researchers to understand organizational problems and attempt interventions to evaluate their effects 
(Baskerville & Wood-Harper, 2016). The process is cyclic, including phases of problem diagnosis, 
intervention planning, doing the intervention, evaluating the effects, and documenting the learnings. 
The project, called the Health Information Systems Programme (HISP), has over the last two decades 
been engaged in activities in a variety of developing countries (Braa, Monteiro, & Sahay, 2004). A 
central part of the project is the development of the generic software of focus in this paper, the health 
information software ‘DHIS2’. When implemented, the software allows for the collection, storage, 
analysis and presentation of health-related data. To support implementation and continuous 
development of the software, an extensive network of nodes of local implementers has been 
established in countries such as South Africa, Tanzania, Uganda, and India. The nodes possess the 
required competence to configure the software to the data input and output needs in the use-case at 
hand. Within this network, there is ongoing research on several topics concerning systems 
development, integration, user participation, and ICT for development.  
The authors of this paper have participated in the project several years, and been involved in activities 
at the global level of development as well as local implementations in many countries, including 
Uganda and India. Data for the concrete topic of this paper is collected through the diagnostic phase of 
a more specific Action Research initiative aimed at strengthening the usability of an implementation of 
DHIS2 in a state in India. The project was triggered by the implementing organizations explicit 
request of strengthened usability in their system. This allowed us as researchers to follow the HISP 
India team in diagnosing the usability problems experienced, and obstacles and possibilities for 
addressing these in the DHIS2 software. Related to these aspects, we have been in continual dialog 
with HISP India for several months, including spending a total of six weeks in the HISP India office, 
and on field-trips and meetings with end-users and managers in the implementing organization within 
the state. The experiences in India has simultaneously been discussed with generic-level designers. 
The project is now moving to the stage of action planning, where the findings from the diagnosis, 
partly presented in this paper will serve as a basis. Methods for data collection includes interviews, 
attending meetings, focus groups, and participatory observations at both the level of generic-level 
design and implementation-level design. Our aim is to improve our understanding of the overall 
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process of design related to usability, and more specifically how local implementers and developers 
work, and the challenges faced when appropriating the software to local conditions. Table 3 
summarize data collection with different actors and through various activities.  
 
Actors  Activities  Number of 

participants 
Global developers Informal interviews and attending meetings and 

discussions 
Approximately 
6 

Local implementers and developers 
in India 

Formal and informal interviews (approximately 6), 
focus group, participation in design, planning, and 
development activities (approximately 4 months), 
attending meetings (approximately 10 meetings). 

8 

Project managers in implementing 
organizations 

Attending meetings and discussions (3) 8 

End-users (data entry operators and 
health managers) in the 
implementing organization 

Focus groups (4) 5 

Table 3.  Summary of data collection 

During the engagement in the project, data has continuously been analyzed through a hermeneutic 
process of documentation and reflection (Klein & Myers, 1999). Concretely, principles and techniques 
from thematic analysis (Braun & Clarke, 2006) has been applied to code and categorize notes taken 
during data collection. Further, codes and categories has been grouped into themes, and their relation 
have been drawn in figures and thematic maps. Throughout the process, these themes have been 
discussed in light of, and linked to the existing literature presented in the previous chapters.  

5 Case and Analysis 
Our empirical case concerns the implementation of DHIS2 in a large (estimated population of 200 
million) state in India. Referred to as the ‘HMIS portal’, the system is mainly serving routine health 
data reporting from districts to higher levels. End-users are mainly health managers and data entry 
operators on the various levels. In this section, we will use our theoretical lens of levels and types of 
design to understand what affects the achievement of usability during design of the UIs of the 
software. We will first provide a rather general account of the generic-level design of the software 
before we move into more detail on the process of implementation-level design.  

5.1 Generic-level design 
The generic-level design of the DHIS2 software is performed by a team referred to as the core 
developers. These include about thirty people, in the roles of designers and software developers, 
mainly situated in Oslo, Norway. Their aim is to build a software that supports variety so that it can be 
implemented to serve different types of requirements and use-cases. A central part of this is a 
configurable generic software ‘core’ where organizational structures, data elements, and relations are 
configured during implementation. Also, a set of bundled apps are developed as standard alternatives 
for users to perform data entry, analysis, and presentation. The design of the generic UIs of these apps 
can be seen as design for use, as many aspects will eventually face the end-users as designed on the 
generic level, thus directly affecting the usability.  

5.2 Design for design 
Many aspects will vary greatly between use-cases, so empowering the design process that ideally will 
take place during the implementation phase with flexibility for customization is seen as important. To 
this end, the core developers implement customization features in the software to enable implementers 
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to configure the software according to local needs. This includes features for configuring the generic 
core, and customizing the UIs of bundled apps. Furthermore, an application programming interface 
(API) is maintained to allow external parties and implementers in local projects to build custom apps 
using HTML, CSS, JavaScript and front-end frameworks. Finally, a ‘dashboard’ application is part of 
the generic DHIS2 package. The dashboard allows end-users to add and arrange the content of 
particular interest at the landing page of the software. Content can include links to applications and 
reports, graphs, maps, and tables. The design of the generic customization features, the API and the 
dashboard can be viewed as design for design, as the purpose is to allow further shaping of the 
application during implementation-level design. 
To build capacity for the utilization of these technical features, extensive documentation is available 
online, and an educational certification system has been developed. This is called the ‘DHIS2 
Academies’ and are arranged as regional conferences several times a year around the world with 
topics such as “Design and Customization”, “Data use”, and modules that are more specific to 
concrete aspects of the software. Members of the HISP network arrange academies locally and help to 
strengthen and share knowledge about best practices of implementation across projects. From an 
institutional perspective, the training resources and the DHIS2 academies also contribute to the design 
infrastructure built to support local customization. Furthermore, generic-level designers receive their 
requirements for further development and maintenance through the network of HISP-nodes. The 
requirements are mediated through digital channels such as email-lists and Jira, and through meetings 
with a consortium of “expert” local implementers on a regular basis. 
To summarize, generic-level design of the DHIS2 software involves both design for use through the 
development of generic UIs used directly in a variety of use-cases, and design for design of the socio-
technical infrastructure provided to the implementers. 

5.3 Implementation-level design 
In the implementation of focus in our state in India, the DHIS2 is configured to support state-wide 
reporting of routine health data.  The local node HISP India is in charge of the implementation, 
working together with the implementing organization in the state. Several of the implementers in HISP 
India has attended DHIS2 academies, and are frequent users of the learning resources available online. 
They are as such utilizing the social component of the design infrastructure around DHIS2. The 
system implemented in India is referred to as the ‘HMIS portal’, and consist of a collection of generic 
DHIS2 components and a few custom-built apps developed by HISP India to support functional 
requirements that were not supported by the generic apps available. The generic components include a 
dashboard presenting particularly relevant graphs and tables of data per user-group, and the bundled 
apps for data entry, analysis, and presentation. Thousands of health facilities are using the system to 
report, analyze and present routine health data.  
The process of implementation-level design for use has been ongoing through three “phases” since 
2015. As the implementers are not actual end-users, the initial phase involved participatory activities 
aimed at establishing the data reporting requirements. That is, what data needs to be collected to 
satisfy the information need of the different actors involved, such as health managers at the district and 
state level. Based on this, data sets of around 4000 elements were defined, data entry forms were 
created and various output formats configured. During the initial phase, the system was introduced to 
the users throughout the state, and training sessions organized. As feedback and new requirements 
emerged, a new phase of customization and further development was taken on. A wealth of emerging 
requirement and limited time to meet them has been a characteristic of the implementation process. In 
the words of a HISP India implementer, “requirement that comes on Friday, should be done on 
Monday”. The project coordinator elaborates on this explaining that “If the [customer] likes it, they 
want it right away. They come up with all sorts of reasons for why they need it quickly”. This puts a 
lot of pressure on the implementing team to deliver new functionality and updates with limited time 
for thought on UI aspects. What data to be reported, and how to present this in the various bundled 
apps for data presentation was at the focal point of design in the two first phases. Technically, 
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requirements related to this has been relatively easy to meet through configuration of the core, and the 
bundled apps of DHIS2. Where appropriate functionality was lacking, custom apps have been built.  
In a newly initiated phase three, the usability of the UIs of the implemented software has received 
explicit attention by the implementing organization. Feedback from frustrated end-users and managers 
triggered this phase, where typical problems identified include inconsistent interface design, 
complicated UIs, and frequent mismatches between the conceptual models of processes and 
terminology in the system UI and in the existing use practices. According to a project manager, this is 
particularly apparent in the amount of training they have to arrange with the end-users. Often users 
have to be “re-trained several times on the same modules. It takes a lot of effort”. Based on this, the 
implementing organization has provided a list of issues to be solved, and a set of suggestions for new 
layouts. The HISP India team has further explored these through focus groups and discussions with 
end-users at district health offices and other relevant locations. Moreover, an external usability expert 
has reviewed the UIs of the entire portal and provided comments on pressing issues. Summarizing 
these inputs, four areas have been given particular focus:  
• Creating new dashboard content based on end-user needs. For instance, a way for data entry 

workers to easily see upcoming deadlines for reports.  
• Improving the UI of the bundled app ‘Pivot table’, by removing unused menu options. The Pivot 

table is commonly used across implementations of DHIS2 by end-users to create different tables of 
data for analysis and presentation.    

• Localizing the terminology of all apps in the portal to better align with terms familiar to the end-
users.  

• Making the design within the portal more consistent between apps (layout of buttons, lists, menus, 
etc.).  

5.4 Design for use 
Ideally, from a usability perspective, solving the issues outlined will require to localize the generic 
properties of the software to match the specific community of practice, and especially the UIs. As the 
HMIS portal is based on a generic software, doing so is not straightforward. Rather, the implementers 
have to find ways of leveraging on the material properties of the design infrastructure.  
For DHIS2, the technical design infrastructure gives the implementers the choice of adapting the 
software UIs to local needs through three approaches: 1) ‘generic customization’, by configuring what 
is possible in the generic bundled apps. This was the main approach to design in the two first phases of 
the implementation project. 2) ‘Forking’ these apps, that is, downloading the source code openly 
available online and changing it as desired, and 3) developing custom apps using the API. Each of 
these approaches has both benefits and challenges. Generic customization is by far the fastest, most 
efficient, and least competence intensive choice. Albeit, flexibility is seen as limited in terms of UI 
design, which may constrain the ability to ensure sufficient usability. ‘Forking’ of apps gives more UI 
design flexibility but will require extensive software development competence and time. Further, 
future updates by the generic development will not be included in the forked app, and making the 
forked version of the app work with new versions of the software package may imply additional 
maintenance work. On this basis, forking apps are not seen as a good alternative. As argued by a HISP 
India implementer; “the more we use generic functionality the less hassle with updating to new 
versions”. Finally, developing custom apps gives the implementers extensive flexibility to design the 
UIs as preferred by the end-users. On the downside, the development of such apps is time-consuming 
and require competence as all functionality has to be built from scratch. Table 4 summarizes the pros 
and cons of each approach.  
 
Technical choice Benefits Challenges 



Li et al. /Making Usable Generic Software  

Tenth Scandinavian Conference on Information Systems (SCIS2019), Nokia, Finland.
 10 
 

Configuration of bundled apps Fast, easy Limited design-flexibility 

‘Forking’ bundled apps High design-flexibility, provides a 
starting-point in terms of 
functionality as based on already 
working app 

Time and competence intensive, 
need to understand existing 
codebase, maintenance work with 
software updates 

Building custom apps High design-flexibility Time and competence intensive, 
has to build everything from 
scratch 

Table 4.  Technical features of the design infrastructure 

As mediators between the design infrastructure on one hand, and the end user's needs on the other, the 
HISP India team have started the process of addressing these issues and suggestions for improvements 
by discussing how these could be catered for technically in the software. As the HMIS portal consists 
of a combination of the DHIS2 dashboard, generic bundled apps, and custom apps developed locally, 
the design flexibility is varying. For instance, the generic dashboard app is highly customizable. Pre-
defined components such as graphs and maps can be added and arranged on screen without the need of 
programming. In addition, custom ‘widgets’ can be created using HTML, CSS, JavaScript and APIs. 
This allows the implementers to address the posed problems and suggestions with relative ease. For 
this particular challenge, addressing the needs of the end-users and ensuring usability seems feasible, 
and the HISP India team is now working to create widgets. The idea is that end-users later can choose 
from these widgets and arrange them on the screen as desired. In contrast, the changes required to 
make the ‘Pivot table’ app more usable would involve customization beyond generic configurations, 
which leaves the option of forking the app. With the issues related to future updates and required time 
this is not seen as a viable option. The problems related to consistent design and terminologies poses 
an even greater challenge, which spans both generic and custom apps. For custom apps built locally, 
UIs can relatively easily be modified with consistent design elements and a terminology suited for the 
end-users. For generic components such as the Pivot table, the data entry app, and other apps for data 
analysis and presentation, the implementers are at the mercy of the generic configuration features 
available, if they want to avoid the demanding process and challenges associated with forking or 
custom app development.  
How to proceed with addressing the issues affecting usability in India is yet to be determined. With the 
dilemmas and difficulties faced, it is likely that many of them will be solved through more end-user 
training, rather than by attempting to design the UIs to better align with existing practices.  

5.5 Summarizing the Characteristics 
In sum, we have seen that generic-level design of DHIS2 entails both design for use and design for 
design. Implementation-level design, which in our case is performed by HISP India, concerns design 
for use. During implementation phase one and two, DHIS2 was at large able to support the rapidly 
emerging functional requirements by using the generic configuration options, and development of a 
few custom apps. However, the process of making the UIs usable based on existing practices are faced 
with multiple obstacles and dilemmas as each technical choice implies significant pros and cons. 
While the standard configuration features are quite limited, extensive design flexibility in ‘forked’ or 
custom apps development comes at the cost of time, resources, competence and constrained 
updatability. As such, the implementation-level design is highly affected by the design-infrastructure it 
operates within. Generic-level design is thus highly relevant to usability both directly and indirectly; 
1) directly through the generic UIs used by end-users, and 2) indirectly, through the design 
infrastructure forming the basis for implementation-level design, which will enable or constrain the 
implementers in localizing the software sufficiently on their behalf. Figure 1 summarize the levels and 
types of design. 
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Figure 1.  The two levels and types of design affecting usability 

6 Discussion 
In this section, we will discuss the characteristics identified, and based on this emphasize ‘meta-
usability’ as particularly relevant to the strengthening of usability in generic software.  
The end-users of the HMIS portal in India struggles with typical usability problems due to mismatches 
between UIs and existing work practices in terms of terminology, irrelevant menu options, and 
inconsistencies in UI layouts. This resembles challenges reported in prior literature on generic 
software implementations (e.g., Atashi et al., 2016; Khajouei & Jaspers, 2010; Koppel et al., 2005). 
Beyond outlining these problems, the conceptual framework we have developed in this paper has 
enabled us to analyze the key characteristics of usability-related design of the generic software 
implementation in our case. A strength of the framework is that it provides an explicit language to 
describe two types of design on two levels that we see as relevant to usability. In our case, the generic-
level designers do design generic UIs to be used by end-users across use-cases. However, as 
implementations such as the one in India are filled with a variety of particularities, the generic-level 
designers cannot seek to sufficiently support everyone. In line with e.g., Martin et al. (2005), much is 
depending on the ‘shaping’ of the software during the implementation-level design process. It is thus 
important that customization is not neglected as an unwanted activity as portrayed by one strain of 
research on ERP system implementation (e.g., Rothenberger & Srite, 2009), where eventual problems 
are subscribed to end-users unwillingness to change. Rather, thought should be put into how 
implementation-level design best can be supported by the software and other components of the 
design-infrastructure to achieve sufficient ‘shaping’. This illustrates the relevance of generic-level 
design for design. For usability to be attainable, in addition to developing usable generic UIs, generic-
level design must focus on building technical features and relevant competencies for the 
implementation-level designers.  
To suggest an answer to the title of this paper; achieving usability is about both global and local 
design. During ‘global’ generic-level design, design affects usability directly through generic UIs, and 
indirectly through the ability they give implementation-level designers to shape the software locally. 
The implementers leverage upon this design-infrastructure to ensure fit. Usability design is as such a 
joint effort between the two levels.   

6.1 Meta-usability 
As discussed by both Li (2019) and Martin et al. (2005), difficulties associated with ‘shaping’ the 
software as wanted represents a major obstacle for usability design during implementation. If 
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designing for usability within this design-infrastructure is difficult as in our case, it may significantly 
halt the process, and solving them through end-user training becomes a more viable option. How 
implementation-level design can best be supported through strategic design for design on the generic 
level is thus a prominent factor in the strengthening of usability. From an overall perspective, we see 
this as a key aspect to assuring a usable software for the end-users, which should receive more focus 
from researchers and practitioners. Representatives from the software industry have made similar 
arguments. For instance, Tao Dong, a User Experience Researcher at Google, recently articulated that 
“the more usable developer tools are, the more energy developers can spend on delivering value to 
their users. Therefore, the UX [user experience] of developer products is just as important as for 
consumer products” (Dong, 2017). Being largely dependent on the design-infrastructure provided by 
generic-level designers, this is particularly relevant for implementation-level design. Emphasizing its 
importance, we coin the term ‘meta-usability’ to refer to how usable the elements of the design 
infrastructure are in regards to achieving usability during implementation-level design. Two types of 
meta-usability are of particular prominence in our case: 

1) How usable the software is in regards to customization and ‘shaping’ towards local practice, 
which could be referred to as ‘design-usability’ 

2) How usable the methods advocated through learning resources of the design-infrastructure are 
to aid the process of design, which could be referred to as ‘method-usability’.  

First, what we refer to as design-usability concern how well the software supports implementation-
level designers in the process of adapting it to local particularities. In addition to Martin et al. (2005) 
and Dittrich et al. (2009), this is in line with Singh and Wesson (2009), which describe the ability to 
customize as an important heuristic of generic software. In our case, design-usability consist of 1) 
customizability - what is customizable, 2) the degree of effort needed to utilize such features, and 3) to 
what extent utilization will collide with other desired aspects such as updates and maintenance (Light, 
2001; Sestoft & Vaucouleur, 2008). This is particularly visible in our case where flexibility associated 
with the customization of bundled apps are too limited, and thus makes it impossible to shape the UIs 
according to local needs. At the same time, the creation of custom apps provides significant, or almost 
endless flexibility, however, at the cost of time, resources and need of competence. Both approaches 
has strong limitations when it comes to design-usability, with similarities to the Turing Tar Pit (Perlis, 
1982) and its invert discussed by Fischer (2008, p. 368). Customization of bundled apps provides an 
environment ”where operations are easy, but little of interest is possible” while during development 
of custom apps “everything is possible, but nothing of interest is easy.” Also, if certain customization 
features significantly impact the work associated with updating to new versions of the global software 
package, they appear less usable from the implementers' point of view (Light, 2001; Sestoft & 
Vaucouleur, 2008).  
Second, implementers are not end-users, so methods and techniques need to be used to understand 
how UIs best should be designed to integrate well with the use-context. Examples could be usability-
inspections, user-centered design techniques or scenario-based design (Rosson & Carroll, 2009). 
Accordingly, in our case, such methods were applied to evaluate the UI to identify usability problems, 
and to gain knowledge on the real end-users’ challenges related to UIs, and how to solve them. The 
methods used have often been conveyed to the implementers through the DHIS2 academies and 
learning resources that make up the social components of the design-infrastructure. Communication of 
methods well suited to achieve usability for the specific generic software, which are relatively easily 
adoptable by the implementation-level designers could be an important part of the design-
infrastructure. As discussed by Baxter and Sommerville (2011), method-usability, that is, the usability 
of the method applied to aid the design process is thus relevant. For instance, the method needs to 
align well with the customization features of the software, the nature of the project, and the 
competencies and goals of the involved actors. Table 4 provides a summary of usability and meta-
usability.  
Concept Definition 
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Usability How usable the software is to a specific set of end-users 

Meta-usability 

How usable the elements of the design infrastructure are in regards to 
achieving usability during implementation-level design. Meta-usability 
includes: 
Design-usability: How usable the software is in regards to customization 
and ‘shaping’ towards local practice. Hence, how well the software 
supports implementation-level design. 
Method-usability: How usable the method applied to aid the process of 
usability design are, or, again, how well the method supports 
implementation-level design. 

Table 5.  Usability and meta-usability 

6.2 How to strengthen usability? 
Based on our analysis, it becomes apparent that an attempt to strengthen usability is not merely a 
matter of generic or implementation-level design, but rather will require a holistic perspective and 
intervention. Holistic in the way that interventions need to consider both generic and implementation-
level design, and design for design and design for use. Particularly, design for design on the generic 
level will need to cater for design for use at the level of implementation. For instance, for DHIS2, a 
relevant intervention could be to extend the generic configuration options in the software to allow for 
the translation of terminology in the UI to correspond to an end-user familiar language. Also, 
strengthening design-usability by creating customization environments that are flexible, yet efficient 
and easy to use will be a great improvement. These technical interventions must be accompanied by 
the definitions and teaching of methods that correspond to these particular capabilities, thus increasing 
method-usability. This software-method alignment is in our opinion a particularly important factor, 
which has received limited focus in existing research. In sum, we argue that seeing the process as a 
means of strengthening meta-usability could be fruitful, where interventions to improve design-
usability and method-usability should be an integrated process.  

7 Conclusion and future research 
We set out to explore the question; what characterizes design for usability in the implementation of 
generic software packages? In our case, the design process that affect the usability for end-users is 
characterized by two types of design (design for use and design for design) unfolding on two levels 
(generic-level design and implementation-level design). For usability to be attainable, generic-level 
design needs to focus on design for design, by building technical features and relevant competencies 
for the implementation-level designers. Implementation-level design needs to focus on design for use 
by mediating between the end-users existing practices and understandings, and the technical features 
of the generic software. Furthermore, strengthening usability will require a holistic intervention that 
involves both levels and types of design, where the generic-level designers’ focus should lie on the 
strengthening of meta-usability. That is, ensuring that the elements of the design infrastructure are 
usable in regards to achieving usability during implementation-level design. This especially involves 
the alignment of software customization features and usability design-methods. Based on this, we 
suggest two topics suited for further research, which also are highly relevant to practitioners involved 
in generic software projects.   
How to strengthen the design-usability of generic software? 
This will require extended consideration of what needs to be customizable, how it can be made easy 
and efficient, while not interfering with the updatability from global releases. An interesting aspect is 
to find a balance between the “Turing tar pit” and its inverse. For this, a fruitful endeavor could be to 
explore the use of design-systems for app development to balance between flexibility, while keeping 
the barrier to take on such development as low as possible (Frost, 2016; Wulf et al., 2008).  
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How to strengthen the usability of design methods applied at implementation-level design? 
Making methods more aptly would, as discussed, require and alignment between software and method, 
but also sensitivity to the nature of implementation projects and pressing issues such as scale, 
distribution and heterogeneity of users and practices within the “local” implementation level (Li, 2019; 
Sommerville et al., 2012). 
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Abstract 

User-oriented approaches to designing IT are consistently promoted by academic and practitioner 
literature. These orients the design process around the specific practices and needs of end-users to 
build usable and relevant systems. However, an increasingly relevant but little explored context for the 
design of IT is that of implementing generic enterprise software solutions. In this paper, we explore 
conditions for user-oriented design during the implementation of generic enterprise software. Our 
empirical data is based on an ongoing engaged research project, where we work with the vendor of a 
global generic software solution and a set of implementation specialist groups (ISGs). Together, we 
explore how user-oriented design during implementation of the software solution can be supported 
and promoted. The paper contributes to the body of knowledge on the design and implementation of 
generic enterprise software by identifying several challenges and three conditions for user-oriented 
design in this context. The conditions are: the project configuration, the implementation practices of 
the ISGs, and the features and adaption capabilities of the generic software solution. We further 
contribute by discussing their implications for vendors who want to support and promote user-
oriented design during implementation of their software solutions.  

Keywords: generic enterprise software implementation, user-oriented design, conditions, 
implementation-level design. 

 

1 Introduction 
User-oriented approaches to design and innovation, such as User-Centered Design and Participatory 
Design emphasize basing the design of IT on the practices and needs of specific end-users. These 
approaches are consistently promoted by research (Baxter & Sommerville, 2011; Ellingsen & 
Hertzum, 2019; Gulliksen et al., 2003; Mumford, 2006) and practitioner guidelines and literature 
(digitalprinciples.org, 2019; gov.uk, 2019; D. Norman, 2013). Meanwhile, a significant portion of the 
IT systems implemented in organizations are not built ‘bottom up’ based on the specific practices and 
needs of singular organizations. They are rather designed and developed as comprehensive generic 
software solutions that aim to serve a diverse audience (Berente et al., 2019; Pollock et al., 2007; 
Sykes & Venkatesh, 2017). Examples are Enterprise Resource Planning Systems (ERPs), and 
Electronic Health Record Systems (EHRs). Two increasingly relevant contexts for designing IT are 
thus that of building generic solutions (Pollock et al., 2007), and that of implementing these solutions 
into specific organizations by configuring them to local needs (Bansler, 2021; Dittrich, 2014; 
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Ellingsen & Hertzum, 2019; Martin et al., 2007). In this paper, we refer to the latter context as 
implementation-level design.  

Traditionally, generic enterprise software solutions have been described as inflexible for local 
adaption, and the process of implementation-level design as one of adapting the organization 
according to the software, rather than building software according to their specific needs (Kallinikos, 
2004). As a result, Information Systems (IS) literature argues, generic solutions often fail to meet the 
expectation of organizations and that the consequences for end-users and the organization as a whole 
may be adverse (Berente et al., 2019; Soh & Sia, 2008; Strong & Volkoff, 2010). However, in recent 
years, vendors of generic enterprise software are “opening up” their solutions for design and 
innovation by third-party actors (Farhoomand, 2007; Wareham et al., 2014). Design and innovation 
are no longer reserved for the vendor firm but supported and encouraged for a larger ‘ecosystem’ 
(Dittrich, 2014; Wareham et al., 2014) or ‘design network’ (Koch, 2007) of partner organizations that 
specialize in implementing the solutions on behalf of user organizations (Foerderer et al., 2019). 
Vendors move from building monolithic solutions or ‘packages’, to building platforms that are 
advertised as highly configurable and extendible to serve heterogeneous needs (Foerderer et al., 2019; 
Rickmann et al., 2014). This increasing emphasis on supporting design and innovation outside the 
boundaries of the vendor appears to offer the potential for more user-oriented design and innovation 
based on the needs of individual user organizations than what is earlier described in the literature. Still, 
to the authors' knowledge, no systematic analysis of the conditions for user-oriented design processes 
in the context of generic software implementation exists. Further, there is no literature examining how 
vendors may support and promote such design during the implementation of their solutions.   

This paper addresses this gap by examining the following research questions: 
• What conditions affect the potential for user-oriented design in the context of generic enterprise 

software implementation? 
• What implications do these conditions have for vendors who want to promote user-orientation 

during implementation of their solutions? 

We explore our two questions based on data collected through an ongoing engaged research project 
(Li, 2019), where we collaborate with a generic health software vendor and a set of implementation 
specialist groups (ISGs). The ISGs are independent consultancy firms that specialize in implementing 
the software for user organizations. The software solution, named DHIS2, is designed to support 
collection, and use of routine health information within organizations such as health ministries and 
non-governmental organizations. During the last two decades, the software has been implemented to 
serve a range of health-related use-cases and is now used by organizations in more than 80 countries. 
These user organizations have different practices and needs that, in many cases, would be best 
supported by IT solutions with custom functionality and user interfaces. Due to differences in needs, it 
is challenging for the vendor to design generic functionality and user interfaces that are considered 
usable and relevant across the vast audience of user organizations. A strategy the vendor increasingly 
pursues is that of supporting design and innovation based on specific organizational needs during 
implementation-level design. Part of this strategy is to make the solution configurable and extendible, 
and promoting the use of user-oriented approaches to design by the ISGs specializing in implementing 
it. In our work, we have, however, found that there are several conditions that make the 
implementation of a generic solution a challenging context for user-oriented design.  

The rest of the paper is organized in the following manner: We first look at existing literature related 
to user-oriented design in the context of generic enterprise software implementation. We then describe 
our research approach before we present our analysis, where we examine the process of 
implementation-level design and challenges related to user-oriented design. In the discussion chapter, 
we articulate and discuss three conditions and their implications on vendors who seek to support and 
promote user-oriented design during implementation of their solution. 
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2 Related Research 
The literature on user-oriented design in the context of generic enterprise software design and 
implementation is scarce, but with a few exceptions. We will first define what we mean by “user-
oriented design" before turning to generic enterprise software implementation as a context for design.  

2.1 User-oriented design 

We employ the term ‘user-oriented design' to refer to approaches to designing systems and 
technologies that orient the design process around the end-users needs and well-being, with the aim of 
making systems that are perceived as usable and relevant. A myriad of such approaches is 
conceptualized in IS and HCI literature. Readily available examples include User- or Human-Centered 
Design (Gulliksen et al., 2003; D. Norman, 2013), Participatory Design (Simonsen & Robertson, 
2012), Activity-Centered Design (Gay & Hembrooke, 2004), Socio-technical Design (Mumford, 
2006), and Usability Engineering (Nielsen, 1994; Rosson & Carroll, 2002). Although all are oriented 
towards the end-users of technology, they vary with regards to the ends and means of doing so, and the 
scope of what is to be designed (Kujala, 2003). For instance, Participatory and Socio-technical design 
are based on the idea that end-users should be involved in the decisions regarding the technology to be 
used in their work. Hence, a key aim of the process is to empower workers by giving them a voice in 
the design process. Means to achieve this naturally rely heavily on involving users in decisions 
regarding the IT project (Mumford, 2006; Simonsen & Robertson, 2012). In contrast to Participatory 
Design, the primary end of User-Centered Design is to build technology that is usable and relevant for 
end-users. Means of doing so do not necessarily include involving end-users in all decisions regarding 
the project, but often instead focus on understanding their existing practices and needs through 
interviews, observation, and iterative, evolutionary prototyping and evaluation (Norman, 2013; 
Norman, 2005).  

Albeit differences in the ends, means, and scope of various user-oriented approaches to design, they 
share some key principles: 
1. The features of technology are designed based on an understanding of the practices and needs of 

end-users in concrete contexts. Objectives of the design process are to establish ‘what is the right 
thing to build’ i.e., fundamental questions about the IT artifacts form and function, and ‘building 
the thing right’, i.e., defining the right form of the artifact (e.g., user interfaces, functionalities) 

2. Iterative design and development with evolutionary prototyping and frequent end-user evaluations 
of form and function. Prototyping should ideally start with low-fidelity prototypes to ensure that 
the project avoids committing to a specific solution at an early stage. Rather, problems and 
multiple potential solutions are explored as the project evolves.    

3. Emphasis on understanding the practices of and/or involving end-users in the design process, 
either in an informative role (as in User-Centered Design), or as active participants in fundamental 
decisions about the project and the artifact(s) of focus (Damodaran, 1996).  

These principles form the basis for our understanding of user-oriented design. Accordingly, what we 
seek to identify in this paper are conditions that affect if, or to what degree, processes following these 
principles can take place. While many different user-oriented approaches to design are conceptualized, 
existing literature focuses little on the conditions that must be in place for such design processes to 
unfold (Baxter & Sommerville, 2011; Edwards et al., 2010; Svanæs & Gulliksen, 2008; Zahlsen et al., 
2020). For instance, as noted by Svanæs & Gulliksen, (2008), the two ISO standards describing how 
user-centered design should be carried out “describe an ideal situation where there are no obstacles to 
UCD, except for a possible lack of skills at the developer side. Although the two ISO standards on 
UCD are very useful as reference frameworks and ideals, they do not deal with the heterogeneous 
nature of real-world UCD projects, and the potential obstacles to user-centered design.” A few 
studies report how the ‘boundary conditions’ (Zahlsen et al., 2020) of the context where the design 
process takes place strongly impact the form of ‘user-orientedness’ that is relevant and possible. Such 
boundary conditions include internal factors in the developer organization, such as their structure, 
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software engineering practices, and 'usability maturity' (Earthy, 1998). Further, it may include aspects 
of how the project is structured with its actors, defined goals, and expected process (Martin et al., 
2007). Others argue that a significant challenge is that user-oriented approaches are incompatible with 
widely used software engineering methodologies (Baxter & Sommerville, 2011). 

2.2 Enterprise software implementation as the context of design 

The development and implementation of generic enterprise software as a context of design differs 
from that of bespoke development (Li & Nielsen, 2019), often assumed by user-oriented approaches 
(Edwards et al., 2010). On the generic level of design, the vendor deals with significantly diverse and 
potentially incompatible needs when attempting to support a large audience of organizations (Sia & 
Soh, 2007). Design is reported to unfold as a process of aligning the needs of organizations seen as 
strategically important (Gizaw et al., 2017; Pollock et al., 2007), while neglecting needs that are 
relevant to only one or a few (Koch, 2007; Sia & Soh, 2007). Implementing the software into a 
particular user organization can be seen as another level of design, which we here refer to as 
implementation-level design (Li & Nielsen, 2019). During this process, the solution is configured and 
possibly extended according to the particular circumstances of the user organization (Sommerville, 
2008). However, implementation-level design is based on the features and adaption capabilities of the 
generic solution, which do not provide endless flexibility for local adaption (Martin et al., 2007). 
Instead, the solutions are often adaptable in specific ways, dependent on the configuration facilities 
embedded by the vendor (Bertram et al., 2012). When generic features and adaption capabilities fall 
short, the source code of the software may be modified, but with the costs of additional work related to 
upgrading the software to new versions provided by the vendor (Hustad et al., 2016; Sestoft & 
Vaucouleur, 2008). 

Research on user-oriented design in the context of generic enterprise software design and 
implementation is scarce, but with some exceptions. A few studies explicitly discuss user-oriented 
approaches such as User-Centered Design (Vilpola, 2008) and Participatory Design (Magnusson et al., 
2010; Pries-Heje & Dittrich, 2009) as means of driving implementation-level design processes. 
However, these studies are more concerned with the use of such approaches to increase the user 
acceptance of the generic solution, rather than using them as the engine to design and innovate IT 
solutions based on insights into the end-users’ particular practices and needs. There are few reflections 
on the conditions that affect the potential for conducting user-oriented design as we defined it in the 
previous section. Other studies discuss how design flexibility, as touched upon above, is a key 
challenge when addressing issues of usability and end-user relevance in implementations (Martin et 
al., 2007). Also, extendible platform architectures have been discussed as enabling “local” user-
oriented design during implementation, as it allows custom applications to be built on top of the 
generic solution to address implementation-specific needs (Roland et al., 2017). Supporting custom 
app development also appears as a strategy followed by prominent vendors such as SAP to facilitate 
design and innovation during implementation of their widely used ERP solutions (Farhoomand, 2007; 
SAP Fiori, 2020) 

To summarize, existing research emphasizes the importance of user-oriented approaches to design. 
Yet, one of the most common means of introducing technology in organizations is by implementing 
generic software solutions. We see the relatively limited knowledge on user-oriented design in the 
context of implementation-level design as an important gap in existing research.  

3 Research Approach 
We report from an ongoing engaged (Mathiassen & Nielsen, 2008; Van de Ven, 2007) research 
project (Li, 2019) where we collaborate with a software vendor – referred to as the ‘core team’ and a 
set of implementation specialist groups (ISGs). First, we briefly introduce some key information about 
the software solution and actors of focus before describing our methods for data collection and 
analysis.  
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3.1 Case – DHIS2, the core team, and the ISGs 

We follow the generic health information software DHIS2. The “core team”, situated in Oslo, Norway, 
is in charge of designing, developing, and maintaining DHIS2 as a generic solution. The DHIS2 is 
used by a diverse audience of organizations across more than 80 countries. In its primary use case, 
DHIS2 supports the collection, storage, and presentation of health management information. Due to its 
flexible and configurable data model, it is increasingly implemented for use in domains beyond health 
management, such as logistics management and education management. The generic solution 
comprises a software “core” with a configurable data model, and a set of “generic apps”. The apps 
provide functionality and user interfaces that support activities common among end-users across 
implementations. Examples are reporting data and displaying information in reports, graphs, and 
maps. The core team decides what features to include in the generic solution by identifying shared 
needs across the user audience. Their means of doing so is beyond the scope of this paper. To support 
the adaption of the software when implemented in specific organizations, the core team embeds an 
array of configuration facilities into the software. This allows specific implementations to define 
certain aspects of the solution according to their particular circumstances. Examples include what data 
to report, when, where, and by whom, and how this data is to be presented in graphs, maps, etc. The 
generic solution is also extendible, meaning that so-called “custom apps” can be developed during 
implementation to extend the functionality and user interfaces beyond what is provided by the generic 
apps. 

The ISGs we collaborate with in our study are independent consultancy firms that are contracted by 
(future) user organizations. Together they configure and extend DHIS2 according to their particular 
needs. The inner team of the ISGs typically includes what is called "implementers" in charge of 
working with the organization to identify their requirements and configure DHIS2 accordingly. The 
ISGs often also have a group of developers that build custom apps when needed.  

3.2 Data collection and analysis 

Our collaboration with the core team and the ISGs involves both diagnostic and interventionist 
research, and is interpretive in nature (Klein & Myers, 1999). As DHIS2 experiences increasing 
adoption by user organizations with diverse practices and needs, the usability and relevance of the 
generic solution is becoming an increasing concern. With this problem as the basis, we started 
exploring the nature and challenges of designing (with) DHIS2 during implementation. Our 
engagement started by participating as ‘attached insiders’ (Myers, 2019; Van de Ven, 2007) in a large 
implementation project in India together with an Indian ISG from August 2018 – November 2019, 
where we tried to address various usability issues that had been documented in the implemented 
DHIS2 solution. We participated in meetings (6), and in planning-activities, and conducted interviews 
(8) with stakeholders in the user organization, and the ISG team. Engagement in this project gave us 
insights into the process of implementation-level design and highlighted several challenges forming 
the basis for the findings presented in this paper. For instance, challenges found relate to how the 
defined scope of the project, and the mandate of the ISG therein restricted the relevance of and ability 
to interact with end-users to diagnose usability issues.  

To get a richer understanding of the broader DHIS2 implementation practices beyond the Indian ISG, 
we continued to explore the nature of implementation-level design of DHIS2 by visiting three ISGs in 
Tanzania, Mozambique, and Malawi from May 2019 to January 2020. During these visits, which 
typically lasted for one week, we conducted interviews with implementation experts (6) and software 
developers (4). The interview subjects had 3 – 12 years of experience with DHIS2 implementation. 
We also arranged focus groups (3), including the whole or most of the ISG teams (6 – 12 participants) 
at their offices. The aim during interviews and focus groups was to understand the implementation-
level design process, what activities it constitutes, and if, how, and when the design process is (not) 
oriented towards end-users. From March – November 2020, we also conducted interviews (4) with 
implementers and developers over Zoom with ISGs in the United States and Uganda, also focusing on 
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the process of implementation-level design and user-orientation in the activities it constitutes. 
Engagement in India, combined with interviews and focus groups with other ISGs allowed us to 
identify the common traits and differences between implementation practices and projects, and a 
variety of challenges they face related to user-oriented design. The findings are used as a basis to 
inform further diagnostic activities, and potential interventions in future phases of the research project. 
Data is collected and analyzed concurrently in our project. Data is documented through field notes 
(during participant observation and focus groups), transcriptions of interviews, and documents 
collected in the document analysis. An overall research diary is kept throughout the process, 
summarizing patterns and findings relevant to the various (and developing) research questions. The 
analysis is abductive in nature (Tavory & Timmermans, 2019; Van de Ven, 2007), comprising cycles 
of inductive analysis of empirical data (e.g., coding and developing themes related to practices and 
challenges which are presented in the case analysis chapter), and identifying similar phenomenon and 
related concepts in relevant IS literature (e.g., design and implementation of generic enterprise 
software, user-oriented design, enterprise software ecosystems).  

4 Case Analysis 
We now turn to our analysis of implementation-level design as a context for user-oriented design. We 
begin by looking at how the process unfolds, before we highlight some key challenges.  

4.1 The process of implementation-level design 

A typical implementation-level design process starts when the ISG is awarded a contract for a project 
following a tender process. The initial negotiation of how the project will be configured begins 
between the user organization, the ISGs, and potentially other involved actors. What we here name the 
‘project configuration’ refers to how the project is defined in terms of the scope of the problem to be 
addressed and potential solution(s), structure and process of the project, and the mandate of different 
actors therein. The starting point in many projects is that an organization already has an existing 
digital or paper-based (or partly both) information system that supports the collection and presentation 
of some sort of data, often related to health management. The aim of projects of this kind is to design a 
coherent digital system based on DHIS2 to replace paper-based data reporting tools and by integrating 
various fragmented systems. Although the process of implementation-level design varies between 
ISGs and projects, we highlight five activities that typically make important parts of the process. 
These are illustrated in Figure 1, and we will use these to structure the first part of our analysis. We 
stress that these are not discrete steps of a linear process but rather activities that can be enacted 
several times, in various order, and often concurrently.  
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Figure 1. Five key activities part of the implementation-level design process of the ISGs 

4.1.1 Initial negotiation of project configuration 

Already in the initial negotiation of the project configuration, the generic features of DHIS2 play an 
important role in guiding and framing the discussions of the shape and form of the software solution 
for the particular user organization. The ISG tends to rapidly set up a running demo of DHIS2, 
including some configurations that show how the system could look and behave in the respective user 
organization. The ISGs explain that this is beneficial as it allows them to establish realistic 
expectations and show quick results early on, through what, at least, appears as a fully working 
prototype.  

If, how, and which end-users are to be involved in the process is also partly established in the initial 
project configuration. Some ISGs explain how they push for making visits to health facilities and 
involvement of users in evaluations of the system part of the agreed implementation process. The 
relevance of engaging with end-users is often something that has to be advocated to the project 
managers of the user organization. For instance, the Mozambique ISG lead explains how he sees him 
and his team as “fighting the battle on behalf of the end-users”, when negotiating if, when, and how 
end-users should be consulted and involved in the implementation process. In Malawi, they often try 
to negotiate the User-Centered Design methodology (as defined by the ISO standard) as a formal part 
of the implementation process. In contrast, other ISGs are not particularly concerned with promoting 
user-oriented activities, and prefer to primarily rely on communication with the project managers of 
the user organization. An implementer within one of the ISGs that falls under the latter category 
explains that user involvement is “painful” as the end-users seldom “agree” with the prototypes they 
show them. More so, he argues, users “often quit their job even before the solution is launched 
anyway”. The implementer explains how he sees end-user interaction as more about convincing the 
users to use the system, rather than for the end-users to give feedback for improvements – “it’s the 
[top level project managers] who decide anyway, it's them we have to please”. He further explains 
that in the case of doing end-user interaction such as going to health facilities to talk to users, it's 
mainly when the project managers of the user organization ask for it explicitly.  

4.1.2 Requirements gathering 

The nature of how requirements are gathered and the role of the ISG in this activity differs 
substantially between projects. In some projects, the ISG only acts as a "technical partner" and merely 
a receiver of requirements defined by the user organization themselves or other consultancy firms. In 
other projects, the ISGs may be responsible for collecting, and defining the requirements throughout 
the development process. In the latter case, there is some variation among the ISGs and the projects on 
how requirements are collected and established. Some ISGs express the importance of doing extensive 
visits to the end-users' context, to “map out current practices, tools, infrastructural conditions” 
(Mozambique implementer), and other relevant aspects. As articulated by one implementer, “If you’re 
not doing it [field-visits], you go in blind [to the development process] […] you need to understand the 
context”. Others rely exclusively on communication with project managers of the user organization.  

Albeit differences in the means of requirements gathering, it is striking how similar the requirements 
gathering activity is in terms of what the ISGs look for. Either when visiting end-users in their context, 
and/or communicating with project managers, the focus is almost exclusively directed towards: 
• what data is currently and/or in the future is to be reported, how and by whom  
• what data is currently and/or in the future is to be used, how and by whom 

"We identify the data elements, then we try to implement the data outputs and present them to the 
client […] We iterate between input and output several times" (Implementer India ISG).  
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The findings are documented along the requirements gathering process, and will normally be followed 
by new negotiations of the project configuration together with the project managers of the user 
organization (e.g., updating objectives and timelines).   

4.1.3 Design and construction 

The design and construction activity involves prototyping and constructing a working IT solution 
based on the collected requirements. In essence, this is about identifying how requirements can be 
accommodated by the generic features of the DHIS2, and if any custom development is required. 
Since most needs within projects are addressed by configuring DHIS2, the software is often used as a 
working prototype throughout the design and construction process. Regular evaluations of the 
prototype with representatives from the user organization are commonly carried out during the process 
to evaluate and adjust how requirements are to be addressed in the solution. Few of the ISGs involve 
end-users in this iterative process, and rather rely on frequent communication with the project 
managers of the user organization. A large portion of the process internally within the ISGs’ technical 
team is to discuss how to configure the data model to best support the required data input and output. 
The configuration facilities of DHIS2 are described by the ISGs as highly supportive in this process, 
allowing for easy definition of organizational hierarchies, data elements to be collected, the layout of 
the reporting forms, and the various forms of data presentations that are needed.  

When requirements and needs warrant changes or additions to functionality and user interfaces, the 
source code of the generic apps could be customized, resulting in a custom app for the specific 
implementation. Also, custom apps may be built from scratch. Through customization of generic apps, 
or by developing apps from scratch, the ISGs thus have extensive flexibility to shape and extend the 
generic features of DHIS2 with novel functionality and user interfaces. However, what typically limits 
the use of this flexibility is that it is costly to develop the apps (i.e., writing the code, designing the 
user interfaces, etc.) and maintaining them over time. An implementer reflects on this with an example 
from a recent project, where several modifications to the functionality and user interfaces were 
wanted, but avoided: «If we had started to do modifications [to the generic features], we had lost the 
ability to update. That is, the benefit of being on the platform, and then you’re suddenly alone. It gets 
difficult to update, and you cannot be part of getting new features together with the others.» 

4.1.4 End-user training and Go-live 

ISGs tend to play a key role in end-user training. Users are gathered in workshops where they are 
trained to use the constructed solution. Some ISGs describe the activity as one of training and 
“convincing” the end-users in using the solution. Others regard the experiences from the trainings as 
valuable learnings related to the usability of the solution. Issues discovered may be addressed through 
more design and construction work. In this case, discoveries that could warrant more design and 
construction would often require a renegotiation of the project configuration. Finally, the solution is 
introduced for use in the organization, either starting with a small pilot with a few use-sites, or by 
introducing the solution to the whole organization all at once. The role of the ISG seldom ends here, 
and instead continue with maintaining and improving aspects of the solution, or providing 
"refreshment training" of end-users for several years to come. The further development of the system 
forms new cycles of the five activities outlined.  

4.2 Some prominent challenges related to user-orientation 

We now highlight some prominent challenges that came up during data collection and analysis.  

4.2.1 Balancing flexibility and predictability 

Fundamental to user-oriented design is that end-user practices and needs should inform the solutions 
being built. The understanding of the problem(s) end-users face, and potential solutions to these 
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should thus evolve as the process is carried out. For this to be possible, there must be some flexibility 
in the project to (re)define requirements based on issues and needs that are discovered along the 
process. On the other hand, several of the experienced ISG implementers explain that too flexible 
scopes could end up with “scope creeps” where emerging requirements make the project 
unmanageable. A major challenge for the ISGs is thus to balance flexibility versus predictability in the 
scope and requirements for the projects. Flexibility is needed for user-oriented processes where 
problems and solutions are explored as the process evolves, while predictability in terms of what the 
client organization will get out of the process, and the person-hours and workload it implies for the 
ISG is important. In many projects, most or all the requirements are defined and agreed upon in detail 
prior to any design and construction is initiated, and before any end-users are exposed to prototypes or 
even consulted regarding their practices and needs. A Mozambique ISG implementer reflects on a 
project: “all requirements were defined from the outset – we had no room for requirements to emerge 
during the process”. At the other end of the spectrum, some ISGs have worked with projects that are 
very flexible, as explained by the Malawi ISG lead: “Sometimes they [the user organization] don’t 
know what they want, but they know that they want something … this gives us more room to negotiate 
how the process should look like, and for the solution to emerge over time”. The concern in the latter 
situation is that the flexibility might as well be misused by the managers in the user organization to 
“constantly change and expand the scope” (India ISG implementer) of the project. Flexibility might 
end up being exploited by project managers rather than providing room for problems and solutions to 
be explored and emerge over time through end-user interactions. 

Some of the ISGs explain their strategies for dealing with this. The Mozambique ISG lead tells how 
they typically start with a rather strict and defined scope, but as the project moves along and needs that 
can be translated into useful features in DHIS2 are identified, he works to sell these ideas in to the user 
organization and expand the project scope “bits by bits”. As he articulates, “it’s up to [him/them] to 
push to expand the scope based on opportunities along the way”. The Malawi ISG lead explains that 
during negotiation of the project scope and their mandate, he attempts to define “some pockets for 
refinement of requirements” along the process. 

4.2.2 “Convincing” user organizations of the need for end-user inquiries 

A challenge reported as common by the ISGs is that the user organization’s IT project managers do 
not appreciate the relevance and importance of end-user-oriented activities in the implementation 
process. And more so, what it will involve in practice. As explained by the lead implementer in the 
Mozambique ISG, in many of their projects, “the agreement with [the clients] often do not allow us to 
go to the field”, or the budget limits user interaction activities. She explains that they sometimes 
finance field trips themselves, and hope that the findings will feed into new innovations that can be 
negotiated into the project at a later point. The project we were involved with in India provides an 
illustrative example. We requested the client managers for access to visit health facilities to observe 
and interact with end-users to better understand their practices, challenges, and needs. We wanted to 
use this information as basis when working to address usability challenges reported by the user 
organization. Our request did, however, meet significant resistance from the client. One of the IT 
project managers of the user organization explained his hesitation: “I feel it is more important that the 
[team of researchers and India ISG] support on the technical part - solving the problem, rather than 
understanding more problems”. At the time of our inquiry, the project also suffered from many 
technical challenges, e.g., related to server performance. From a purely technical viewpoint their 
concern makes perfect sense. Yet, it illustrates a lack of knowledge – and sufficient clarification from 
our side on the relevance of working with end-users when addressing challenges related to usability. 

4.2.3 The gravity of the generic features and adaption capabilities 

To win contracts for projects, it is imperative for the ISGs to be competitive in terms of project costs. 
The ISGs aim to limit costs by leaning on the generic features of DHIS2, for which development and 
maintenance costs are taken care of by the core team in Oslo. This means that many needs and 
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opportunities for innovation are deemed too costly to implement in the solution, if not possible to 
support with readily available generic features. An experienced implementer illustrates the challenge 
through an example from a prior project: “They had contracted an interaction design agency to design 
the app without thinking about DHIS2. They had many great thoughts and ideas, but which was based 
on having blank sheets. In reality, we had to take tracker [DHIS2 generic module] as a starting point 
[…] in the end; we didn't use much of the design made by the interaction designers." 

More so, what is striking is how the generic features of DHIS2 play an important role in the 
negotiation of the project, the requirements gathering process, and the design and construction activity. 
In all of these activities, the focus shifts between what is needed in the particular context, and what is 
possible with the generic features and adaption capabilities of DHIS2 within the given budget and 
expectations defined in the project configuration. For experienced implementers, their knowledge of 
the features of DHIS2 forms a lens throughout the project, which seems to direct their attention 
towards aspects readily configurable, while drawing attention away from what is not. This is why the 
requirements gathering process in many cases only orients around data input and output needs – this is 
what can easily be configured using the configuration facilities. As articulated by a Ugandan 
implementer, through the whole process, they "always think in terms of DHIS2 features and how to 
map the requirements to these". Not only does this affect what the ISGs look for in the requirements 
gathering process, and what is built during the design and construction phase, but also how projects 
are configured in terms of the process, and goals of the projects. 

The ability to develop custom apps significantly extends the space for design and innovation of 
functionality and user interfaces. This is, however, costly in terms of development and maintenance 
and must hence be an explicit part of the project configuration, either upfront, or negotiated as the 
process moves along. This is not straightforward as DHIS2 often is sold in as a ready-to-use solution. 
Many ISGs tend to avoid custom app development altogether, as articulated by an implementer: “We 
have developed an eye for what is for us and what is not. This makes us avoid getting into projects 
beyond what [the generic] DHIS2 can handle”. Being more experienced in app development and 
negotiate custom development as part of the projects may expand the possibilities that the ISGs see in 
the given implementation, and hence also expand the space for user-oriented design and innovation. A 
Tanzania developer reflects on this: “building apps force us to look at other aspects, such as the kinds 
of layouts and functionality that best will support the user”.  

5 Discussion and Conclusion 
We started out with the following two research questions: 1) What are conditions that affect the 
potential for user-oriented design in the context of generic enterprise software implementation? And 2) 
what implications do these conditions have for vendors who want to promote user-orientation during 
implementation of their solutions? 

We will first address the first question by articulating and discussing three conditions we see as 
prominent in our analysis before addressing the second by discussing their implications for vendors.  

5.1 Three conditions for user-oriented design  

Based on our examination of the implementation-level design process and the ISGs reflection on their 
practices and challenges, we define three conditions we see as fundamental to the potential for user-
oriented design. We argue that the conditions represent what prior literature refers to as boundary 
conditions of the context of design (Zahlsen et al., 2020) in generic enterprise software 
implementations. The conditions are summarized in Table 1, and discussed below.  

First, how projects are configured in terms of their scope, structure, and mandates affect the potential 
for user-oriented design. We see several examples in the analysis of challenges related to this 
condition, including the issue of balancing flexibility and predictability, and that of convincing the 
user organization of the relevance of user-oriented design. Many of the implementation projects have 
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the primary aim of replacing existing paper-based systems. Within such a scope, there might not be 
much flexibility to explore and address challenges beyond that of what data is to be collected and how 
this should be presented. We see similar examples in other research, for instance, reporting how ‘the 
contract’ strongly affects the possibility to address usability problems, and if, how and when users are 
involved during implementation-level design (Martin et al., 2007). 

 
Condition Description 
The project configuration The scope and structure of the project affects the relevance of and 

possibility to conduct user-oriented design 
The implementation-level design 
practices of the ISG 

If and how the practices (i.e., the “usual way of doing things” (Schatzki, 
2019)) of the ISG is geared towards advocating, negotiating, and 
conducting user-oriented design. 

The features and adaption 
capabilities of the generic software 
solution 

The features and adaption capabilities of the generic software shape both 
the process and the product of implementation-level design 

Table 1. Three conditions affecting the potential for user-oriented design during generic 
enterprise software implementation 

Second, we see significant variation in the motivation for and competence in conducting user-oriented 
design in the ISGs. While some see themselves as “fighting the battle on behalf of the users”, others 
prefer to avoid interaction with end-users during the process. This is possibly the most discussed 
obstacle to user-orientation in existing literature where low “usability maturity” of the development 
organization has been pointed out as a frequent challenge (Ardito et al., 2014; Earthy, 1998; Svanæs & 
Gulliksen, 2008). However, our study points to the importance of not only being motivated and able to 
conduct user-oriented design, but to negotiate it into the project configuration. We see some examples 
of how experienced ISGs are able to negotiate for flexibility to incorporate solutions to end-user 
challenges, even within rather strict project scopes. 

Finally, the features and adaption capabilities of the generic software represent a powerful condition in 
our case. As discussed in existing literature, it largely determines what can be built within the financial 
bounds of the implementation project (Martin et al., 2007; Mousavidin & Silva, 2017; Sommerville, 
2008). Beyond what is discussed in the literature, our findings indicate that the (limited) flexibility of 
the software not only affects what is built during the design and construction phase. Rather the 
‘gravity’ of the generic features and adaption capabilities of the generic solution shapes how projects 
are configured in terms of scope and structure, and it acts as a lens during the requirements gathering 
process. As a lens, the features and adaption capabilities bring attention to the aspects that are 
supported and can be configured in the solution, while directing attention away from the aspects that 
cannot. If the adaption capabilities, as in the case of DHIS2, primarily orients around what data can be 
reported and how it is presented, this inevitably will be the major focus of the design process, leaving 
other aspects such as novel functionality and user interfaces in the dark. Aspects of the context of use 
and end-user needs that go beyond what is readily available might be deemed too costly to implement, 
or even overlooked as the software frames what to look for.  

Prior literature discusses how the implementation-level design process is mainly about changing the 
organization according to the features of the generic software (Kallinikos, 2004; Martin et al., 2007; 
Vilpola, 2008). A more accurate description based on our findings is that the features and adaption 
capabilities shape the kind of design and innovation that takes place in the implementation-level 
design process. It directs attention towards practices, needs, and challenges within the specific user 
organizations that can easily be addressed with generic features, and leaves other aspects in the dark. It 
thus enables certain types of design and innovation, while constraining others. Where the generic 
solution directs focus seems to be manifested in the practices of the ISGs, how projects are configured, 
and the focus of requirements gathering. 



Li / ES Implementation as Context for User-Oriented Design  

Twelfth Scandinavian Conference on Information Systems (SCIS2021), Orkanger, Norway. 12 

 

5.2 Implications for vendors 

We now address our second research question by discussing the implications of the three identified 
conditions for vendors who work to promote user-orientation during implementation of their solutions. 
Literature report that vendors increasingly work to support and promote design and innovation beyond 
their own boundaries (Foerderer et al., 2019; Wareham et al., 2014). For instance, SAP appears to 
invest significant resources in supporting and promoting design and innovation based on the specific 
needs of user organizations. Their book ‘Design Thinking with SAP’, and a plethora of resources 
directly aim to cultivate user-oriented design practices among their partner organizations (the 
equivalent to the ISGs in our case) during implementation-level design (SAP Fiori, 2020). In their 
words, the aim is to bring implementation-level design with SAP from ‘digitization’- to ‘digitalization’ 
projects (Prause, 2020). We thus argue that these implications are relevant to vendors of generic 
enterprise software beyond DHIS2, and other participants within such ‘ecosystems’ (Dittrich, 2014; 
Foerderer et al., 2019; Rickmann et al., 2014) or ‘design networks’ (Koch, 2007). 

5.2.1 Implications for Capacity building  

To support and promote user-oriented design, the simple advice of “involve the end-users" as, for 
instance, seen in the Principles for Digital Development (digitalprinciples.org, 2019), and promoting 
generic methodologies such as User-Centered Design is not sufficient. Rather, the methods and 
approaches promoted must be apt for integration into the existing practices of the ISGs. The conditions 
affecting the potential for various forms of user-orientation must be considered in this work. In our 
project, our studies of how implementation-level design of DHIS2 unfold provide a fruitful basis for 
developing methods and guidelines that are mindful of the actual context of where they will be used.  

One aspect of this, stressed by prior literature, is building motivation and competence to conduct user-
oriented design (Ardito et al., 2014). However, in our analysis, we see that the ability to advocate and 
negotiate user-oriented design as part of the project configuration is as relevant. In our analysis, we 
see some interesting examples of strategies employed by some of the representatives of ISGs. For 
instance, the lead of the Mozambique ISG seems to possess valuable skills in negotiating for user-
oriented innovation to emerge, even within inflexible project configurations. Vendors and researchers 
alike should seek to learn from such experiences and skills to build capacity for others to follow. As 
projects and ISG practices differ, promoting one method or process to fit all would be of limited value. 
In our project, we have initiated the development of a design method toolkit, taking into consideration 
different types of project configurations, and the specific features and adaption capabilities of DHIS2. 
This will provide ISGs with user-oriented methods that are realistic to integrate into their projects and 
sensitive to the design flexibility they face with DHIS2. The toolkit aims to build capacity both for 
conducting and negotiating user-oriented design in implementation projects. 

5.2.2 Implications for Software Design - building the ‘right’ design space 

We see that the features and adaption capabilities of the generic solution largely affect the focus and 
outcome of the implementation-level design process. This means that the vendor, through the features 
and adaption capabilities of the generic software solution, shapes what is to be of focus, and what can 
be built during implementation-level design (Bertram et al., 2012; Mousavidin & Silva, 2017). If 
limited and rigid, the configuration facilities may constrain the innovative capacity of implementation-
level design, reducing the process to a standardized ‘set-up and install’ procedure. This could have 
dire consequences for design and innovation, and brings resemblance to cautions made by Kallinikos 
(2004) regarding the effects of rigid IT systems: 

Coping with urgent and ambiguous situations often presupposes the ability of responding innovatively 
to these situations. Such an ability in turn is inextricably bound up with the capacity of 
reading/framing such situations properly. Rigidly dissociated from framing, action loses its intentional 
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component and tends to degenerate to mindless procedure of execution that may have devastating 
consequences (Kallinikos, 2004, p. 23) 

Inflexible generic enterprise solutions may as such impede valuable IT innovation that could have 
emerged based on particular user needs within the organization. Implementation-level design is 
reduced to a ‘mindless procedure of execution’ rather than serving as an engine for user-oriented 
design and innovation. On the other hand, greater flexibility may introduce development and 
maintenance costs for the individual user organization. If costs are too high, as seen related to custom 
app development in our case, they may not utilize this flexibility. This represents a challenge but also 
an opportunity. Given the 'right' features and adaption capabilities, generic solutions can be a fruitful 
enabler of design and innovation and even be designed to direct attention to aspects of importance to 
secure usability and relevance for end-users. Platform architectures that give a basis for custom app 
development seem to be relevant regarding this (Farhoomand, 2007; Foerderer et al., 2019; Roland et 
al., 2017). However, means of providing flexibility while keeping costs of utilizing it minimal must be 
found. In collaboration with the DHIS2 core team, we are currently exploring resources that may 
reduce the efforts needed to develop custom apps. Measures that we explore include user interface 
libraries, and web components that support designers in assembling apps faster, and which leaves the 
costs of maintaining the components in the hands of the core team. The ideal result is a space for 
design that is generative (Bygstad, 2017; Msiska & Nielsen, 2017), yet considered sufficiently ‘cheap’ 
to utilize. Overall, the aim is to offer a ‘design infrastructure’ of software features that can be 
configured and extended to drive and support user-oriented design and innovation. Technical 
flexibility is seen in relation to the method toolkit and other resources building capacity and giving 
support to the process of implementation-level design. 

5.3 Contributions and Concluding Remarks 

In this paper, we have explored conditions for user-oriented design during implementation of generic 
enterprise software solutions. The contributions of the paper lie in a) our empirical insights into an 
increasingly relevant yet little explored context for designing IT, and b) our conceptualization and 
discussion of three conditions with implications for vendors who want to support and promote user-
oriented design. We find many of the same challenges underlying our three conditions in existing 
studies, including studies focusing on bespoke software projects. It is possible to argue that the three 
conditions we identify are general to any IT project, regardless of being based on a generic enterprise 
software solution, or if building solutions bespoke. Our findings may, as such, also be relevant to the 
stream of literature around boundary conditions for user-oriented design in general (Edwards et al., 
2010; Zahlsen et al., 2020). Yet, the implementation of generic enterprise software differs from 
bespoke software development. A core project aim is to limit costs of custom development and 
maintenance by relying on generic features designed and maintained to be used across many user 
organizations. Our analysis shows how the “gravity” of the generic software solution pulls on the 
process of negotiating the project configuration, and the generic features and adaption capabilities act 
as a lens throughout the implementation-level design process. We argue that the conditions and their 
implications are relevant to researchers and practitioners engaged with the design of generic enterprise 
software (Bansler, 2021; Koch, 2007; Mousavidin & Silva, 2017; Pollock et al., 2007), and enterprise 
software ecosystems (Foerderer et al., 2019; Wareham et al., 2014). 

Our study is limited to examining the practices and challenges related to user-oriented design during 
implementation within one software ecosystem. Studies focusing on the same aspects in other software 
ecosystems and implementation projects could be useful in elaborating and modifying the conditions 
and implications presented in this paper. Particularly, following ongoing implementation projects, or 
examining projects deemed as particularly successful could provide valuable findings. 

To conclude, many prominent generic enterprise solutions have a rusty reputation of being difficult to 
use and constraining the flexibility for user organizations to design and innovate IT based on their 
specific needs (Berente et al., 2019; Kaipio et al., 2017). While our study identifies challenges that 
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partly concur with this picture, we also see great potential for generic enterprise software solutions as 
supporting (as opposed to constraining) user-oriented design and innovation. Our study points towards 
that vendors may get rid of the rusty reputation of their generic solutions by seeing the aim, not as to 
develop a ready-to-use solution. Instead, the aim could be seen as to provide resources for a ‘design 
infrastructure’ supporting efficient user-oriented design and innovation during implementation into 
specific user organizations.  
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