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Abstract

Access control plays a crucial role in providing security and privacy in e-Health
systems. Attribute-Based Access Control (ABAC) is a fine-grained, dynamic
access control model that has several advantages over the traditional access
control models. ABAC works based on the attributes of the subject, object,
action, and environment and is supposed to be the best fit for distributed
environments. However, as the mismatch between attributes in a distributed
environment like the e-Health domain is inevitable, ABAC is augmented
with semantic technologies, forming Semantic Attribute-Based Access Control
(SABAC), to take into account the semantic relationships between attributes.

Hitherto, a considerable number of SABAC schemes have been proposed
for different contexts. This dissertation performs a systematic literature review
on the existing SABAC schemes to identify different strategies for developing
SABAC as well as open problems towards an ideal SABAC.

One of the main problems of the access control systems is the fact that they
rely on a trusted reference monitor that not only can be easily bypassed, e.g., by
direct access to the data, but also restricts the scalability, as it should always
be online. This issue is addressed by proposing a cryptographic counterpart
for access control systems, e.g., Attribute-Based Encryption (ABE) for ABAC.
However, there is a lack of a cryptographic counterpart for SABAC. Hence, this
dissertation proposes the first Semantic Attribute-Based Encryption (SABE)
framework through the combination of ABE schemes and semantic technologies.
The proposed SABE framework is developed based on two different schemes
namely, Semantically-Enriched Key (SEK) and Semantically-Enriched Access
Structure (SEAS). Although SABE can be considered as a cryptographic SABAC,
obligations as an important feature of ABAC are missing in ABE (and accordingly
SABE) schemes. Obligations are meant to enforce extra constraints that cannot
be addressed using normal access control policies. Hence, this dissertation extends
ABE schemes with enforceable obligations based on the trusted hardware enclaves
provided by Intel Software Guard Extensions (SGX) to form an Attribute-Based
Encryption with enforceable OBligations (OB-ABE) scheme. The dissertation
also proposes a formal language for the specification of enforceable obligations
in OB-ABE. The proposed SABE-SEK, SABE-SEAS, and OB-ABE schemes are
implemented to evaluate their performances compared to the conventional ABE
schemes. The security of the proposed schemes is also formally verified using
the widely accepted formal verification methods and tools.

Another issue with ABAC and SABAC is the lack of a formal mechanism for
analyzing access control policies when authoring or integrating them. ABAC-
based systems basically address the inconsistencies between access control policies
at runtime (when making a decision) based on some combining algorithms
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Abstract

provided by the XACML standard. However, runtime conflict resolution
negatively affects the performance of the access control system. There are
also other properties for the access control policies that need to be analyzed.
Therefore, this dissertation proposes an approach to analyze the access control
policies using a process algebra, called mCRL2. The proposed approach analyzes
the completeness, consistency, and safety of the access control policies before
their deployment.
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Chapter 1

Introduction

Summary

This dissertation aims to address security and privacy challenges in e-Health
systems by proposing a secure access control mechanism for protecting resources.
This chapter first, in the motivation section, describes the necessity of e-Health
systems followed by some security and privacy challenges that may arise in
such systems. Since access control is a fundamental security mechanism and
Attribute-Based Access Control (ABAC) is a popular choice in e-Health systems,
the usefulness of ABAC and associated challenges when employed in e-Health
systems are also discussed. The motivation section ends with open problems that
are of interest to this dissertation. Accordingly, the research goals are formulated
and the employed research methods are described. Finally, this chapter provides
the outline of this dissertation.

1.1 Motivation

The growth of the aging population causes an increase in the rate of chronic
diseases such as diabetes, cardiovascular diseases, and mental illnesses. Such
diseases require long-term treatment with frequent hospital/clinic-based checkups,
which in turn induces excessive costs and stress on the patients due to the repeated
trips to the hospital. This causes significant adverse effects on the patient’s
quality of life [134]. Without regular monitoring and medical care, chronic
diseases can cause critical conditions for the patients. Therefore, developing a
system that can enable patients diagnosed with chronic diseases to receive remote
treatment at home is useful for both the patients and the medical infrastructure
(facilities, doctors, staff, etc.) [100]. Providing home-based long-term medical care
services for chronic patients has the potential of enhancing the quality of their
lives. Nowadays, information and communication technologies are increasingly
used in the medical sector to improve and facilitate health care delivery services.
For example, using e-Health services patients and doctors can access medical
services and information at any time and anywhere via the Internet [10]. Patients
without leaving home can obtain almost the same medical services as at the
hospital. Specifically, patients in rural areas are no longer required to travel
long distances to visit a doctor. The medical staff can remotely monitor the
health condition of the patients and physicians can treat patients in a remote
place at the right time and lower cost. Therefore, e-Health systems provide more
convenience for patients and reduce the patients’ expenses such as travel and
hospitalization costs. Besides, the patients’ medical records stored in databases
of medical servers allow doctors to provide more accurate diagnoses and prescribe
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1. Introduction

better treatments [136].
Security and privacy are very important issues in e-Health systems that

deal with the patients’ personal (health) information. Adversaries may launch
different security attacks aiming to breach security and privacy. For instance, an
adversary may try to get access to the patients’ medical information, which are
stored in the databases of medical centers (or cloud databases), and (illegally)
change them, which may lead to significant harm to the patients [10]. They may
also misuse such personal information and breach the privacy of the patients as
most patients do not want others (like business competitors or even relatives) to
have access to their health information (they prefer a high level of confidentiality
and anonymity). Therefore, the risk of using new services and applications should
be considered and proper security measures should be taken into account. Access
control plays a crucial role in providing security and privacy of information and
users in e-Health systems. Access control, as a fundamental security mechanism,
is part of the authorization process where the system checks the access requests
against policies to ensure that only authorized (legal) users get access to resources
in a system.

Since the seminal work of Lampson in the early 1970s [77], several access
control models have been proposed. One of the most promising access control
models is ABAC [62, 102], which provides fine-grained protection based on a
set of attributes and access control policies. ABAC is a successor of Role-Based
Access Control (RBAC) where the involved entities (e.g., subject or object) have
associated attributes that are used to provide access control. ABAC has several
advantages over traditional access control models such as Mandatory Access
Control, Discretionary Access Control, and RBAC, and has reached the maturity
of OASIS standards with the eXtensible Access Control Markup Language
(XACML) [8] and the Security Assertion Markup Language (SAML) [28]. Under
the ABAC model, there is no need to assign capabilities (access rights) to subjects
(e.g., users, groups, and roles) in advance. Upon receiving an access request,
the access decision would be made based on the attributes of the requested
object (resource), the attributes of the requester (subject), the conditions of the
environment (e.g., time of the day, authentication level, location), the attributes
of the desired action, and the predefined access control policies.

ABAC is a popular choice in e-Health systems because of the flexibility
given by the attributes and the way they cater for fine-grained access control in
emergencies [2, 52, 68, 92, 95, 109, 110]. Nevertheless, only a modest amount of
adoption can be seen in the Health & Home care IT solutions in Europe. Even
if in other industries RBAC can be enough, for medical data and processes the
ABAC and more granular extensions of it are desired due to the highly sensitive
and private nature of the information being accessed and the collaborative nature
of the work. ABAC can handle non-trivial access policies like for collaborative
access control, needed in e-Hospitals, where multiple subjects should be involved,
with varying attributes and roles. A classic example is when a Doctor needs to be
present (logged in) in order for a Nurse to perform a procedure. Detailed auditing
of health-care processes (like administering medicines, preparing operation rooms,
home visits) can be done using the notion of obligations in which the decision-
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point instructs the enforcement-point to first perform some audit/logging actions
before granting or denying access. Moreover, with the increased digitization of
health records and eRegistries (e.g., consider the new DNA banks), and smart
homes producing additional environmental data, the health sector enters into
the big data era. Hence, ABAC, which offers fine-grained protection, makes
it possible to grant access only to those pieces of the data that are needed to
provide the respective health services (instead of granting access to someone for
the whole data set or for whole records).

ABAC has appeared to be useful in open and distributed systems. However,
since such systems are heterogeneous, the attributes of the involved entities,
i.e., the subject, object, action, and environment, may not necessarily match
those specified in the policies defined for accessing services or objects. For
example, an e-Health system may represent adult patients with an attribute
“age”, while patients may want to demonstrate this by providing an attribute
“hasDrivingLicense”. However, the access control engine cannot infer that having
a driving license means that the requester is an adult person. In ABAC, this
issue could be addressed when defining a policy by including all the possible
synonyms (semantically) of each attribute, e.g., by specifying several policies for
the same object or one general policy covering all the synonyms of attributes.
However, when a change occurs in a policy, a large number of policies may need
to be updated accordingly, which in turn makes the management of policies a
complicated and error-prone task.

To address such problems, another type of access control called Semantic
Attribute-Based Access Control (SABAC) has emerged as an extension of ABAC.
The goal of SABAC is to augment ABAC with semantic technologies in order to
take into consideration the semantic relationships between the involved entities
when making a decision. Semantic technologies help the access control engine to
infer implicit knowledge (e.g., semantic synonyms of attributes) from explicit
knowledge, i.e., the attributes provided in the requests and predefined policies.

A concern in SABAC is inconsistencies in access control policies as they can
cause availability (denying authorized requesters access) and safety (granting
access to unauthorized requesters) problems. Most of the existing SABAC
schemes either rely on the XACML combining algorithms, which is a runtime
approach, for conflict resolution (those that extended the XACML standard)
or did not address conflict resolution at all. However, the implicit knowledge
provided by the semantic technologies in SABAC may incur extra inconsistencies
between policies because every policy may cover more requests (compared to
ABAC). Therefore, SABAC lacks a proper solution for resolving conflicts when
authoring/integrating policies.

On the other hand, SABAC (and ABAC), like every access control mechanism,
relies on a trusted reference monitor that checks all access requests against access
control policies. The reference monitor should always be online (and trusted) to
intercept the access requests, which restricts scalability. Besides, the reference
monitor can be easily bypassed, e.g., by getting direct access to the data on
a storage device. In response, cryptographic access control techniques are
proposed to overcome such shortcomings [72]. For instance, Attribute-Based
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Encryption (ABE) schemes are developed to protect resources in a fine-grained
manner based on a set of attributes and access structures (i.e., access control
policies) [17, 24, 63, 133]. In contrast to ABAC, ABE [14, 49] does not rely
on a trusted engine (monitor), but uses cryptographic techniques to provide
fine-grained data protection based on Access Structures (ASs) (i.e., access
control policies) represented as boolean formulae over public attributes. Any
user who holds a set of public attributes satisfying the AS can decrypt the
ciphertext (more precisely this is the case in Ciphertext-Policy Attribute-Based
Encryption (CP-ABE)). For instance, a user having the following attributes
S = {doctor, hospitalA} can decrypt ciphertexts encrypted under the following
AS: T = ((doctor∧hospitalA)∨ (researcher∧ instituteB)) as the set S satisfies
T. ABE makes it possible to encrypt data not only for a single user (identified
by a unique attribute) but also for a group of users (identified by a set of public
attributes).

Until now, a considerable number of ABE schemes have been proposed and
employed in several domains such as e-Health [85], online social networks [103],
hardware security [48], fog computing [69], and storing sensitive data in public
clouds [79]. Furthermore, real world companies like Zeutro1 deploy security
systems based on ABE. Moreover, standards like ETSI2 have been defined (TS
103 458 and TS 103 532) presenting applications to industrial IoT and cloud.

ABE might be considered as a cryptographic replacement of ABAC, but
it does not achieve the goals of SABAC. This is because the existing ABE
schemes are not semantic-aware, i.e., they do not take into account the semantics
of attributes. For instance, suppose the Electronic Health Records (EHR) of
PatientA is encrypted based on the following AS: (Medical Doctor ∧ Employer
= Emergency Hospital). A surgeon working at the Emergency Hospital with
attributes {Surgeon, Employer = Emergency Hospital} will not be able to
access the EHR of PatientA because she does not hold the Medical Doctor
attribute. Even though a surgeon is a medical doctor, ABE works syntactically
and cannot infer such knowledge. Any basic medical ontology would have
Surgeon as a subconcept of Medical Doctor and would allow an inference engine
to infer this information, which can then be added as the extra attribute needed
in such emergency cases.

Interoperability problems are notoriously common also in e-Health where
medical staff from different healthcare institutions, which may use different
terminologies for attributes, need to access data like EHR. When coupled with
a growing trend of moving medical records into public clouds [13, 132]3, ABE
gains even more relevance. For example, Medical Doctor , Physician, Lege4, and
l äkare5 attributes may be used in different hospitals (in different countries) to
represent a medical doctor as they are semantically the same.

1https://bit.ly/3gvWRGE
2https://bit.ly/3xiLoQk
3https://ibm.co/2Tz2LxL
4In Norwegian “Lege” means “Physician”
5In Swedish “läkare” means “Physician”
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On the other hand, ABE schemes do not offer an important feature of ABAC
called obligations. Obligations, which are meant to enforce extra constraints
that cannot be managed through normal policies, are greatly desired, e.g., in
e-Health, because of the accountability and highly interactive style of work where
many types of actions must be logged, various authorizations are needed from
experts (i.e., confirmations, e.g., from the doctor on duty), or simply sending
notifications to relevant parties (like to family/guardians) are required by law.
For instance, in an e-Health system, one can define an obligation for writing a
log for each action taken by the system (which is very useful to keep track of
“who did what treatment and when”), or an obligation to send notifications and
possibly also waiting for an acknowledgment before granting access.

1.2 Research Goals

Until now, a considerable number of research efforts have been conducted
in developing semantic attribute-based access control schemes. However, as
explained in the previous section, there still exists a number of open problems
that need to be addressed in order to achieve an ideal SABAC. Hence, the main
goal of this dissertation is

to develop a secure fine-grained, flexible, semantic-aware access control
system.

To achieve our main goal, we consider the following research questions:

RQ1: How can Semantic Attribute-Based Access Control be realized?
It is essential to demonstrate the strategies for developing semantic
attribute-based access control, which is a fine-grained, flexible, semantic-
aware access control model. Answering this question helps us to get an
overview of the existing strategies/solutions and adopt the best suitable
strategy when proposing/developing an SABAC.

RQ2: How can a Cryptographic Semantic Attribute-Based Access Control scheme
be developed?
SABAC like every access control mechanism relies on a trusted reference
monitor that can be bypassed and may restrict scalability. To improve
security and scalability, the second research question focuses on developing
a cryptographic counterpart for SABAC.

RQ3: How can access control policies be verified?
Access control policies play a crucial role in achieving a secure access
control system. Hence, since it is important to verify that access control
policies are complete, correct, and consistent, the third research question
focuses on the formal verification of access control policies.

Table 1.1 demonstrates the connection between the above research questions
and the included research papers.
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Table 1.1: Connection between research questions and research papers

Research Questions Contributions
RQ1 Paper I
RQ2 Paper II and Paper III
RQ3 Paper IV

1.3 Research Methods

This section summarizes the methods and tools that are used in this dissertation
in order to address the research questions formulated in the previous section.

According to [39], there are four different research methods for cyber-security
research namely observational, theoretical, experimental, and applied, where each
includes subcategories as shown in Figure 1.1.

In this dissertation, we have favored employing observational, theoretical,
experimental, and applied research methods. In the first step, in order to address
the first research question, we applied observational research methods (more
specifically, exploratory study) to collect, analyze, and interpret observations
about existing SABAC schemes. To do so, we conducted a Systematic Literature
Review of the existing research efforts on SABAC based on the guidelines provided
in [73, 74]. In order to conduct the review, we defined a set of research questions,
accompanied by their objectives, along with a search strategy, which determines
how to find relevant studies. We searched Google Scholar, Springer, Elsevier
Scopus, Web of Science, Science Direct, IEEE Xplore Digital Library, Citeseer
library, and ACM digital library based on a number of keywords and strings
to find the relevant research efforts. We defined some inclusion and exclusion
criteria for selecting the set of papers for the review. Then, we used the forward
snowballing process described in [131] to identify more relevant papers by checking
the studies that cited the papers in the initial set. Finally, we summarized,
compared, and discussed the selected papers in an objective manner.

We applied theoretical, experimental, and applied research methods when
addressing the second research question. Based on theoretical research methods,
we first combined ABE schemes with semantic technologies to make ABE schemes
semantic-aware and to enable cross-domain interoperability. Then, we augmented
ABE schemes with enforceable obligations through the use of trusted hardware
enclaves. According to formal theoretical research methods, we formally verified
the security of the proposed schemes by reusing standard techniques used for
the underlying ABE scheme (in Paper II), and the ProVerif formal verification
tool [1, 15] (in Paper III). In other words, we provided a number of lemmas,
theorems, and their proofs when analyzing the security of the proposed schemes.
We also employed applied research methods because they help to figure out
the effectiveness of a proposal (in addressing a problem) compared to previous
solutions. Since applied research methods consist of design, implementation, and
test, we implemented and tested the schemes proposed in Paper II and Paper III.
In both Paper II and Paper III, we performed some experiments through some
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Figure 1.1: Research methods for cyber security.

examples to demonstrate that our proposed schemes achieve their goals. However,
we applied the quasi-experiment research method for these experiments as the
ontology changes and also real obligations were not considered. Based on applied
experimentation research methods, the performance of the proposed schemes is
evaluated through the execution of different tests.

The third research question is addressed by proposing an approach to formally
verify access control policies using process algebra. Based on formal theoretical
research methods, we proposed an approach that translates access control policies
into a process algebra. We also formally specified desired properties of access
control policies. Then, in order to show that the proposed approach works as it
should, based on the hypothetico-deductive method, we analyzed the specifications
using a model checker. A prototype of the proposed approach is also designed,
implemented, and tested according to applied research methods.

The list of research methods applied in the included research papers is
provided in Table 1.2.

1.4 Structure of the Dissertation

The structure of the rest of this dissertation is as follows:

• Chapter 2 provides the basic information on the XACML standard, which
provides a policy language and a reference architecture for ABAC, semantic
technologies, ABE, and Intel Software Guard Extensions (SGX). Chapter 2
also presents the state of the art on SABAC and related work on ABE,
SGX-based schemes, and obligation specification.
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Table 1.2: Research methods applied in the research papers.

Paper I Paper II Paper III Paper IV

Observational
Exploratory Study
Descriptive Study
Machine Learning

Theoretical Formal Theory
Simulation

Experimental Hypothetico-Deductive
Quasi-Experiment

Applied Applied experimentation
Applied observational study

• Chapter 3 provides a summary of the research papers included in this
dissertation.

• Chapter 4 concludes the first part of this dissertation by providing a
summary of contributions, answering the research questions, and discussing
the limitations and future work.

• Part II provides the full text of the papers that are part of this dissertation.
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Chapter 2

Background
This chapter has two parts, where the first part provides the preliminaries on the
XACML standard, semantic technologies, attribute-based encryption, and Intel
SGX as these were used in the included research papers. The second part of
this chapter first presents the state of the art on semantic attribute-based access
control and then provides the related work on attribute-based encryption, SGX-
based schemes, obligation specification languages, and approaches for analysis of
access control policies based on the research questions and included papers.

2.1 Preliminaries

2.1.1 XACML Standard

The eXtensible Access Control Markup Language is a standard managed
by OASIS (Organization for the Advancement of Structured Information
Standards)2, providing both a policy language, as well as a reference architecture
for ABAC. The standard also specifies the process by which the requests are
evaluated based on the predefined policies.

Three main benefits of XACML are:

• XACML is policy-based, which makes it possible to describe different
authorization scenarios easily. Besides, it is easy to audit the authorization
artifacts and to create complex policies depending on the authorization
scenarios.

• XACML is attribute-based or multi-factor. The XACML policies are based
on attributes of subjects, objects, actions, and environment. For example,
subjects (users) can be described in terms of age, date of birth, citizenship,
and clearance level. Similarly, objects (resources) may have attributes such
as: location, classification, and owner.

• XACML is technology-neutral. It means that the XACML can be developed
using different languages, e.g., C#, Python, and Java, and also can be
used in different applications such as legacy applications or mainframe
applications.

2.1.1.1 Policy specification language

The XACML policy language provides, as shown in Fig. 2.1, elements for
defining policies, rules, algorithms for combining rules and policies, obligations,
and attributes of involved entities.

2https://www.oasis-open.org/committees/tc_home.php?wg_abbrev=xacml
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Figure 2.1: The structure of the policy language

The main structural elements of the XACML policy language are PolicySet,
Policy, and Rule.

A PolicySet contains multiple policies that have the same general purpose.
The target is used to determine to which requests is this PolicySet applicable. A
PolicySet may also contain references to other PolicySets, i.e., policies in other
PolicySets can also be included in a PolicySet. A Policy is composed of one or
more rules. The target of a Policy is more fine-grained than that of a PolicySet.
A Rule includes a set of conditions as its core part and an effect element, which
can be either a Deny or Permit. A Rule also has a target specifying a more
fine-grained set of access requests for which the Rule is applicable.

Targets are statements based on subject, object, action, and environment
attributes that help the access control engine to find the right (applicable)
policies (as well as policysets and rules) when receiving an access request. In
other words, targets expedite the decision-making process as the access control
engine (decision making engine) does not evaluate an access request against all
the existing policies. However, targets are not powerful enough because they
are limited to a AND/OR/AND structure. Besides, attributes in a target can
only be matched to single constants. Hence, conditions are added to rules to
overcome these limitations. In a condition, attributes can be matched against not
only constant values but also other attributes. Besides, it is also possible to use
non-Boolean functions. If the attributes existing in a request match those in the
target of a rule, the conditions part will be checked and if the conditions evaluate
to true, then the effect of the rule will be returned to the policy containing the
rule. However, if the conditions are not applicable to the access request, or if an
error happens, NotApplicable or Indeterminate, respectively, will be returned as
the effect of the rule.

Since a Policy may contain more than one Rule, contradictory effects may
be returned for the same access request. For example, suppose Alice, who is
a programmer, wants to access ObjectA at 4:00 AM and the applicable Policy
includes the two following rules:
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Rule 1: (Job-title = Programmer) AND (Action-id = Read) AND
(Object-id = ObjectA) → (Effect = Permit).

Rule 2: (18:00 < Current-Time < 08:00) → (Effect = Deny)

Since both rules are applicable to Alice’s request, the parent policy receives
both Permit and Deny effects, which are in contradiction to each other. In the
XACML standard, such issues are addressed by means of combining algorithms,
which combine the results of conflicting rules (rule-combining algorithms) and
conflicting policies (policy-combining algorithms). For example, the “Permit
Overrides” combining algorithm states that in the case of receiving a Permit
and a Not Applicable, an Indeterminate or a Deny, the final decision is Permit,
i.e., Permit overrides other effects.

2.1.1.2 Architecture

The reference architecture of the XACML standard, shown in Fig. 2.2, includes
the (possibly distributed) components described below.

A Policy Enforcement Point (PEP) is responsible for protecting objects, which
are to be understood rather generally, including applications, services, and files.
The PEP receives incoming requests and forwards them to the second component
of the XACML architecture, i.e., the Context Handler, which converts them into
XACML requests and forwards the converted ones to a Policy Decision Point
(PDP). The PDP is the core of the architecture which evaluates incoming access
requests against access control policies and makes decisions which it returns to
the PEP (through the Context Handler) to be enforced. Two components in
the XACML architecture namely the Policy Information Point (PIP) and the

Figure 2.2: XACML’s reference architecture
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Policy Administration Point (PAP) support the decision function, where the
latter contains the access control policies and allows administrators to create
and manage policies. If the PEP does not provide enough information to the
PDP to reach a decision (i.e., there exist attributes that are referenced in the
applicable access control policies but not provided in the access request), the
PDP can retrieve the missing information from the PIP, which stores attribute
values. PIPs could be databases containing product or document information,
user directories, LDAP, or an Active Directory.

For example, suppose Alice sends a request to access ObjectA. The PEP
intercepts Alice’s request and forwards it to the Context Handler, which converts
the request into a request in the XACML format and sends the converted
request, i.e., {(Subject-id = Alice), (Action-id = Read), (Object-id =
ObjectA)}, to the PDP. The PDP loads the applicable access control policy
(policies), based on the target of policies and the information provided in the
request, from the PAP. Assume that the applicable policy is as follows:

(Job-title = Programmer) AND (Action-id = Read) AND
(Object-id = ObjectA) AND (Subject.Clearance-level >
ObjectA.Classification) → (Effect = Permit).

There are attributes referenced in the applicable policy that are not provided
in the request. Hence, the PDP sends a request to the PIP to obtain all
missing attributes, which are: 1) the job title of Alice, i.e., Job-title =
Programmer, 2) the clearance level of Alice, i.e., Subject.Clearance-level,
and 3) the classification of ObjectA, i.e., ObjectA.Classification. The
PIP response is that Alice is a programmer with the clearance level secret
and ObjectA’s classification is confidential, i.e., {(Job-title = Programmer),
(Subject.Clearance-level = 2), (ObjectA.Classification = 1)}. Based
on this information, the PDP reaches a decision Permit and sends it to the PEP
to be enforced.

A policy may include obligation expressions to enforce extra constraints
that cannot be managed by normal policies (e.g., writing logs, sending emails,
or showing warnings). Obligations can be used in several scenarios such as
healthcare environments, governmental settings, or public-sector services. For
example, as shown in Fig. 2.3, an obligation can be sending an email to the
administrator of the system (administrator@example.com) for every unsuccessful
access attempt. The PDP asks the PEP (by including the obligation into the
response) to enforce the obligation (in addition to the access decision) if the
decision matches the value of the “FulfillOn” attribute (of the obligation).

One of the key aspects of the XACML architecture is the fact that it is a
loosely coupled architecture as the management function (provided by the PAP
and PIP), the decision function (provided by the PDP), and the enforcement
function (provided by the PEP) are cleanly decoupled. For a single point of
management, several PDPs may exist and in turn, a single PDP may serve several
PEPs. Besides, the XACML architecture can be used on different applications
and technologies as the PEP and the Context Handler will adapt the requests
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<Obligation FulfillOn="Deny " ObligationId="send-email">
<AttributeAssignment DataType="http://www.w3.org/2001/XML
Schema#string" AttributeId="email">administrator@example.com
</AttributeAssignment>
</Obligation>

Figure 2.3: An XACML obligation

and responses to the specific target application (and specific technology) and
still talk back to the same PDP.

2.1.2 Semantic Technologies

Semantic technologies are a collection of methods, techniques, and tools that
enhance data interoperability and the power of data by bringing into account
the meaning rather than the structure of the data.

The basic format for representing semantic data is Resource Description
Framework (RDF)1 [88], which represents data (or knowledge) in a “subject,
predicate, object” pattern, e.g., “Programmer isA Job-title”. A set of such triples
can be represented as a directed graph, i.e., an RDF graph. The set of names
(subjects, predicates, and objects) in a graph is called the vocabulary of the
graph. In other words, concepts in a certain domain and relationships between
them can be described and represented by means of vocabularies. Vocabularies
are useful not only for organizing knowledge, but also for resolving ambiguities
when integrating different datasets. RDF Schema (RDFS)2 [21] was proposed
as a language for defining simple vocabularies, based on the concepts of class
and property, allowing to perform simple inferences about these. More complex
vocabularies are called ontologies, and are created using languages such as Web
Ontology Language (OWL), which provides richer semantics than RDFS.

Despite the widespread use of RDFS and OWL, there are useful semantic
relationships that cannot be expressed using these, e.g., it is difficult to
specify that a wholesale customer is a person who purchases large lots of
items. Such more complex relationships can be handled using Semantic Web
Rule Language (SWRL) [58]. SWRL is a popular and standard rule markup
language that combines Horn logic and OWL ontologies, making it possible
to specify complex inference rules in addition to the basic ones reflecting
inheritance. Inference rules make it also possible to infer new knowledge (i.e.,
inferring implicit relationships from explicit ones). For example, suppose a
dataset has two triples (Alice isA Person) and (Alice hasAge 19). An
ontology may state that “every person of age above 18 is an adult”, which
is written in SWRL as the rule ∀x,y.isA(?x, Person) ∧ hasAge(?x, ?y)
∧ swrlb:greaterThanOrEqual(?y, 18) → isA(?x, Adult). Hence, a new

1https://www.w3.org/TR/rdf11-mt/
2https://www.w3.org/TR/rdf-schema/
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relationship (Alice isA Adult) can be added to the dataset as a result of the
inference process, done by a reasoner (also known as the rule engine, reasoning
engine, or semantic reasoner) based on a set of facts and axioms.

In order to retrieve information from ontologies, a query language is
required. SPARQL [114] was developed as a query language just like SQL
for relational databases or XQuery for XML texts. For example, assume a triple
(Alice isA Doctor) exists in a dataset. A SPARQL request may be issued as
(Alice isA ?medicalstaff), where ?medicalstaff is a variable. The query
engine finds Doctor as a possible value for ?medicalstaff and returns it as a
possible answer.

There exist multiple tools for creating and managing ontologies, and
performing the reasoning process such as: Jena [90], Protégé [47], Jess [44],
Racer [51], and Pellet [120], where all except Jess are free and open source.
Jess is not open source, but it is free for educational purposes (a license is
required for commercial purposes). Further details about these tools are provided
in Section II.2.2.

2.1.3 Attribute-Based Encryption

In conventional public-key cryptography, data are encrypted for a particular
receiver using the receiver’s public key. Hence, if the same data should be
encrypted for several receivers, all the public keys of the receivers are needed.
This is even more problematic for data that need to be stored encrypted for
sharing with future, yet unknown, users. In response to this, Goyal et al. [49]
proposed the first ABE scheme by which the encryptor can encrypt a message
under a set of public attributes (instead of just an identity as in Identity-Based
Encryption (IBE) schemes [18]). Therefore, data can be encrypted for a group
of recipients holding the same public attributes.

More concretely, ABE is a kind of public-key cryptography in which the
private key of a user and the ciphertext are dependent upon attributes. There
exist several variations of ABE, e.g., CP-ABE and Key-Policy Attribute-Based
Encryption (KP-ABE). In a KP-ABE scheme, ciphertexts are associated with
a set of attributes and private keys are generated based on access structures.
Hence, a ciphertext can be decrypted if the access structure of a private key
satisfies the attributes required by a ciphertext. Contrary, in a CP-ABE scheme,
private keys are associated with a set of attributes and the ciphertexts are
encrypted based on access structures. Hence, a user can decrypt a ciphertext if
her private key (her attributes) satisfies the access structure of the ciphertext.
For example, if a doctor has the following public attributes S = {doctor,
hospitalA}, then she can decrypt ciphertexts encrypted under the following
AS: T = ((doctor ∨ caregiverid = 31415) ∨ (researcher ∧ Norway)). On the
contrary, a researcher who works in Sweden cannot access the data (decrypt the
ciphertext) because the attribute set S of the researcher does not satisfy T.

When a user joins the system, she claims to have a set of public attributes and
a Trusted Authority (TA) is in charge to validate them. If deemed appropriate,
the TA provides her with a private key associated with the set of attributes she
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Figure 2.4: Ciphertext-Policy Attribute-Based Encryption

holds. This authentication process is usually out of the scope of ABE schemes
since it is always assumed that the TA has the knowledge—or the corresponding
mechanisms—to prove that users really have the attributes they claim to have.
Hence, it is assumed that users cannot cheat TA and they are provided with the
public attributes they actually have.

In this dissertation, we are more interested in CP-ABE because it is considered
as the cryptographic counterpart of ABAC. Hence, we briefly describe the main
algorithms that a CP-ABE [14] is made up of: Setup, KeyGen, Encryption, and
Decryption. While the first two algorithms are run by the TA, the other two
(i.e., Encryption and Decryption) are executed by the users of the system. In
more detail:

Setup(1λ) This algorithm takes a security parameter as input and generates a
master secret key, MK, and a set of public parameters, PP .

KeyGen(MK, S, PP ) The key generation algorithm produces a private key,
SK, for a provided set of attributes, S = {Att1, ..., AttN}, using the master
secret key and the public parameters.

Encryption(M , T, PP ) encrypts a message M based on the provided access
structure, T, and returns a ciphertext CT = (T, C), where C is the
encrypted version of M .

Decryption(CT , SK, PP ) decrypts a ciphertext using a provided private key,
SK, which is related to a set of attributes satisfying the access structure
included in CT , and public parameters.

Figure 2.4 shows an example where two users, Alice and Bob, join the system.
First, they provide their public attributes (SA and SB) to the TA (1) and they
receive the private keys (SKA and SKB) associated to their attributes (2). After
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that, Alice runs the Encryption algorithm producing CT (3 and 4) and sends
the ciphertext to the cloud where Bob can get it (5). When Bob retrieves CT
from the cloud (6), he runs the Decryption algorithm (7) and finally, he obtains
the plaintext (8). Figure 2.4 depicts all the steps in a CP-ABE scheme; however,
it does not mean that all the steps are required for all kinds of operations.
For instance, if Alice wants to encrypt a message, she only needs to run the
Encryption algorithm and provide the message, the desired access structure,
and the public parameters (i.e., for encryption, the data owner does not need to
get a private key for her attributes).

2.1.4 Intel Software Guard Extensions

Intel Software Guard Extensions (SGX) [91] is a set of extensions for secure
computation available on Intel’s new generation of CPUs (6th generation and
later). The goal of SGX is to protect the confidentiality and integrity of the
execution code against unauthorized accesses by privileged software such as
the operating system, BIOS, or Hypervisor. In fact, it provides a kind of a
Trusted Execution Environment (TEE) by means of transparent encryption and
enforcing strict hardware access control. Such a trusted (isolated and protected)
execution environment is called enclave in SGX terminology, where no one can
see the computations and secrets inside it. Therefore, the SGX handles secrets
and executes software in a trustworthy environment on an untrusted system (the
operating system and memory).

The main functionalities of an enclave are isolation, sealing, and attestation.
An enclave provides an isolated environment such that the data and code inside
an enclave cannot be accessed by other processes. It has a hardware-resident key
for sealing (encrypting and authenticating) data passed to the host environment.
The code, data, and metadata of an enclave, and the results of computations
performed inside the enclave, can be signed and attested by means of local
as well as remote attestation. As represented in Figure 2.5, an SGX-enabled
application includes two parts: trusted and non-trusted, where the trusted part
resides encrypted in the memory (i.e., in an enclave).

Isolation: An enclave resides in the Enclave Page Cache (EPC), which is a part
of the memory guarded by the hardware as shown in Figure 2.5. The maximum
size of EPC is 120 MB out of which only 90 MB can be used by an application
and 4 KB is used for page chunks. The data and code of an enclave will be
copied into the EPC (pages inside it) when loading an enclave program and the
EPC pages can be accessed only when the processor is running in enclave mode.
The hash measurement of the page contents, which is called MRENCLAVE,
also will be stored along with the data and code inside the EPC. Each enclave
will be assigned an identity by which the hardware can control access to the
contents of the enclave. The hardware can ensure that pages of an enclave can
be accessed only by executable code pages of the same enclave (with the same
enclave identity).
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Figure 2.5: Structure of an SGX-enabled application and the memory layout

Sealing: There is a secret key inside every Intel SGX CPU called the root
seal key that can be used by enclaves to generate another key for sealing
(encrypting and authenticating) their data and code. An enclave generates
the sealing key, which is called the seal key, using EGETKEY instructions, then
it encrypts/authenticates both its data and code with the seal key and stores them
in the untrusted memory. The seal key is unique for each enclave, which means
that other enclaves (even the ones on the same platform) cannot generate/get
the same seal key. Therefore, the sealed data can only be accessed/retrieved by
the enclave that owns them.

Attestation: The Intel SGX provides local and remote attestations by which
different enclaves (on the same or different platforms) can attest each other. By
means of the attestation, an enclave can be assured that it is dealing with the
right code and data. Secret materials (e.g., secret keys) can then be provided to
an enclave (remotely) in a secure manner by means of the attestation process.

The local attestation can be used between two enclaves on the same platform
(the same CPU on the same machine). As mentioned before, every Intel SGX
processor has a unique root seal key that is the same for all enclaves on the
same platform. Different enclaves on the same platform can use that key for
the authentication process. An enclave can generate a Message Authentication
Code (MAC)—which is called a report—for the hash value of its contents
(MRENCLAVE) and its metadata with a Report Key which is a common key
that all SGXs can generate.

The remote attestation provides MAC reports to be verified by enclaves on
other platforms (e.g., remote machines). As represented in Figure 2.6, when an
SGX-enabled application on a user’s machine wants to receive some services (for
example, secret keys) from a service provider (a remote server) or when a remote
server wants to verify that an untampered enclave is running on a legitimate
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Figure 2.6: SGX Remote Attestation. Architectural Enclaves are Intel provided
enclaves.

CPU (or to provide, for instance, secret keys to an SGX-enabled application), a
challenge message including a nonce will be sent to the SGX-enabled application
through a established secure communication (message 1 in Figure 2.6). The SGX-
enabled application’s enclave (in this case, Enclave E1 ) generates a local report,
which includes the challenge’s response and a temporary key that can be used for
key exchange and securing subsequent communication, and a MAC for the report.
Then, the SGX-enabled application’s enclave provides the generated report and
MAC to a special enclave, called Quoting Enclave, for verification and signing
(2). The Quoting Enclave, which is one of the Intel provided SGX architectural
enclaves and exists on the CPU, verifies the provided report, creates a QUOTE
structure for the verified report, signs the QUOTE with a private key for an
anonymous group signature scheme called Intel Enhanced Privacy ID (EPID),
and then sends the QUOTE and signature to the SGX-enabled application’s
enclave (3). The SGX-enabled application forwards the received QUOTE and
signature to the remote service provider, i.e., the challenger (4). The remote
service provider can verify the received information and the response to the
initial challenge using the relevant EPID public key certificate and revocation
information obtained through the Intel Attestation Service. The remote service
provider can use the temporary key provided by the SGX-enabled application
for key exchange.

Since the SGX encrypts both the memory and the plaintext of the secrets
available inside the CPU, it is assumed that no one can open the CPU content.
SGX has been used in many different contexts to achieve a higher level of
security [20, 42, 93, 116, 126].
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Interactions: The code executed inside an SGX enclave is considered as the
trusted part of an application and can interact with the untrusted part of the
application through Enclave Calls (ECALLs) and Outside Calls (OCALLs) as
illustrated in Figure 2.5. The trusted functions can be invoked using ECALLs.
Functions inside an enclave can call untrusted functions (those that are outside
SGX enclaves) through OCALLs. In other words, we enter an enclave using an
ECALL and inside the enclave we can use an OCALL to do, for example, I/O
operations.

We refer those who are concerned about the security of SGX to Section III.A,
which surveys the existing possible attacks against SGX and corresponding
countermeasures.

2.2 Literature review

2.2.1 Semantic Attribute-Based Access Control

This subsection provides a summary of the state of the art on Semantic Attribute-
Based Access Control based on the literature review done in Paper I.

SABAC has recently emerged as an extension of ABAC. The goal of SABAC
is to augment ABAC with semantic technologies in order to take into account
the semantic relationships between the involved entities when making a decision.
Semantic technologies help the access control engine to infer implicit knowledge
(e.g., semantic synonyms of attributes) from explicit knowledge, i.e., the attributes
provided in the requests and predefined policies. Based on the literature review
conducted in Paper I, the existing SABAC schemes can be categorized as
Extensions of the XACML Standard, New Policy Languages, and Hybrid Models.

The first work that augmented ABAC with semantic technologies was by
Damiani et al. [34], which extended the XACML policy language. Particularly,
they extended the XACML policy language to include ontology-based metadata
associated with subjects and objects (through the use of RDF assertions) in
the access control policies. Another line of SABAC frameworks was started
by Priebe et al. [105], who, instead, extended the XACML architecture. As
shown in Fig. 2.7, they added two new components, i.e., an inference engine and
an ontology administration point (OAP), to the architecture of XACML. The
inference engine helps to find other attributes that are semantically relevant to
those provided in an access request with the help of a domain ontology provided
by OAP.

Muppavarapu and Chung [97] and Shen [118] also extended the XACML
architecture in the same way as Priebe et al. [105]. However, Shen’s scheme, as
opposed to the schemes of Priebe et al. and Muppavarapu and Chung, performs
the semantic reasoning at the system initialization and not at the time of making
a decision (as the semantic component is connected to the PIP and not context
handler), which in turn makes the decision-making process faster.

Durbeck et al. [38] also proposed an SABAC scheme which is the same as
that of Shen in the sense that the semantic component is connected to the
PIP. However, in Durbeck et al.’s scheme, an access requester has to check the
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Figure 2.7: An example of extending the XACML architecture

applicable access control policies before issuing an access request (to determine all
the required attributes), which might have a negative effect on the performance of
the system as extra work needs to be done for every single request. Furthermore,
retrieving a policy, which may contain information about the subject, object,
action, or environment, by the access requester may cause leakage of information.

Dersingh et al. [36] extended both XACML policy language and architecture.
Shen and Cheng [119] updated the scheme proposed in [118] by using SWRL

as the policy specification language (to enhance the expressiveness of the policy
specification) and replacing the ordinary PDP with a Jess inference engine.
Calvillo et al. [27] also proposed a similar SABAC scheme. However, in Calvillo
et al.’s scheme, the PIP is decomposed into three different PIPs for the subject,
object, and environment, and are connected to three related knowledge bases.

Drozdowicz et al. [37] extended the XACML architecture by replacing the
PIP with another component called SemanticPIP, which is an integration of the
PIP and the HL7 security and privacy ontology [16].

Ciuciu et al. [32], Zhao and Wang [138], Zhang et al. [137], Hsu [59], Calvillo-
Arbizu et al. [25], Liu and Wang [86], and Hilia et al. [54] also extended the
XACML standard towards SABAC. These schemes are described with details
in Section I.4.1.

Another line of research on SABAC proposes new policy specification
languages that incorporate semantic technologies. Jin and Fang-Chun [70]
proposed an ontology-based ABAC by means of description logics to decrease
the complexity of the policy specification and improve the interoperability. They
used the restricted ALL(D) [12] description logic language as the basis for
expressing access control policies and attributes. Amini and Jalili [7] proposed
an SABAC scheme based on the MA(DL)2 logic [6], which is a combination
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of deontic and description logics and supports the specification and inference
of access control policies. Trivellato et al. [124] proposed an ontology-based
context-aware policy specification language called POLIPO inspired from Datalog
with constraints [81]. Calvillo-Arbizu [26], Iqbal and Noll [66], Lu et al. [87],
and Verginadis et al. [127] also proposed SABAC schemes which fall into this
category and are further detailed in Section I.4.2.

There exist a number of SABAC schemes [5, 64] that are based on the
combination of two different access control models, i.e., an ABAC and a Semantic-
Based Access Control (SBAC), like the one represented in Figure 2.8. SBAC is
an access control model for restricting access based on semantic relationships
between involved entities as defined in an ontology and SWRL rules using
semantic reasoners. The idea behind hybrid SABAC schemes is to take the
advantages of both ABAC and SBAC models. Section I.4.3 provides more details
about the hybrid SABAC schemes.

2.2.2 Attribute-Based Encryption

We augment the ABE schemes with semantic technologies and enforceable
obligations, respectively, in Paper II and Paper III. Hence, this subsection
summarizes the related work on Attribute-Based Encryption.

In 2005, Sahai and Waters [112] introduced the concept of Attribute-Based
Encryption. They proposed a new type of IBE through which one can encrypt a
piece of data for a group of recipients enabling multicast encryption [121]. After
a year, Goyal et al. [49] proposed a KP-ABE in which ciphertexts are associated
with a set of attributes and private keys are generated based on access structures.
Hence, a ciphertext can be decrypted if the access structure of a private key
satisfies the attributes required by a ciphertext. Bethencourt et al. [14] proposed
the first CP-ABE scheme in which private keys are associated with a set of

Figure 2.8: The hybrid SABAC scheme proposed in [5]
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attributes and the ciphertexts are produced based on access structures. Till now,
a considerable number of KP-ABE [78, 101] and CP-ABE [50, 130] schemes have
been proposed.

A combination of KP-ABE and CP-ABE, to have both types of ABE
at the same time, was proposed by Attrapadung and Imai [11]. Müller et
al. [96] proposed a CP-ABE scheme for distributed environments, where several
authorities manage attributes and generate private keys. Yu et al. [133] employed
proxy re-encryption and lazy re-encryption techniques to improve the efficiency
of KP-ABE.

ABE schemes rely on a trusted authority in generating private keys for
attributes. The trusted authority, which has full power on private keys, may
behave maliciously. Thus, ABE schemes suffer from the key escrow problem.
There are a huge number of research studies in the literature [61, 135] addressing
the key escrow problem in ABE schemes. For instance, in [29], the key escrow
problem was addressed by incorporating several TAs cooperating to generate
private keys. However, such a multi-authorities ABE scheme may be susceptible
to the collusion of TAs. Hu et al. [61] proposed a multi-authorities CP-ABE
scheme addressing the key escrow problem and collusion attacks (i.e., the collusion
of the authorities). Zhang et al. [135] proposed a multi-authorities KP-ABE
scheme addressing collusion attacks and user privacy.

Tang and Ji [122] added a verification property to both single-authority and
multi-authorities versions of KP-ABE, by which users can verify the correctness
of the received private keys as errors may occur during creation or transmission
of the keys. Wang et al. [128, 129] combined a hierarchical IBE scheme and a
CP-ABE scheme to address the revocation problem in ABE schemes (revoking
access rights from users who are no longer legitimate).

2.2.3 SGX-Based Schemes

The OB-ABE scheme proposed in Paper III is based on the trusted hardware
enclaves provided by Intel SGX. Hence, in this subsection, we briefly review
other security schemes that are also based on Intel SGX.

Since SGX provides a trusted execution environment, researchers have tried
to use it in different contexts to achieve a higher level of security [20, 33, 42, 82,
93, 115, 116, 126].

The SGX is also used to provide an accountable and trustworthy function as
a service (FaaS) [4]. The trusted execution environment provided by the SGX
ensures both the integrity of the outsourced computations, and the correctness
of the measured usage information (for correct billing). It also minimizes the
leakage of the information to the service provider. In [106], Qiang et al. enhance
the security (confidentiality and integrity) of serverless computing services with
the help of Intel SGX. The remote attestation capability of the SGX is used to
provide integrity (verifying the integrity of the function modules) and the SGX
enclave is used to provide confidentiality (protecting the core modules of the API
gateway). Deployment of cloud micro services suitable for dealing with sensitive
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data is very important and difficult. In [19], Intel SGX is integrated into micro
services to address the security and privacy concerns related to sensitive data.

PRESAGE [30] is a framework for genomic data outsourcing (i.e., genetic
testing) that uses Intel SGX to provide acceptable levels of security and privacy.
The Intel SGX is used not only for sealing the genomic data (to be stored on
public clouds) but also for providing secure genetic query matching by means of
the remote attestation. In [76], a privacy preserving approach is proposed for
DNA processing. The Intel SGX plays a key role in the proposed approach as it
makes the read alignment (finding the position of DNA sequences) secure. It is
demonstrated that the proposal is much faster than other related approaches
thanks to Intel SGX. Shaon et al. [117] also used SGX to propose a secure
framework for genetic data analytics in untrusted cloud setups.

Tramer and Boneh [123] proposed a framework for efficient and secure
execution of deep neural networks using the Intel SGX, where DNN computations
are divided between untrusted and trusted entities. The DNN inference is
outsourced, performing the computations on a faster (untrusted) co-located
processor, which are then verified in a trusted execution environment. Cheng et
al. [31] improved the security of blockchains by means of hardware-based trusted
execution environments, with a solution based on the Intel SGX.

Pires et al. [104] claimed that querying search engines endangers the privacy
of web users as well as existing privacy-preserving solutions are not secure against
user re-identification attacks, and used Intel SGX to preserve the privacy of
search engines’ users. In [40], a secure and privacy-preserving architecture (called
Fidelius) for web browsers is proposed using Intel SGX. Fidelius protects user
secrets even if the underlying browser and operating system are fully under control
of an adversary. PubSub-SGX [9] is a content-based publish/subscribe system
in which SGX is incorporated to guarantee the integrity and confidentiality of
data and preserve the privacy of users.

In [53], SGX is used to process data streams in the Internet of Things
environments securely or to develop secure in-memory database engines managing
confidential data in rack-scale environments [113].

2.2.4 Obligation Specification

One of the contributions of Paper III is proposing a formal language for the
specification of obligations. Hence, this subsection provides the related work on
obligation specification languages.

There are several access control policy specification languages that support
also the specification of obligations, e.g., XACML [102], Rei [71], and Ponder [35].
However, they only offer syntactic elements for obligation specification, and do
not cover different types of obligations, thus none provide a concrete model for
specifying obligations. For instance, it is not possible to specify conditional
obligations, pre-obligations, or repetitive ones using Rei and Ponder.

XACML is an OASIS standard providing an XML-based policy specification
language, with no formal foundation, and a reference architecture. The policy
language allows specifying obligations as part of policies. An obligation has two
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elements ObligationID and FulfillOn, where the second determines when
the obligation is mandatory, with value being either Permit or Deny. XACML
does not support different types of obligations, and obligations are black boxes.
XACML has introduced advices as optional obligations, which can be ignored if
it is not possible to fulfil them.

Rei [71] is a general-purpose policy language based on deontic logic [46],
which supports security, management, and conversation policies. Obligations
are not the first-class entities in Rei. However, Rei has mechanisms to detect
and resolve conflicts between prohibition policies and non-complex obligations.

Ponder [35] is an object-oriented language for the specification of security
and management (of network and distributed systems) policies. In Ponder,
obligations are considered as condition-action rules that can be triggered by
events. It is claimed that complex obligations can also be specified by means
of concurrency operators of Ponder. Ponder addresses the conflicts between
obligations (actions of obligations) and policies by halting the target application,
which may not be an acceptable solution.

SPL [111] is a policy specification language that defines obligations as events
that should be performed in the future and after performing the current event.
If obligations cannot be performed (e.g., because of conflicts between obligations
and policies), then everything will be rolled back to the state before performing
the event triggering the obligation. The expressiveness of the SPL is limited as
it does not support different types of obligations.

OSL [56] is an obligation specification language based on linear temporal
logic (LTL) for distributed usage control. Obligations in OSL are either “usage
restrictions”, prohibiting given usages under certain conditions, or “action
requirements”, mandating the execution of certain actions conditionally (based
on time, purpose, event-defined, environment, and cardinality) or unconditionally.
The syntax and semantics of OSL are formalized in the formal language Z. OSL
obligations can be converted to XrML and ODRL [65], which are digital right
management (DRM) specification languages, and then be enforced by existing
DRM mechanisms.

Irwin et al. [67] presented a formal metamodel to model and analyze a system
from the obligations point of view. They provided formal definitions of secure
states (the states without unfulfilled obligations) and accountable states for
obligation management based on their metamodel. Accountable states refer
to the states that identify those who did not fulfill obligations. Irwin et al.’s
approach is rather restricted and does not cover different types of obligations such
as conditional, reoccurring, and pre- obligations. Irwin et al.’s approach is more
about the analysis of the obligation enforcement rather than the specification of
different types of obligations.

Li et al. [80] extended the XACML standard by designing a language for
the specification of obligations. They modeled obligations as state machines
communicating with the policy enforcement point (a component of the XACML
architecture that is in charge of enforcing access decisions and obligations)
through events. Based on Li et al.’s proposal, an obligation can mandate the
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occurrence of a series of events (and not only one event), which may be dependent
on each other.

PoCo [41] is an enforcement system and a language based on the simply-typed
lambda-calculus for the composition of policies containing obligations. PoCo
makes it possible to compose complex atomic obligations. It prevents insecure
situations, which may happen due to incomplete execution of obligations or
execution of obligations violating other policies, by allowing policies to check
the obligations associated with other policies before their execution.

Ni et al. [98] proposed an obligation model for Privacy-aware Role Based
Access Control [99]. The obligation model addresses the undesired issues that
may happen due to conflicts between obligations and policies, e.g., an obligation
mandates performing an action that is prohibited by another policy. They
also provided solutions to determine the relationships between obligations, for
instance, an obligation may cover another one. Ni et al. claim that their proposal
needs to be improved by addressing unfulfilled obligations, providing a solution
for the accountability problem, and providing a mechanism for the optimization
of the execution order of obligations.

Hilty et al. [55] provided a formal model for the specification of policies and
obligations based on distributed temporal logics. In their model, obligations can
be expressed as formulas without past time temporal operators. Hilty et al.’s
model supports post-obligations and addresses the observability problem, i.e.,
helping the reference monitor to be able to check if a post-obligation is fulfilled.

2.2.5 Analysis of access control policies

Until now, a number of researches have been conducted to analyze and verify
access control policies and systems using formal methods.

Bryans [22] used the Communicating Sequential Processes (CSP) [57] and
the FDR model-checking tool for analyzing the equivalence of RBAC access
control policies. Bryans did not consider the condition part of rules, obligations,
and advice when specifying XACML policies in CSP.

Kolovski et al. [75] formalized XACML policies using the SHOIN description
logic (DL). They used Pellet DL reasoner to analyze the formalized policies and
find equivalent, redundant, and incompatible policies. However, Kolovski et al.
also did not take into account rule conditions, obligations, and advice.

Ahn et al. [3] proposed an approach for translating XACML-based RBAC
policies into Answer Set Programming (ASP) [83, 89] and then analyzing them
(verifying if they control access as intended) using ASP solvers. However, Ahn et
al.’s approach does not handle obligations, advice, and complex conditions and
attribute functions. Besides, the proposed approach is only a translator from
XACML to ASP and there is no way to specify access control policies in ASP.

Fisler et al. [43] proposed a method for analyzing XACML-based RBAC
policies by representing the policies using Multi-Terminal Binary Decision
Diagrams (MTBDD) [45]. However, the proposed method does not verify
all the desired properties of policies and does not take into account all elements
of XACML policies.
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Rao et al. [108] proposed an algebra, called Fine-grained Integration Algebra
(FIA), for integration of XACML policies. FIA also uses MTBDDs for
representing XACML policies. Policies can be integrated by mapping operations
on the policies onto operations on the MTBDDs, which represent policies. After
mapping operations, the resulted MRBDD can be traversed to generate an
XACML policy that is the result of the integration of two or more policies.

Hu et al. [60] proposed a policy-based segmentation method to detect and
resolve policy anomalies (conflicts and redundancies). Hu et al.’s method first
represents (parses) policies using the Binary Decision Diagram (BDD) [23], then
it transfers rules into Boolean expressions. Next, it replaces Boolean expressions
with Boolean variables. After that, it identifies anomalies using two proprietary
algorithms.

Morisset et al. [94] also employed BDDs to address the problem of missing
information in ABAC. They proposed a framework for efficient extended
evaluation of XACML policies, which checks all the possible outcomes of the
evaluation of a given request by considering all possible values for the hidden
attributes (i.e., by extending the initial request).

Lin et al. [84] proposed a policy analyzer through the combination of MTBDDs
(to represent/parse policies) and a SAT solver (to check if two representations
are similar). The main goal was to find the similarities between XACML policies.

Turkmen et al. [125] proposed a framework based on satisfiability modulo
theories (SMT) for the verification of XACML policies. The goal was to convert
policies into SMT formulas and then verifying the desired properties using SMT
solvers.

Another relevant work is the formalization of XACML in terms of multi-
valued logics presented in [107]. Ramli et al. [107] provided an abstract syntax
for XACML and formalized combining algorithms as operators on a partially
ordered set of decisions.
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Chapter 3

Overview of the Research Papers
and Contributions
This chapter provides an overview of the research papers included in this
dissertation along with their contributions. The second part of the dissertation
provides the full text of the included papers.

3.1 Paper I: Semantic Attribute-Based Access Control: A
review on current status and future perspectives

3.1.1 Summary

Attribute-based access control uses the attributes of the involved entities (i.e.,
subject, object, action, and environment) to provide access control. Despite
various advantages offered by ABAC, it is not the best fit for distributed and
heterogeneous environments where the attributes of an entity may not necessarily
match (syntactically) those used in the access control policies. Therefore,
Semantic Attribute-Based Access Control has emerged as an extension of
ABAC that takes into consideration the semantics of attributes by combining
ABAC with semantic technologies. SABAC not only facilitates interoperability,
but also enhances the expressiveness of access control policies. Over the last
decade, a number of research efforts have been conducted in developing semantic
attribute-based access control schemes. However, there exists no survey paper
on SABAC schemes giving an overview of the existing approaches. Hence,
Paper I comprehensively reviews the conducted research efforts for developing
SABAC. The main goal of Paper I is to provide a comprehensive summary of
the conducted research studies that is useful for researchers who want to enter
and make contributions to this field. Furthermore, the paper identifies open
problems and possible research entry points by demonstrating the advantages
and disadvantages of the previous studies.

3.1.2 Contributions

Main contributions of Paper I can be summarized as follows:

• To the best of our knowledge, this is the first survey paper on SABAC.

• Reviewing the conducted research efforts on SABAC systematically and
providing a comprehensive summary of them.

• Representing different SABAC architectures in an unified manner based
on the reference architecture of the XACML standard.
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• Classifying the existing SABAC schemes based on different criteria.

• Providing an in-depth comparison and discussion about the existing
SABAC schemes.

• Describing the properties of, what we call, ideal SABAC.

• Identifying open problems and research directions towards the ideal
SABAC.

3.2 Paper II: Semantic Attribute-Based Encryption: A
Framework for Combining ABE schemes with Semantic
Technologies

3.2.1 Summary

Attribute-Based Encryption is a cryptographic solution to protect resources in
a fine-grained manner based on a set of public attributes. This is similar to
attribute-based access control in the sense that both rely on public attributes
and access control policies to grant access to resources. In other words, ABE
can be considered as as the cryptographic counterpart of ABAC. However, ABE
schemes do not consider the semantics of attributes provided by users or required
by access structures. Such semantics not only improve the functionality by
making proper access decisions but also enable cross-domain interoperability
by making users from one domain able to access and use resources of other
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Figure 3.1: The architecture of the SABE framework.
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Paper II: Semantic Attribute-Based Encryption: A Framework for Combining
ABE schemes with Semantic Technologies

domains. Therefore, ABE schemes cannot be considered as a cryptographic
replacement for SABAC. In order to achieve a cryptographic counterpart of
SABAC, Paper II proposes a Semantic ABE (SABE) framework by augmenting
a classical CP-ABE scheme with semantic technologies using a generic procedure
by which any CP-ABE scheme can be extended to a SABE. The proposed SABE
framework is implemented in Java and the source code is publicly available. The
experiment results confirm that the performance of the proposed framework is
promising.

3.2.2 Contributions

Major contributions of Paper II are as follows:

• To the best of our knowledge, this is the first research effort towards
Semantic Attribute-Based Encryption.

• Proposing an SABE framework, which is modular, generic, scalable, and
extensible, by augmenting a classical CP-ABE scheme with semantic
technologies using a generic procedure by which any CP-ABE scheme can
be extended to an SABE. The architecture of the proposed framework is
represented in Figure 3.1.

• Proposing two different approaches namely Semantically-Enriched Key and
Semantically-Enriched Access Structure, which are represented, respectively,
in Figure 3.2 and Figure 3.3, for the SABE framework.

• Formal verification of the security of the proposed schemes by reusing
standard techniques done for the underlying CP-ABE scheme.

• Implementing the proposed SABE framework based on the two proposed
approaches in Java and releasing the source code publicly.

Figure 3.2: The proposed Semantically-Enriched Key approach towards SABE.
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Figure 3.3: The proposed Semantically-Enriched Access Structure approach
towards SABE.

• Making ABE schemes semantic-aware and enabling cross-domain interop-
erability with negligible performance overhead according to the results of
performing different experiments as listed in Table 3.1.

Table 3.1: The comparison between the execution time (in milliseconds) of SABE
(SEK and SEAS) and CP-ABE

Algorithm Input Size CP-ABE [14] SABE
SEK SEAS

Key Generation - 279.97 303.03 279.97

Encryption
1 MB 94.12 94.12 140.49

100 MB 28.76 228.76 275.13
1 GB 1595.18 1595.18 1641.55

Decryption
1 MB 33.72 33.83 33.76

100 MB 381.85 383.42 382.27
1 GB 3224.38 3266.48 3241.57
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3.3 Paper III: Attribute-Based Encryption with Enforceable
Obligations

3.3.1 Summary

Attribute-Based Encryption schemes lack the notion of obligations, which is
common in Attribute-Based Access Control systems (e.g., XACML and UCON),
to define and enforce extra constraints that happen before approving or denying
an access request. Obligations are greatly desired, e.g., in e-Health, because
of the accountability and highly interactive style of work where many types of
actions must be logged, various authorizations are needed from experts (i.e.,
confirmations, e.g., from the doctor on duty), or simply sending notifications
to relevant parties (like to family/guardians) are required by law. Paper III
proposes Attribute-Based Encryption with enforceable OBligations (OB-ABE),
a system for extending any classical ABE with enforceable obligations. Paper III
defines a system architecture having Intel SGX (to provide trusted hardware
enclaves) as the core component used for enforcing obligations. It also provides
a formal language for the specification of obligations that must be enforced
by a trusted hardware enclave before releasing a plaintext. ProVerif (security
protocol/system verifier) is used to formally verify the main property of OB-ABE,
called “enforceable obligations”, i.e., if a message is encrypted along with an
obligation, then the decryption algorithm may return the message only after
enforcing the attached obligation. OB-ABE has two more properties: (i) OB-
ABE is a “conservative extension” of the underlying ABE scheme, preserving its
security properties; (ii) OB-ABE is “backward compatible” in the following sense:
any ciphertext produced by an ABE scheme can be decrypted by its extended
OB-ABE version, and moreover a ciphertext produced by an OB-ABE scheme
can be decrypted by its underlying ABE scheme provided that the ciphertext
does not have obligations attached. A prototype of the proposed OB-ABE is
also implemented in C using Intel SGX1.

3.3.2 Contributions

The following lists the main contributions of Paper III:

• To the best of our knowledge, this is the first research effort augmenting
Attribute-Based Encryption with obligations, which is an advanced feature
of modern access control systems.

• Proposing Attribute-Based Encryption with enforceable OBligations (OB-
ABE) as a general extension with obligations of any ABE scheme based
on a real-world e-Health case study taken from the SCOTT project2. The
architecture of the proposed OB-ABE scheme is shown in Figure 3.4.

1The source code is available at https://github.com/haamedarshad/OB-ABE
2https://scottproject.eu/
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Figure 3.4: OB-ABE’s architecture

• Proposing a formal language for the specification of complex obligations
that must be enforced by a trusted hardware enclave before releasing a
plaintext.

• Formal verification of three key properties of OB-ABE, e.g., enforceable
obligations, backward compatibility, and conservative extension.

• Providing a prototype implementation of OB-ABE based on Intel SGX
and making the source code publicly available.

• Bringing an important feature of access control systems in ABE schemes
with negligible performance overhead (based on the results of performing
different experiments as listed in Table 3.2).

• Surveying possible security attacks against Intel SGX and corresponding
countermeasures.

• Providing a comprehensive list of security schemes that are based on Intel
SGX.

3.4 Paper IV: Process Algebra Can Save Lives: Static
Analysis of XACML Access Control Policies using
mCRL2

3.4.1 Summary

The eXtensible Access Control Markup Language (XACML) is an OASIS
standard for access control systems that is much used in health care due to its
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Table 3.2: A comparison between the execution time of OB-ABE and CP-ABE.

Algorithm Input size
Scheme

OB-ABE CP-ABEWith Obligations Without Obligations

Encryption
1 MB 22.88 ms 22.17 ms 22.09 ms
100 MB 720.08 ms 691.59 ms 691.33 ms
1 GB 7252.90 ms 6929.21 ms 6926.07 ms

Decryption
1 MB 9.56 ms 9.45 ms 9.40 ms
100 MB 934.60 ms 928.85 ms 927.30 ms
1 GB 9699.58 ms 9648.73 ms 9644.74 ms

fine-grained, attribute-based policy definitions, useful in dynamic environments
such as the emergency ward. A notorious problem in XACML is detection of
conflicts, which arise especially when combining policies, such as when health
institutions merge. This paper proposes an approach to formally verify XACML
policies using the process algebra mCRL2. Our formal translation of XACML
policies into mCRL2, using our automated tool XACML2mCRL2, enables us to
verify the above property, called consistency, as well as other policy properties
such as completeness and obligation enforcement. Verifying policy properties
statically allows us to resolve inconsistencies in advance, thus avoiding situations
where an access request is denied in a critical situation (e.g., in an ambulance,
when lives may be put in danger) just because of incomplete or inconsistent
policies. The mCRL2 toolset is especially useful for modeling behaviors of
interactive systems, where XACML would be only one part. Therefore, we verify
an access control system together with an intended health care system that it is
supposed to protect. For this, we exemplify how to verify safety and liveness
properties of an assisted living and community care system.

3.4.2 Contributions

The major contributions of Paper IV are listed below:

• Presenting a methodology for formal verification of XACML access control
policies, which is built on top of mCRL2 as shown in Figure 3.5.

Figure 3.5: Analyzing access control policies using mCRL2
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• Providing a tool, XACML2mCRL2, that automatically translates XACML
policies into mCRL2 specifications.

• XACML2mCRL2 was awarded the FORTE 2022 Best Software Artefact.

• Formulating important properties of access control policies, e.g., complete-
ness, consistency, and obligation enforcement, using the first-order modal
µ-calculus.

• Presenting an approach for analyzing the XACML policies in a given
context, i.e., together with the system that these policies are supposed to
protect.

• Validating the proposed approach using a real-world use case in e-Health
by verifying important properties such as liveness and safety.
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Chapter 4

Conclusion

This chapter first presents a summary of our research contributions, then returns
to the research questions defined in Chapter 1 and discusses how they have been
answered by the research papers. Finally, this chapter presents the limitations
of the dissertation and potential research directions.

4.1 Summary of Contributions

First, we performed a systematic literature review on Semantic Attribute-Based
Access Control to identify strategies for developing SABAC as well as trends
and gaps in the field. Based on the literature review, we identified several open
problems towards an ideal SABAC and we tried to address a few of them.

One of the open problems was developing cryptographic solutions for SABAC,
as access control systems rely on a trusted reference monitor that restricts the
scalability and can be easily bypassed. Since Attribute-Based Encryption schemes
are considered as a cryptographic solution for Attribute-Based Access Control,
we decided to extend them in a way to be suitable for SABAC as well. Hence, we
proposed a modular, generic framework combining ABE schemes with semantic
technologies. The SABAC strategies identified by the systematic literature review
on SABAC guided us on augmenting ABE schemes with semantic technologies.
We proposed two different schemes for extending ABE schemes towards Semantic
Attribute-Based Encryption. We not only formally verified the security of
the proposed schemes but also implemented both schemes to evaluate their
performance, which were promising.

Next, we added an important feature of ABAC called obligations to the ABE
schemes. To do this, we proposed a generic framework based on Intel SGX by
which any ABE schemes can be extended to an Attribute-Based Encryption
with enforceable OBligations scheme. We also proposed a formal language for
the specification of obligations. We formally verified the main properties of our
proposal. In addition, we implemented a prototype of the proposed scheme and
made the source code publicly available for further research.

We also proposed a methodology supported by a tool for formal verification
of access control policies, which is built on top of mCRL2. Our XACML2mCRL2
tool implements the mapping from XACML policies into mCRL2 specifications.
The mapping covers every element of XACML policies, i.e., policy set, policy,
and rule, and allows us to formally verify the completeness and consistency of the
XACML policies using the first-order modal µ-calculus. Moreover, in contrast
to other related approaches, XACML2mCRL2 takes into account the obligation
expressions. The model checker provided by the mCRL2 toolset automatically
generates counterexamples useful for detecting and resolving incomplete and

37



4. Conclusion

inconsistent policies. We also modeled an e-Health use case to analyze the
XACML policies in context, i.e., together with the system that these policies
are supposed to protect. Our methodological approach to formal verification of
access control policies can potentially be used to avoid critical problems in, for
example, e-Health systems.

4.2 Answers to the research questions

4.2.1 RQ1: How can Semantic Attribute-Based Access Control be
realized?

The first paper addresses this research question by performing a systematic
literature review of Semantic Attribute-Based Access Control schemes. Paper I
analyzes, discusses, and compares the existing SABAC schemes based on a set of
research questions. Paper I addresses RQ1 by demonstrating the strategies by
which a semantic attribute-based access control can be achieved. Furthermore,
Paper I points out several open problems towards an ideal SABAC, which three
of them are the motivations for Paper II, Paper III, and Paper IV.

4.2.2 RQ2: How can a Cryptographic Semantic Attribute-Based
Access Control Scheme be developed?

This research question is addressed by the second paper. Based on the literature
review, Attribute-Based Encryption schemes, which are developed to protect
resources in a fine-grained manner based on a set of attributes and access
structures, are considered as a cryptographic replacement of ABAC. Hence,
Paper II combines ABE schemes with semantic technologies in order to achieve
semantic-aware ABE schemes by making ABE schemes able to use implicit
knowledge from an ontology, while facilitating the interoperability between ABE
schemes used in different domains. Paper II proposes two different schemes
namely Semantically-Enriched Key and Semantically-Enriched Access Structure,
where the first one utilizes the semantic technologies in the key generation process
and the latter enriches the access structures (before encryption) utilizing semantic
technologies. The experiment results confirm that the framework proposed in
Paper II, which is a modular, extensible, scalable, and generic framework, can be
considered as a cryptographic replacement for Semantic Attribute-Based Access
Control.

ABE schemes lack the notion of obligations, which is common in Attribute-
Based Access Control systems, to define and enforce additional constraints that
happen before approving or denying an access request. Paper III provides a
general way of augmenting ABE schemes with enforceable obligations, thus
bringing one important feature from ABAC into ABE. Paper III defines a
system architecture having Intel Software Guard Extensions (to provide trusted
hardware enclaves) as the core component used for enforcing obligations added
on top of any ABE scheme. Paper III also proposes a formal language for the
specification of obligations.
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4.2.3 RQ3: How can access control policies be verified?

The fourth paper addresses this research question by modeling and analyzing
XACML access control policies using the mCRL2. Using the approach
provided by Paper IV, different properties of the access control policies, e.g.,
completeness, consistency, and obligation enforcement, can be formally verified
both independently and in context, i.e., together with the system that these
policies are supposed to protect. Therefore, our methodological approach to
formal verification of access control policies can potentially be used to avoid
critical problems in, for example, e-Health systems.

4.3 Limitations

The OB-ABE scheme proposed in Paper III is based on Intel SGX’s enclaves,
which provide a trusted execution environment. However, there are still
controversies about the security of SGX. Intel SGX has been under scrutiny
since its early releases and several vulnerabilities have been discovered. However,
these are often published along with corresponding countermeasures. Hence, the
proposed OB-ABE scheme relies on the concept of trusted hardware enclaves.
Furthermore, in Paper III, we assumed that there exists a library of different
obligations, e.g., sending email, writing logs in Merkle trees, etc.; however, such
a library yet needs to be developed.

In Paper II, we developed two mock ontologies for healthcare and social
networks. For real-world scenarios, such ontologies need to be developed by
domain experts who know the domain and have the required knowledge for
developing the ontologies. Moreover, the quality, performance, and usefulness of
the developed ontologies should be evaluated.

4.4 Future work

In Paper II, we proposed two different schemes namely SABE-SEK and SABE-
SEAS towards Semantic Attribute-Based Encryption. In SABE-SEK, we used
the semantic technologies in the key generation process to generate semantically-
enriched private keys, i.e., we connected the KeyGen algorithm of a CP-ABE
scheme to a semantic component. For the SABE-SEAS, we connected the
semantic component to the Encryption algorithm to enrich and update the access
structures. If the common ontology changes, which is rather infrequent since an
ontology describes the relationships between attributes and not users, then the
affected private keys (in SABE-SEK) may need to be revoked and regenerated
according to the new ontology. Besides, ontology changes in SABE-SEAS may
affect the existing ciphertexts as they may need to be re-encrypted. For future
work, we plan to add the semantic component to the Decryption algorithm to
address aspects regarding the dynamicity of the ontology. However, considering
semantic relationships between attributes at the time of decryption may require
private key update. To update a private key, the Decryption algorithm needs
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not only to be executed in a trusted execution environment (as it deals with the
private keys) but also to have secure communication with the KeyGen algorithm.
These can be achieved using the trusted hardware enclaves provided by Intel
SGX.

We also plan to make the decryption in ABE schemes accountable. With ABE,
several users may share the same attributes; thus, they can decrypt the same
ciphertexts. Hence, a user may misuse the private key to decrypt a ciphertext
and no one can detect who has decrypted the ciphertext. For example, the
medical recodes of patients (stored in the medical servers) can be decrypted by
the patient (owner), her GP, and other medical staff (provided that there is an
emergency). A malicious medical staff may try to decrypt the medical records
of a specific patient and misuse them (while there is no emergency) and no one
will know that a malicious staff has decrypted the medical records. However, for
the sake of privacy, patients may like to know if someone has decrypted their
medical records (a new requirement). Therefore, there is a need to make the
entities who have the capability to decrypt the medical records accountable for
their use of the decryption key (private key).

In Paper IV, we analyzed different properties of the access control policies
according to the requirements of our case study. However, we believe more
properties like policy-redundancy can be considered. Two policies are redundant
(similar) if they cover the same set of access requests. Such a property helps to
remove redundant policies, which in turn the performance of policy evaluation
will be affected. Optimizing policies by avoiding redundancies (which results in
overlap-free policies) improves the performance. For future work, we plan to
consider more properties for access control policies.
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I

Abstract

Attribute-based access control (ABAC) uses the attributes of the involved
entities (i.e., subject, object, action, and environment) to provide access
control. Despite various advantages offered by ABAC, it is not the best
fit for distributed and heterogeneous environments where the attributes
of an entity may not necessarily match (syntactically) those used in the
access control policies. Therefore, another type of access control called
Semantic Attribute-Based Access Control (SABAC) has emerged that
takes into account the semantics of attributes by combining ABAC with
semantic technologies. SABAC not only facilitates interoperability but
also enhances the expressiveness of access control policies. Over the last
decade, a number of research efforts have been conducted in developing
semantic attribute-based access control schemes. However, there exists
no survey paper on SABAC schemes, giving an overview of the existing
approaches. Hence, this paper comprehensively reviews the conducted
research efforts for developing SABAC. The main goal of this paper is
to provide a comprehensive summary of the conducted research studies
that is useful for researchers who want to enter and make contributions to
this field. Furthermore, the paper identifies open problems and possible
research entry points by demonstrating the advantages and disadvantages
of the previous studies.

I.1 Introduction

Attribute-Based Access Control (ABAC) is a successor of Role-Based Access
Control (RBAC) where the involved entities (e.g., subject or object) have
associated attributes that are used to provide access control. Under the ABAC
model, there is no need to assign capabilities (access rights) to subjects (e.g.,
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users, groups, and roles) in advance. Upon receiving an access request, the access
decision would be made based on the attributes of the requested object (resource),
attributes of the requester (subject), conditions of the environment (e.g., time
of the day, authentication level, location), attributes of the desired action, and
predefined access control policies. ABAC has several advantages over traditional
access control models such as Mandatory Access Control, Discretionary Access
Control, or Role-Based Access Control (RBAC), and has reached the maturity
of OASIS standards with the eXtensible Access Control Markup Language
(XACML) [4] and the Security Assertion Markup Language (SAML) [23].

ABAC is appeared to be useful in open and distributed systems. However,
since such systems are heterogeneous, the attributes of the involved entities
may not necessarily match those specified in the policies defined for accessing
services or objects. For example, an e-healthcare system may represent adult
patients with an attribute “age”, while patients may want to demonstrate this
by providing an attribute “hasDrivingLicense”. However, the access control
engine cannot infer that having a driving license means that the requester is an
adult person. In ABAC, this issue could be addressed when defining a policy
by including all the possible synonyms (semantically) of each attribute, e.g., by
specifying several policies for the same object or one general policy covering all
the synonyms of attributes. However, when a change occurs in a policy, a large
number of policies may need to be updated accordingly, which in turn makes
the management of policies a complicated and error-prone task.

In order to address such problems, another type of access control called the
Semantic Attribute-Based Access Control (SABAC) has emerged as an extension
of ABAC. The goal of SABAC is to augment ABAC with semantic technologies
in order to take into account the semantic relationships between the involved
entities when making a decision. Semantic technologies help the access control
engine to infer implicit knowledge (e.g., semantic synonyms of attributes) from
explicit knowledge, i.e., the attributes provided in the requests and predefined
policies.

A considerable number of semantic attribute-based access control schemes
have been proposed, yet there exists no survey paper on this topic. Hence,
this paper systematically reviews the existing techniques for SABAC and their
(dis)advantages up to May 2020. We identify several areas for improvement
in Section I.6, aiming for what we defined in Section I.5.1 as an ideal SABAC.
To motivate well these improvements and areas for further investigation, in
Section I.4 we perform an in-depth analysis and comparison of the existing
SABAC schemes. For this purpose, we also present the architectures of these
schemes in a uniform manner, mapping to the standard XACML architecture.

Contributions:

• Reviewing the conducted research efforts on SABAC systematically and
providing a comprehensive summary of them (Section I.4).

56



Preliminaries

• Representing different SABAC architectures in a unified manner based on
the reference architecture of the XACML standard (throughout Section I.4).

• Classifying the existing SABAC schemes based on different criteria
(Section I.4, Fig. I.5, and Fig. I.6).

• Providing an in-depth comparison and discussion of the existing SABAC
schemes (Section I.5 and Table I.2).

• Describing the properties of an ideal SABAC (Section I.5.1).

• Identifying open problems and research directions towards the ideal SABAC
(Section I.6).

Outline:

Section III.3 provides basic information on the XACML standard, which
provides a policy language and a reference architecture for ABAC, and semantic
technologies. Section I.3 details the review methodology that we employed in this
paper. In Section I.4, we review the existing SABAC schemes by demonstrating
the advantages, disadvantages, key features, and considerations in the design of
each scheme. Based on the comparison and discussion provided in Section I.5,
we describe an ideal SABAC scheme (Section I.5.1) and identify open problems
and potential research directions (Section I.6). Related work is provided in
Section I.7 and conclusions appear in Section IV.6.

I.2 Preliminaries

This section provides general information on the XACML standard and semantic
technologies.

I.2.1 XACML Standard

The eXtensible Access Control Markup Language is a standard managed
by OASIS (Organization for the Advancement of Structured Information
Standards)1, providing both a policy language, as well as a reference architecture
for ABAC. The standard also specifies the process by which the requests are
evaluated based on the predefined policies.

Three main benefits of XACML are:

• XACML is policy-based, which makes it possible to describe different
authorization scenarios easily. Besides, it is easy to audit the authorization
artifacts and create complex policies depending on the authorization
scenarios.

1https://www.oasis-open.org/committees/tc_home.php?wg_abbrev=xacml
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• XACML is attribute-based or multi-factor. The XACML policies are based
on attributes of subjects, objects, actions, and environment. For example,
subjects (users) can be described in terms of age, date of birth, citizenship,
and clearance level. Similarly, objects (resources) may have attributes such
as location, classification, and owner.

• XACML is technology-neutral. It means that the XACML can be developed
using different languages, e.g., C#, Python, and Java, and also can be
used in different applications such as legacy applications or mainframe
applications.

I.2.1.1 Policy specification language

The XACML policy language provides, as shown in Fig. I.1, elements for defining
policies, rules, algorithms for combining rules and policies, obligations, and
attributes of involved entities.

Figure I.1: The structure of the XACML policy language.

The main structural elements of the XACML policy language are PolicySet,
Policy, and Rule.

A PolicySet contains multiple policies that have the same general purpose.
The target is used to determine to which requests is this PolicySet applicable. A
PolicySet may also contain references to other PolicySets, i.e., policies in other
PolicySets can also be included in a PolicySet. A Policy is composed of one
or more rules. The target of the Policy is more fine-grained than that of the
PolicySet. A Rule includes a set of conditions as its core part and an effect
element, which can be either a Deny or Permit. A Rule also has a target specifying
a more fine-grained set of access requests for which the Rule is applicable.

Targets are statements based on subject, object, action, and environment
attributes that help the access control engine to find the right (applicable)
policies (as well as policy sets and rules) when receiving an access request. In
other words, targets expedite the decision-making process as the access control
engine (decision-making engine) does not evaluate an access request against all
the existing policies. However, targets are not powerful enough because they
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are limited to a AND/OR/AND structure. Besides, attributes in a target can
only be matched to single constants. Hence, conditions are added to rules to
overcome these limitations. In a condition, attributes can be matched against not
only constant values but also other attributes. Besides, it is also possible to use
non-Boolean functions. If the attributes existing in a request match those in the
target of a rule, the conditions part will be checked and if the conditions evaluate
to true, then the effect of the rule will be returned to the policy containing the
rule. However, if the conditions are not applicable to the access request, or if an
error happens, NotApplicable or Indeterminate, respectively, will be returned as
the effect of the rule.

Since a Policy may contain more than one Rule, contradictory effects may
be returned for the same access request. For example, suppose Alice, who is
a programmer, wants to access ObjectA at 4:00 AM and the applicable Policy
includes the two following rules:

Rule 1: (Job-title = Programmer) AND (Action-id = Read) AND
(Object-id = ObjectA) → (Effect = Permit).

Rule 2: (18:00 < Current-Time < 08:00) → (Effect = Deny)

Since both rules are applicable to Alice’s request, the parent policy receives
both Permit and Deny effects, which are in contradiction to each other. In
the XACML, such issues are addressed by means of combining algorithms,
which combine the results of conflicting rules (rule-combining algorithms) and
conflicting policies (policy-combining algorithms). For example, the “Permit
Overrides” combining algorithm states that in the case of receiving a Permit
and a Not Applicable, an Indeterminate, or a Deny, the final decision is Permit,
i.e., Permit overrides other effects.

I.2.1.2 Architecture

The reference architecture of the XACML standard, shown in Fig. I.2, includes
the (possibly distributed) components described below.

A Policy Enforcement Point (PEP) is responsible for protecting objects, which
are to be understood rather generally, including applications, services, and files.
The PEP receives incoming requests and forwards them to the second component
of the XACML architecture, i.e., the Context Handler, which converts them into
XACML requests and forwards the converted ones to a Policy Decision Point
(PDP). The PDP is the core of the architecture which evaluates incoming access
requests against access control policies and makes decisions which it returns to
the PEP (through the Context Handler) to be enforced. Two components in
the XACML architecture namely the Policy Information Point (PIP) and the
Policy Administration Point (PAP) support the decision function, where the
latter contains the access control policies and allows administrators to create
and manage policies. If the PEP does not provide enough information to the
PDP to reach a decision (i.e., there exist attributes that are referenced in the
applicable access control policies but not provided in the access request), the

59



I. Semantic Attribute-Based Access Control: A review on current status and
future perspectives

Figure I.2: The reference architecture of the XACML [taken from the standard].

PDP can retrieve the missing information from the PIP, which stores attribute
values. PIPs could be databases containing product or document information,
user directories, LDAP, or an Active Directory.

For example, suppose Alice sends a request to access ObjectA. The PEP
intercepts Alice’s request and forwards it to the Context Handler, which converts
the request into a request in the XACML format and sends the converted
request, i.e., {(Subject-id = Alice), (Action-id = Read), (Object-id =
ObjectA)}, to the PDP. The PDP loads the applicable access control policy
(policies), based on the target of policies and the information provided in the
request, from the PAP. Assume that the applicable policy is as follows:

(Job-title = Programmer) AND (Action-id = Read) AND
(Object-id = ObjectA) AND (Subject.Clearance-level >
ObjectA.Classification) → (Effect = Permit).

There are attributes referenced in the applicable policy that are not provided
in the request. Hence, the PDP sends a request to the PIP to obtain all
missing attributes, which are: 1) the job title of Alice, i.e., Job-title =
Programmer, 2) the clearance level of Alice, i.e., Subject.Clearance-level,
and 3) the classification of ObjectA, i.e., ObjectA.Classification. The
PIP response is that Alice is a programmer with the clearance level secret
and ObjectA’s classification is confidential, i.e., {(Job-title = Programmer),
(Subject.Clearance-level = 2), (ObjectA.Classification = 1)}. Based
on this information, the PDP reaches a decision Permit and sends it to the PEP
to be enforced.

A policy may include obligation expressions to enforce extra constraints
that cannot be managed by normal policies (e.g., writing logs, sending emails,
or showing warnings). Obligations can be used in several scenarios such as
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<Obligation FulfillOn="Deny " ObligationId="send-email">
<AttributeAssignment DataType="http://www.w3.org/2001/XML
Schema#string" AttributeId="email">administrator@example.com
</AttributeAssignment>
</Obligation>

Figure I.3: An obligation specified in XACML

healthcare environments, governmental settings, or public-sector services. For
example, as shown in Fig. I.3, an obligation can be sending an email to the
administrator of the system (administrator@example.com) for every unsuccessful
access attempt. The PDP asks the PEP (by including the obligation into the
response) to enforce the obligation (in addition to the access decision) if the
decision matches the value of the “FulfillOn” attribute (of the obligation).

One of the key aspects of the XACML architecture is the fact that it is a
loosely coupled architecture as the management function (provided by the PAP
and PIP), the decision function (provided by the PDP), and the enforcement
function (provided by the PEP) are cleanly decoupled. For a single point of
management, several PDPs may exist and in turn, a single PDP may serve several
PEPs. Besides, the XACML architecture can be used on different applications
and technologies as the PEP and the Context Handler will adapt the requests
and responses to the specific target application (and specific technology) and
still talk back to the same PDP.

I.2.2 Semantic Technologies

Semantic technologies are a collection of methods, techniques, and tools that
enhance data interoperability and the power of data by bringing into account
the meaning rather than the structure of the data.

The basic format for representing semantic data is Resource Description
Framework (RDF) 1 [70], which represents data (or knowledge) in a “subject,
predicate, object” pattern, e.g., “Programmer isA Job-title”. A set of such triples
can be represented as a directed graph, i.e., an RDF graph. The set of names
(subjects, predicates, and objects) in a graph is called the vocabulary of the
graph. In other words, concepts in a certain domain and relationships between
them can be described and represented by means of vocabularies. Vocabularies
are useful not only for organizing knowledge but also for resolving ambiguities
when integrating different datasets. RDF Schema (RDFS) 2 [15] was proposed
as a language for defining simple vocabularies, based on the concepts of class
and property, allowing to perform simple inferences about these. More complex
vocabularies are called ontologies, and are created using languages such as Web
Ontology Language (OWL), which provides richer semantics than RDFS.

1https://www.w3.org/TR/rdf11-mt/
2https://www.w3.org/TR/rdf-schema/
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Despite the widespread use of RDFS and OWL, there are useful semantic
relationships that cannot be expressed using these, e.g., it is difficult to
specify that a wholesale customer is a person who purchases large lots of
items. Such more complex relationships can be handled using Semantic Web
Rule Language (SWRL) [50]. SWRL is a popular and standard rule markup
language that combines Horn logic and OWL ontologies, making it possible
to specify complex inference rules in addition to the basic ones reflecting
inheritance. Inference rules make it also possible to infer new knowledge (i.e.,
inferring implicit relationships from explicit ones). For example, suppose a
dataset has two triples (Alice isA Person) and (Alice hasAge 19). An
ontology may state that “every person of age above 18 is an adult”, which
is written in SWRL as the rule ∀x,y.isA(?x, Person) ∧ hasAge(?x, ?y)
∧ swrlb:greaterThanOrEqual(?y, 18) → isA(?x, Adult). Hence, a new
relationship (Alice isA Adult) can be added to the dataset as a result of the
inference process, done by a reasoner (also known as the rule engine, reasoning
engine, or semantic reasoner) based on a set of facts and axioms.

In order to retrieve information from ontologies, a query language is
required. SPARQL [87] was developed as a query language just like SQL
for relational databases or XQuery for XML texts. For example, assume a triple
(Alice isA Doctor) exists in a dataset. A SPARQL request may be issued as
(Alice isA ?medicalstaff), where ?medicalstaff is a variable. The query
engine finds Doctor as a possible value for ?medicalstaff and returns it as a
possible answer.

There exist multiple tools for creating and managing ontologies, and
performing the reasoning process; those used in the reviewed works are briefly
surveyed below.

Jena [72] is a free and open-source Java-based framework for creating
semantic-based applications. Jena supports RDF/RDFS, DAML+OIL, and
OWL ontologies, comprises APIs for RDF and OWL, a SPARQL query engine,
a generic rule engine, and in-memory and persistent storage for RDF triples.
Different reasoners can be used as plug-ins into Jena [74].

Protégé [41] is a Java-based ontology editor and framework for creating
semantic-based applications for various domains. It is an open-source tool that
is extensible and freely available. It is possible to use all the reasoners in Protégé
(as plug-ins). It supports RDF/RDFS, OIL, DAML+OIL, OWL, and SWRL [5,
10].

Jess [40] is a Java-based rule engine (i.e., reasoner). The architecture of Jess
includes a rule base as the knowledge base, a working memory as the fact base,
and an inference engine. It works by matching facts in the fact base to the rules
in the knowledge base by means of the Rete algorithm [39], which can handle
many-to-many matching problems in a very efficient manner. Jess, as one of the
fastest and lightweight reasoners, has a LISP-like syntax that is easy to learn
and employ [49]. Though it is not open-source, it is free for educational purposes
(a license is required for commercial purposes).

Racer [42] is an OWL reasoner that is the predecessor of RacerPro [44],
supporting RDF/RDFS, OIL, DAML+OIL, OWL, and WSML ontologies. It
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features a conjunctive query language called nRQL, by which numeric constraints,
negation as failure, and substring properties are supported. It works on all
platforms and provides proper APIs for Java and Common Lisp. It is free and
open-source and employs very good optimization techniques.

Pellet [91] is a Java-based reasoner supporting RDF/RDFS, OWL, DAML-S,
OWL-S, and WSML ontologies. It is open-source and can be used with OWL
API and Jena. It works on all platforms and is one of the most comprehensive
and mature reasoners, supporting SWRL rule reasoning [46].

Racer and Pellet completely support T-Box (terminology box including
concepts, relationships, and constraints) and A-Box (assertion box containing
assertions on individuals) reasoning [43, 92]; whereas, Jena and Jess conditionally
support them [25, 40]. T-Box and A-Box (which form a knowledge base), the
mechanism for reasoning on them, and the set of constructs for defining concepts
characterize a Description Logic (DL) system. Description Logics are languages
for formal representation of the knowledge in a domain [51], e.g., OWL is based
on DLs.

I.3 Review methodology

This paper conducts a literature review based on the guidelines provided in [62,
63] to analyze conducted research efforts on SABAC.

In order to conduct a systematic literature review, the research questions
need to be defined and motivated first. Then, a search strategy determining
how to find relevant studies need to be developed. Next, inclusion and exclusion
criteria for selecting the set of studies for the review should be specified.

I.3.1 Research questions

This paper analyzes, discusses, and compares the existing SABAC schemes based
on the following research questions, which are accompanied by their objectives.
The first question (RQ1) is the main driving force behind the lengthy Section I.4,
where we give details for the major existing SABAC schemes.

RQ1 How is SABAC realized?

• It is essential to demonstrate the strategies by which semantic
attribute-based access control can be achieved. It helps researchers
and developers to have an overview of the existing strategies/solutions
and adopt the best suitable strategy when proposing/developing an
SABAC system.

RQ2 What is the main goal of using semantic technologies in SABAC schemes?

• Since semantic technologies may be used for various reasons (e.g.,
finding synonyms of attributes and improving the expressiveness
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of the policy specification), it is important to determine the main
applications of semantic technologies within SABAC schemes.

RQ3 Do the reviewed schemes have a formal specification?

• The aim is to check if an SABAC scheme (or a part of it) is formally
verified. In order to formally verify properties such as liveness,
deadlock-freeness, safety, security, correctness, completeness, etc.,
an access control scheme needs to be specified formally.

RQ4 How are SABAC policies specified?

• We identify whether policy specification languages for SABAC are
extensions of existing ABAC or semantic languages, or new policy
languages, and list their specific features.

RQ5 What is the target application domain?

• Each domain may have different requirements that need to be
addressed when proposing a solution for them. This question identifies
the target domain of each proposal.

RQ6 Is the performance evaluated?

• The performance evaluation helps to see the effect of semantic
technologies on the performance, e.g., by comparing SABAC with
ABAC.

RQ7 Which semantic technologies are used?

• We identify which languages and technologies of the semantic web
stack are used (e.g., data modeling languages, rule markup languages,
query languages, and inference engines).

RQ8 What kind of ontology is used?

• We clarify whether a new ontology is developed or an existing ontology
is used. This question helps in determining the quality of the ontology
used in each SABAC scheme. If an existing ontology (which is
developed and evaluated correctly) is used, it has a positive effect on
the performance and correctness of the whole scheme as the ontology
is validated in advance. If a new ontology is developed, then this
question determines whether it is based on an existing one and how it
is evaluated (in terms of quality, performance, and usefulness). The
question also identifies the methodology that is applied in developing
the ontology.

RQ9 Does a prototype of the proposed SABAC scheme exist?
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• Implementation helps to examine if an SABAC scheme can be realized
in the real world. This question determines if there exists any tool
demonstrating the proposal. Besides, it identifies whether the source
code of the tool is publicly available (for the non-commercial ones).

RQ10 Is the scheme supported by a case study?

• Case studies help to gain a better and deep understanding of how a
scheme would work in real-world scenarios.

RQ11 Does the scheme address conflict resolution?

• The aim is to determine the best ways to fix conflicts between semantic
access control policies.

I.3.2 Selection process

To find the relevant research efforts, we considered Google Scholar, Springer,
Elsevier Scopus, Web of Science, Science Direct, IEEE Xplore Digital Library,
Citeseer library, and ACM digital library. Moreover, we used the following
keywords and strings to search through the above-mentioned databases until
May 2020: XACML, Semantics, Semantic Technologies, Ontology, ABAC,
SABAC, and Attribute-Based Access Control and ((XACML OR ABAC OR
Attribute-Based Access Control) AND (Semantic Web Technologies OR Semantic
Technologies OR Semantics OR Ontology)).

Those studies that proposed an SABAC scheme and were published in
peer-reviewed journals, book chapters, and conferences are included. Other
studies that augmented XACML with semantic technologies to achieve a goal
different than proposing an SABAC scheme (e.g., supporting RBAC, privacy,
etc.), duplicate studies, non-English studies, and short papers are excluded.

Searching the specified strings and keywords in the selected databases resulted
in 94 research studies. However, four of them were excluded as duplicate studies.
The number of papers decreased to 24 after reading (full read) the 90 remaining
papers. These 24 papers are used as the initial set for the snowballing process,
described in [98]. Forward snowballing, which helps to identify more relevant
papers by checking the studies that cited the papers in the initial set, led to 11
more papers. However, most of them were duplicates apart from two papers.
Therefore, the focus of this paper is on 26 papers, published as journal papers,
conference papers, or book chapters.

The selected papers are summarized, compared, and discussed in the following
sections, ending up with a comparison given in Table 1. We summarize each
paper by representing the main idea and the way that the proposed SABAC
scheme works. Then, the selected papers are compared to each other (and
discussed) based on the research questions (see Sec. I.3.1). Fig. I.4 shows the
number of studies on SABAC per year.
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Figure I.4: The number of (included) publications per year.

I.4 Semantic Attribute-Based Access Control Schemes

This section reviews existing semantic attribute-based access control schemes,
looking at their advantages and disadvantages, and describing their key features
and designs. To allow for a comparative study, we present the different
architectures in a unified manner, based on the reference architecture of the
XACML standard from Fig. I.2.

Based on the literature review, the existing SABAC schemes can be
categorized as Extensions of XACML, New Policy Languages, and Hybrid Models,
as represented in Fig. I.5. The existing SABAC schemes can also be classified
based on their decision-making engine and target domain as demonstrated in
Fig. I.6.

In the following subsections, the SABAC schemes appear in chronological
order, and a summary of their contributions is given in Table I.1.

I.4.1 Extensions of XACML

Several articles have proposed SABAC schemes as extensions of either the
XACML policy language or the XACML architecture, e.g., by adding new elements
to the language, adding new components to the architecture, or changing the
functionality of the existing components.

The first work that augmented ABAC with semantic technologies was by
Damiani et al. [29] in 2004, which extended the XACML policy language.
Particularly, they extended the XACML context to include metadata associated
with both subjects and objects. They modified the AttributeValue element
(in the XACML policy language) to make it possible to use RDF assertions
as a value for attributes. Accordingly, they modified the MatchId element,
which specifies the matching function for attributes values (e.g., string-equal,
string-regexp-match, rfc822Name-match, or anyURI-equal), by introducing a
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new function, called metadataQuery. The goal of Damiani et al. was to enrich
XACML policies by including ontology-based metadata associated with subjects
and objects through the use of RDF assertions. Damiani et al.’s approach is based
on an RDFS ontology for the healthcare domain; however, it is not specified how
the ontology was developed and evaluated. Damiani et al.’s approach does not
have any formal foundation and resolves conflicts at runtime (when evaluating
an access request) and based on XACML combining algorithms. Damiani et al.
did not provide a prototype of their proposed approach and accordingly, they
did not evaluate its performance. Instead, they used a research example as a
kind of case study to describe their proposal.

Another line of SABAC frameworks was started by Priebe et
al. [81], who, instead, extended the XACML architecture. We have drawn
in Fig. I.7 the two new components, i.e., an inference engine and an ontology
administration point (OAP), that [81] added to the architecture of XACML.
When the context handler receives a request from the PEP, it sends the attributes
that exist in the request to a Jena inference engine. The inference engine
combines the received attributes with an OWL ontology provided by the OAP
and performs the reasoning process to find semantically relevant attributes.
The context handler uses the inferred attributes (also called inferred implicit
knowledge) obtained as answers to SPARQL queries to update the request. Next,
the context handler sends the updated request to the PDP, which evaluates it
and gives a response to the context handler and PEP. Priebe et al. provided
a prototype of their proposal; however, they did not evaluate the performance.

SABAC Schemes
(RQ1)

XACML Extensions
(Section I.4.1)

Extension of
Policy Language

[29, 32]

Extension of
Architecture

[18, 20, 22, 27, 28, 35]
[36, 48, 52, 68, 75]
[89, 90, 100, 101]

New Policy
Languages (Section I.4.2)

XACML
Architecture

[56]
[69]

Goals (RQ2)

Policy
Creation

[68, 69]
[97]

Policy
Redundancy

[68]

Expressiveness

[21, 22, 55]
[56, 69, 90]

Decision
Making

[1, 3, 20–22]
[48, 52, 55, 56]
[69, 90, 97]

Semantic
Synonyms

[1, 18, 28, 29]
[32, 35, 36]
[75, 89, 97]

Semantic
Similarity

[27, 28]
[54, 95]
[100, 101]

New
Architecture

[3, 21, 55]
[95, 97]

Hybrid Models
(Section I.4.3)

[1, 54]

Figure I.5: A wide classification of SABAC schemes.
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Racer
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Web
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[3, 28]
[27, 75]

Cloud
Services

[48, 55]
[97]

Other/
Unknown

[1, 32, 52]
[54, 56, 81]
[95, 100]

Figure I.6: The classification of SABAC schemes based on the target domain
and decision making engine.

Priebe et al.’s scheme does not have any specific target domain. They employed a
simple new ontology without mentioning the methodology used for developing it.
Priebe et al.’s proposal uses standard XACML combining algorithms for conflict
resolution.

In 2008, Muppavarapu and Chung [75] combined semantic technologies
with the XACML standard for the good of improving the interoperability in
Data Grids. They proposed an architecture having several components which are
named differently than those of the XACML standard. However, the data flow,
i.e., the mechanism for processing an access request, is the same as that of Priebe
et al.’s scheme. Muppavarapu and Chung used a simple new OWL ontology
along with SWRL rules (to specify more complex relationships between concepts
in the ontology) to extend the list of attributes that users provide in access
requests. The policy specification language was the XACML policy language
and the conflict resolution strategy was the XACML standard’s approach (i.e.,

Figure I.7: The architecture of Priebe et al.’s scheme [81]

68



Semantic Attribute-Based Access Control Schemes

Figure I.8: The scheme proposed by Shen [89]

combining algorithms). Muppavarapu and Chung used Shibboleth [24], which
is an attribute authorization service, to protect the privacy of subjects when
collecting subjects attributes from the PIP. The case study of Muppavarapu
and Chung’s scheme was part of a project called OGSA-DAI1; however, no
implementation was made.

Shen [89] also extended the XACML architecture by adding an ontology
management system as shown in Fig. I.8. The new component is intended to
create subject, object, and environment ontologies (based on OWL), analyze
the created ontologies using an inference engine (i.e., using Jess and SWRL
rules), and store the inferred knowledge to help the PDP to make semantic-aware
decisions for web services. Shen’s scheme uses the XACML policy language and
XACML combining algorithms for the specification of access control policies and
conflict resolution, respectively. It is not clear what methodology was used for
developing and evaluating the ontologies. Besides, the performance of Shen’s
scheme was not evaluated as it was neither implemented nor supported by a case
study. Shen’s scheme is somehow similar to the scheme proposed by Priebe et
al. [81]. However, Priebe et al.’s scheme performs semantic reasoning at the time
of making a decision whereas Shen’s scheme does that in advance (probably at
the system initialization). Therefore, Shen’s scheme makes an access decision
much faster than Priebe et al.’s one.

Shen and Cheng [90] updated the scheme proposed in [89] by using SWRL
as the policy specification language and replacing the ordinary XACML-based
PDP with a Jess inference engine. They developed a simple OWL ontology and

1https://www.epcc.ed.ac.uk/projects-portfolio/ogsa-dai-solutions-distributed-data-
access-and-management
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used SPARQL to query the ontology. Unlike the scheme proposed in [89], the
updated scheme does not utilize semantic technologies to only find synonyms of
attributes. In the updated scheme, the policy language is changed to SWRL to
enhance the expressiveness (of the policy specification), but conflict resolution is
not addressed.

Durbeck et al. [36] proposed a semantic security architecture named Access-
eGov Solution, with a preliminary version presented in [65]. As represented in
Fig. I.9, the proposed architecture looks the same as the architecture proposed by
Shen [89] since the semantic component/part is connected to the PIP (the target
domain is also web services). However, the process for making an access decision
is different. In Durbeck et al.’s scheme, first, the access requester, which acts on
behalf of the subject, retrieves the access control policy concerning the requested
resource from the PAP to find the list of required attributes for accessing the
resource. Then, the access requester retrieves the required user attributes from
the PIP. If there exists an attribute that the PIP does not know (since there
may be semantically similar attributes with different names), the PIP sends that
attribute to the inference engine to get the semantically relevant attributes based
on the domain ontologies that the service provider and PIP use. After getting all
the required subject attributes, the access requester sends an XACML request to
the PDP. Next, the PDP may query the PIP for the values of the object, action,
and environment attributes and then make a decision based on the received
information. The PIP may call the inference engine again if required.

Durbeck et al. employed the existing ontologies for web services in their
proposal, i.e., WSMO [85], which was modeled using the Web Service Modeling
Language (WSML) [17]. The proposed architecture was supported by a case
study from a project called Access-eGov1; however, it was not implemented and
the performance was not evaluated.

In Durbeck et al.’s scheme, a subject gathers all the required subject attributes
before sending an access request to the PDP (or PEP) to have a higher chance
of getting access. However, it has a negative effect on the performance of the
system as extra work needs to be done for every single request. The solution
may not be practical if several policies exist for an object. Besides, retrieving
a policy, which may contain information about the subject, object, action, or
environment, by the access requester may cause leakage of information.

In 2010, Dersingh et al. [32] proposed an SABAC scheme for ubiquitous
systems by extending both XACML policy language and architecture (a
preliminary version appeared in [31]). On one hand, the policy specification
language is extended to incorporate semantic contexts into access control policies.
On the other hand, as represented in Fig. I.10, the architecture is extended
by changing the functionality of the Context Handler and adding a semantic
knowledge base, which is under the management of a separate system called the
context management system. According to the extended architecture, when the
context handler receives an access request from the PEP, it uses a method called

1https://cordis.europa.eu/project/id/027020
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Figure I.9: Durbeck et al.’s scheme [36]

attribute finder (the added method) to obtain the required attributes/contexts
from the semantic knowledge base (the added component). After retrieving the
required attributes (which is a set of attributes enriched by means of semantic
technologies), the context handler forms an XACML request and sends it to the
PDP.

The separate context management system not only stores the semantic
domain knowledge for the access control system but also is needed to classify
and infer new knowledge when a change occurs in the domain. An advantage of
such a separation is that it does not rely on a specific policy language, and any
policy language supporting the notion of attributes can be used instead of the
XACML policy language.

The approach proposed in [32] uses the Racer reasoner [43] as the description
logic reasoning engine to classify knowledge (by reasoning over OWL ontologies)
and the Jess rule engine to infer new knowledge by processing SWRL rules
defined in the ontology over the knowledge that is classified by the Racer reasoner.
Dersingh et al. defined a research example as a case study and implemented a
prototype of their proposed scheme. However, they neither explained how the
ontology was developed nor evaluated the performance of the proposed scheme.
Dersingh et al.’s scheme addresses conflict resolution in the same way as the
XACML standard, i.e., through combining algorithms.

In 2011, Calvillo et al. [22] proposed an SABAC framework based on the
architecture of the XACML standard applied to the healthcare domain. The
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Figure I.10: Dersingh et al.’s scheme [32]

proposed framework includes new components for semantic management as
drawn in Fig I.11. The PIP is decomposed into three different PIPs for the
subject, object, and environment, and are connected to three related knowledge
bases. The functionality of the PDP is also changed into an inference engine (i.e.,
Jess engine) that makes a decision based on the access control policies specified
using SWRL and a sample OWL ontology developed (by Calvillo et al.) for
the healthcare domain. When the context handler receives a request from the
PEP, it notifies the PDP, which sends back attribute queries to the context
handler. Next, the context handler collects the attributes utilizing the three
different PIPs. Upon receiving the attributes from the context handler, the PDP
uses the received information and the SWRL rules, which exist in the policy
semantic knowledge base (i.e., the PAP), for semantic reasoning by the Jess
inference engine. The PDP incorporates the inferred axioms to the ontology and
then uses the SQWRL [76] to check whether the properties “actionProhibited”
or “actionPermitted” exist between the requester and the requested object (in
the ontology). In the case of the existence of the property “actionProhibited”
(“actionPermitted”), the final decision is Deny (respectively Permit). In the
case of the absence of both properties, which means there exists no applicable
policy, the PDP makes a Deny decision and informs the administrator to define
a policy for such an access request. Therefore, we can say that the framework
of [22] employes semantic technologies to make decisions in addition to finding
synonyms of attributes. Calvillo et al. implemented a prototype of their proposal
for the PREDIRCAM1 project; however, they did not evaluate its performance.
Calvillo et al.’s framework resolves conflicts by making a Deny decision when

1http://www.gbt.tfo.upm.es/item310&highlight=PREDIRCAM
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Figure I.11: Calvillo et al.’s scheme [22]

both “actionProhibited” and “actionPermitted” properties exist at the same
time. Since the policy language is changed to SWRL, it can be said that the
expressiveness of the policies is enhanced.

Brut et al. [18] added an ontology-based query rewriting mechanism to the
XACML standard to enable pervasive healthcare. In Brut et al.’s scheme, a
component called the Query Interpreter (QI), which acts as both the PEP and
context handler, intercepts an access request and translates it into a normal
XACML request. Then, the QI sends the XACML request to a component called
the Query Analyzer (QA), i.e., the PDP. The QA evaluates the request and
sends the decision back to the QI. If the decision is a Deny, then the QI calls
the semantic similarity provider, which is a component added to the XACML
architecture, to get similar concepts. It is supposed that a request contains the
concepts from International Classification of Diseases, Version 10 (ICD-10) and
International Classification of Primary Care, 2nd edition (ICPC-2) ontologies
(which are OWL-based ontologies). Then, the QI modifies the access request by
replacing attributes (i.e., ontological concepts) with similar ones (those received
from the semantic similarity provider) and sends the modified request to the
QA. If the QA makes the same denial decision for the modified request, the QI
tries to modify the request one more time with the annotated information (it is
supposed that the patients can annotate their medical records). Finally, the QA
sends the initial Deny decision along with an alternative positive decision (if one
of the modified requests gets approved) to the requester.

The main goal of Brut et al.’s scheme was to maximize data sharing while
keeping an acceptable level of security. In other words, the aim was to provide
medical staff as much as possible access to the patients’ medical records in
emergency cases. A good point about Brut et al.’s scheme is that existing
ontologies, i.e., ICD-10 and ICPC-2, are used. However, the query rewriting
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mechanism is quite simple and needs to be improved as only simple ontological
relations, i.e., superclass and subclass, are considered. Furthermore, the proposed
scheme was not implemented and it is not clear how the performance of a
medical data system would be affected by the added query rewriting mechanism.
Moreover, since Brut et al.’s scheme employs the XACML policy language,
probably conflict resolution will be addressed in the same way as the XACML
standard.

Ciuciu et al. [27] addressed the interoperability in distributed environments by
augmenting the ABAC with an Ontology Based Interoperation service (OBIS).
The proposed architecture, as shown in Fig. I.12, differs from the reference
architecture of the XACML standard. Instead of one PDP, several PDPs are
employed, i.e., a Master PDP and some local PDPs, which process policies
specified in either XACML or PERMIS [26]. The PEP is also doubled as there
exists an Application Independent Policy Enforcement Point (AIPEP) in addition
to the ordinary PEP. The PEP (the one controlling access to the requested
object) intercepts an access request and sends the request to the AIPEP. The
attributes in the received request will be validated by means of a Credential
Validation Service (CVS). If there is an unknown attribute, then the CVS invokes
the OBIS to check how the unknown attribute is related to a known one based
on an existing ontology, SecPODE [84]. Then, the CVS sends a validated set
of attributes back to the AIPEP. Receiving the set of attributes, the AIPEP
sends the request to the Master PDP, which forwards it to a set of local PDPs.
If a local PDP cannot make a decision, it may call OBIS to get the semantic
similarity value of the received attributes and those of the applicable policies and
then makes a proper decision based on the received semantic similarity values.

Ciuciu et al.’s scheme was not implemented and its performance was not
evaluated though its case study was the TAS3 project 1. Ciuciu et al. did not
address conflict resolution explicitly, but it can be assumed that the XACML
combining algorithms are used as the policy language is XACML.

In [28], Ciuciu et al. extended their approach from [27] by adding new
functionality to the OBIS. The extended OBIS, which is called OBIS Domain
Mapper, makes it possible to translate attributes from one domain (e.g., a local
PDP) to another domain (the master PDP). Such a translation can be done by
means of different ontologies.

In 2012, Zhao and Wang [101] extended the XACML standard with a
semantic similarity algorithm and domain ontologies, as shown in Fig. I.13.
In Zhao and Wang’s scheme, which was proposed for web services, both the
application (requester) and provider have their own domain ontologies and the
PDP makes a decision based on the semantic similarity of the attributes provided
by the requester and attributes required by the provider (the provider’s domain
ontology shows the attributes required for objects). Zhao and Wang’s scheme
works as follows: a requester sends its attributes to the PEP. The PEP, which
acts as a context handler as well, forms an XACML request and sends it to the

1https://cordis.europa.eu/project/id/216287
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Figure I.12: Ciuciu et al.’s scheme [27]

PDP. The PDP gets the attributes that the provider requires for the requested
object through the PIP (and provider’s domain ontology). Next, the PDP sends
a request to the semantic component to check if these two sets of attributes
(i.e., the ones provided by the requester and provider) are similar. The semantic
component checks its mapping base, which keeps the results of previous mapping
attempts for the sake of efficiency, if the same request was evaluated before. If
there is no match in the mapping base, the semantic similarity between attributes
(attributes provided by the requester and those required by the provider) will
be calculated and the results will be stored in the mapping base for future uses.
The PDP grants access if the requester’s attributes are similar to those required
by the provider. It is not clear what semantic technologies, e.g., ontologies
and the inference engine, were used in Zhao and Wang’s scheme. Moreover,
they did not implement a prototype of their proposed scheme, and accordingly,
its performance was not validated. Although Zhao and Wang did not address
conflict resolution, it can be assumed that their scheme relies on the XACML
combining algorithms.

Zhang et al. [100] also aimed to facilitate multi-domain interoperability by
means of an ontology and an attribute mapping mechanism. In Zhang et al.’s
scheme, which we draw in Fig. I.14, each domain has its own ontology developed
by the experts of the domain. However, it is not clear based on what methodology
they developed ontologies and how they validated them. The ontology (which is
OWL-based) is an attribute library for access control elements. If a user (subject)
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Figure I.13: Zhao and Wang’s SABAC [101]

from a domain, say domain A, wants to access an object of another domain,
say domain B, Zhang et al.’s scheme works as follows: the PEP (and probably
the context handler) sends the request to the PDP of the domain B. As the
received request is a cross-domain request, the PDP asks the semantic component
(which includes a domain ontology and an attribute mapping mechanism) to
map the attributes in the request to the related ones in domain B. The attributes
related to the subject and object in domain B will be extracted from domain B’s
ontology using Jena API. If the similarity value of each attribute is more than a
predefined threshold, then the semantic component maps the attributes in the
request to the local attributes and sends the local ones to the PDP. Next, the
PDP can make a proper decision based on the local attributes and policies. If the
semantic component cannot map the provided attributes to the local ones, then
the request would be rejected. The idea, which is based on the semantic similarity
of attributes, is straightforward. However, the accuracy of the attribute mapping
is questionable since the algorithm for calculating the attribute similarity is not
mature enough. In addition, the proposed scheme was not implemented and not
supported by a case study, and the performance was not evaluated thoroughly.
We assume that Zhang et al.’s scheme also addresses conflict resolution in the
same way as the XACML standard utilizing the XACML combining algorithms.
In 2013, Hsu [52] proposed an SABAC scheme by extending the XACML
architecture as follows. The context handler is replaced with a transformation
engine, which is responsible for the transformation from one format to another
(i.e., XACML → SWRL → Jess facts and vice versa). The PDP is replaced
with a Jess inference engine. The PAP contains annotated XACML policies as
well as the normal ones. Instead of a PIP, there exists an XML-based repository
including an ontology base, an SWRL base, and a style sheet base.

Hsu’s scheme works based on annotated XACML requests and policies. Hence,
first, the policy administrator manually annotates the XACML policies. In
XACML, each attribute has a data type that is defined in XACML, XPath [13], or
XML Scheme [37]. The data type of attributes is used for annotating the XACML
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Figure I.14: Zhang et al.’s scheme [100]

policies and requests (by mapping to concepts in the ontology). The policy
administrator finds the relevant classes (for the subject and object attributes) in
the ontology (using the subject ID and resource ID that exist in each policy)
and then sets the Uniform Resource Identifier (URI) of the found concepts as
the value of the data type of the relevant attributes. When all policies are
annotated, the transformation engine converts them to SWRL rules (using the
XACML2SWRL.xsl XSLT style sheet) and stores the obtained rules into the
SWRL base.

Hsu’s scheme works as follows: when a PEP receives an access request (which
is annotated), it forwards the request to the transformation engine, which acts
as the context handler. The transformation engine finds all the instances of
the subject and object attributes in the ontology (based on the subject ID
and resource ID that exist in the request) and transforms them into Jess facts.
The transformation engine also finds the relevant ontologies (in the ontology
base) using the DataType of the subject and object in the request. Next, it
converts the relevant ontologies (which are OWL-based) to Jess rules using
another XSLT style sheet called OWL2Jess.xsl. This transformation extends
OWL models via rules. It also uses the found ontologies to find the relevant
SWRL rules (in the SWRL base) and then converts them to the Jess rules using
the SWRL2JESS.xsl XSLT style sheet. Then, the Jess inference engine uses
the Jess rules and facts to infer new Jess facts, which show the decision for the
received request. However, the decision needs to be returned in the XACML
format. Hence, the transformation engine (i.e., the context handler) converts
the Jess facts, which are received from the inference engine, into the XACML
format using JESS2XACML.xsl XSLT style sheet and then sends the response
to the PEP.

Hsu defined a research example as a case study and implemented a prototype
of his proposed scheme to evaluate the performance. However, it is not clear
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what happens if the inferred new Jess facts, which show the access decision, are
in conflict with each other, i.e., they show both Deny and Permit for the same
request.
In 2014, Calvillo-Arbizu et al. [20] proposed an SABAC scheme addressing
the interoperability in the healthcare domain by means of an ontology of
attributes (concepts in the ontology represent attributes). The idea was to
have an attribute ontology as a reference ontology. The context handler keeps
and uses the reference ontology. When there is an access request, the context
handler collects the required attribute values from information providers (the
PIP) and translates the collected attribute values to the reference ontology
through mapping rules. Next, it sends the request to the PDP, which is an
inference engine. The PDP retrieves applicable policies from a policy provider
(the PAP), converts the retrieved policies into SWRL rules, and then makes a
decision based on the SWRL rules and attributes. The PDP solves conflicting
decisions by choosing the most conservative decision. Calvillo-Arbizu et al.’s
scheme was neither supported by a case study nor implemented to evaluate
its performance. They did not use a standard methodology for developing the
attribute ontology. Besides, it is not clear what inference engine (and how)
converts the XACML policies into SWRL rules.
In 2016, Drozdowicz et al. [35] extended the XACML architecture by
replacing the PIP with another component called SemanticPIP (first proposed
in [34]). The new component is an integration of the PIP and the HL7 security
and privacy ontology [12], which describes and interrelates important security
and privacy concepts in the e-Health domain. The SemanticPIP functions as
follows: when the context handler queries for attribute values, the SemanticPIP
creates OWL concepts and OWL individuals for the subject, object, action, and
environment attributes that exist in the request. It also converts the attribute
values existing in the request to data property axioms of the appropriate types.
In other words, it translates an access request to an ontology. Then, it merges
the constructed ontology with the domain ontology and uses a semantic reasoner
to obtain extra information (semantically relevant attributes). After that, it
retrieves the attribute values by issuing SPARQL queries on the ontology for the
properties recognized by the reasoner. Finally, it returns the retrieved attribute
values to the context handler. The context handler updates the request by
adding the inferred information and sends it to the PDP, which makes a decision
based on the XACML policies and the updated request.

Drozdowicz et al. implemented a prototype of their proposed scheme and
provided a research example to show that the proposed scheme works properly.
However, the performance was not evaluated and the semantic reasoner was not
specified. Although the strategy for conflict resolution was not determined, we
assume Drozdowicz et al.’s scheme addresses conflict resolution in the same way
as the XACML standard. Two different applications of the scheme proposed
in [35] are presented in [33, 93].
Liu and Wang [68] proposed an access control scheme called FCAC for linked
health data. FCAC employs XACML for specifying access control policies and
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SWRL for expressing complex semantic relationships. FCAC employs four
different ontologies, i.e., the subject, object, action, and environment ontologies.
The action and environment ontologies, which most of the existing SABAC
schemes lack, enhance the semantic awareness of the access control system. In
FCAC, semantic technologies, i.e., OWL-based ontologies, SWRL rules, and Jess
semantic reasoner, are employed to manage access control policies. FCAC reduces
the number of XACML policies based on the results of the semantic reasoning on
the ontologies and SWRL rules. Semantic reasoning helps to detect rules which
are semantically similar and remove redundant and conflicting rules/policies.
Liu and Wang implemented a prototype of FCAC and evaluated its performance
thoroughly based on a dataset taken from Linked Clinical Trials [47]. They
formally specified the basic elements of their proposal; however, it is not clear if
they developed (and evaluated) the ontologies based on standard methodologies.

In 2017, Hilia et al. [48] augmented the XACML architecture with a
module called semantic finder having two functions namely attribute finder
and policy finder. The goal was to enable contextual access control in cloud
environments as a part of the ComVantage project1. The semantic finders are
used to obtain contextual (semantic) information from various sources (that are
usually heterogeneous) such as local RDF files, web services, semantic reasoners,
PAP, and SPARQL endpoints. The attribute finder finds attributes such as
physical measures and environment variables, and policies corresponding to a
given context can be found using the policy finder.

In Hilia et al.’s scheme, the RDF data model is used to store the data (as
RDF triples). The PDP retrieves the required attribute values from PIPs using
the semantic finders, which is in contrast to the XACML standard where the
context handler is responsible for retrieving attribute values. Conflict resolution
is not addressed in Hilia et al.’s scheme; however, since the policy language is
XACML, we assume their scheme resolves conflicts using the XACML combining
algorithms.

Hilia et al. implemented a prototype of the proposed scheme; however, they
did not evaluate the performance of their proposal.

I.4.2 New policy languages

Another line of research proposes new policy specification languages that
incorporate semantic technologies.

In 2006, Jin and Fang-Chun [56] proposed an ontology-based ABAC by
means of description logics to decrease the complexity of the policy specification
and improve interoperability. The main idea was to specify access control
policies and represent attributes using a description logic language. They used
the restricted ALL(D) [9] description logic language as the basis for expressing
access control policies and attributes (of the subject and environment). The
ALL(D)-based access control policies and attributes form the TBox and ABox

1https://cordis.europa.eu/project/id/284928
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Figure I.15: Jin and Fang-Chun’s scheme [56]

of the DL knowledge base, respectively. An inference engine, i.e., Racer reasoner,
is used for making access decisions and checking the consistency of access control
policies. As shown in Fig. I.15, Jin and Fang-Chun’s scheme processes access
requests as follows: the PEP sends an access request to the PDP, which is a Racer
reasoner, for the evaluation. Receiving a request, the PDP sends queries to the
PIP and the context component to obtain the subject and environment (context)
attributes, respectively. The PIP and context component issue assertions about
the values of the requested attributes and send them to the PDP, which makes a
decision by means of the reasoning process based on the received assertions and
the policies, which are represented using TBox axioms of the knowledge base.

Jin and Fang-Chun claimed that they implemented their proposed scheme;
however, they neither provided any detail about that nor evaluated the
performance of their proposal. Besides, they did not address conflict resolution.
They might rely on the consistency check done by the Racer reasoner. However,
it is not clear how the reasoner can find and resolve conflicts between access
control policies for different possible requests (with different sets of attributes).
Though Jin and Fang-Chun’s scheme improves the expressiveness of the access
control policies, it might be difficult to specify very complex policies without
losing the decidability.

In 2010, Amini and Jalili [3] proposed an SABAC model for distributed
environments based on theMA(DL)2 logic [2], which is a combination of deontic
and description logics and supports the specification and inference of access
control policies. Accordingly, they suggested an architecture based on the
XACML standard as represented in Fig. I.16. In a multi-domain setting, each
domain has a PEP, a PDP, a PAP, an MA(DL)2 knowledge base, a context
handler, and a credential verifier, where the PDP is an MA(DL)2 inference
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engine (Jena is used for reasoning over TBox, i.e., subsumption inference). The
MA(DL)2 knowledge base includes access control policies, assertions about the
individuals, the current information about the context, and subjects, objects,
and actions ontologies. The PAP of a domain may use the policies of other
domains (which are kept by other PAPs). The credential verifier is used to verify
the validity of the credentials existing in access requests. The context handler
is used to gather the required context information from context sensors, create
contextual propositions about them, and add the propositions to the knowledge
base.

Amini and Jalili’s scheme works as follows: when a PEP receives an access
request, it checks if the request is about a valid action on an object that is
registered in its domain (based on the description of the object that exists in
the OWL-S ontology [71]). It also verifies the attributes provided in the request
through the credential verifier. If all the checks go through, the PEP forwards
the request to the PDP. Then, the PDP uses the credentials (attributes) existing
in the request to generate and add more assertions to the ABox of theMA(DL)2

knowledge base. The PDP also updates the context information of the knowledge
base utilizing the context handler. Next, the PDP checks the conflicts that may
exist between access control policies and removes the conflicting policies from
the knowledge base (temporarily). After that, the PDP makes a decision in a
two-stage procedure: 1) make a ground-level decision based on the individual
data (based on the attributes provided in the original request) and 2) make a
conceptual-level decision based on the relationships between ontological concepts
(based on semantic relationships). Finally, after making a decision, the PDP
deletes the added contextual facts and assertions from the knowledge base. It
also adds the deleted conflicting policies to the knowledge base again.

Amini and Jalili provided a formal specification of their proposed authoriza-
tion model. They also implemented a prototype of their proposed framework
and evaluated its performance on a case study (which was a research example
defined by them). They developed sample ontologies describing subjects, ob-
jects, and actions. The results of the performance evaluation demonstrated that
real-time reasoning was time-consuming. Hence, they suggested remedies such
as benefiting from parallelization in tableaux system and offline (in advance)
materialization of inferred relations. They addressed conflict resolution using an
approach that works based on the notion of potential conflict graph.
In 2013, Trivellato et al. [95] proposed an ontology-based context-aware
policy specification language called POLIPO inspired from Datalog with
constraints [67]. A POLIPO policy includes a set of Horn clauses as follows:
H ← B1, . . . , Bn, c.

The consequent (head) part, H, determines the decision based on positive
or negative atoms, B1, . . . , Bn, and constraints, c, specified in the antecedent
(body) part.

A policy can be constructed using the following elements:

• Authorization atoms, representing subject permissions, perm(S, A, O),
where S, A, and O denote, respectively, the unique identifier of a subject,
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Figure I.16: The framework of the SABAC model proposed in [3]

the URI of an action in an ontology, and the identifier of an object.

• Credential atoms, representing certificates issued for attributes of subjects ,
cred(I, Att, S), where I and S represent unique identifiers of the issuer
and subject, respectively, and Att represents the URI of an attribute in
an ontology.

• Ontology atoms, representing a concept cURI(ia) or a relationship
rURI(ib, ic) in an ontology. Ontology atoms can be used to query the
knowledge base. cURI(ia) and rURI(ib, ic) hold if ia is an instance
of the concept cURI, and the instance ib has a relationship rURI with the
instance ic in the ontology.

• Constraints, representing conditions through quantifier-free formulae.

The following provides an example policy and its specification using POLIPO:

“Researchers working on a European project can access public informa-
tion about all ongoing research projects in Europe.”
Ontologies:
prefix(Onto1, http://localhost/ontologies/Onto1).
prefix(Onto2, http://localhost/ontologies/Onto2).
Authorizations:
perm(X,Onto2:Read,Y)←cred(EU,Onto1:EU_Project,Z), cred(Z,
Onto1:Partner,X),not(Onto1:hasClassification(Y,secret)
),cred(EU,Onto1:EU_Project,Y)
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They also proposed a framework, which is composed of a PEP, two
PDPs for the access control and trust management (i.e., AC PDP and TM
PDP, respectively), a PAP, a semantic alignment evaluator (to align different
ontologies), and a knowledge base, which is connected to several ontologies.
There are two types of requests: credential requests (specified in SAML) and
access requests (specified in XACML).

Trivellato et al.’s framework is a combination of the trust management and
context-aware access control as follows: when a PEP receives an access request,
it forwards the request to the AC PDP, which retrieves the authorization clauses
related to the request (through the PAP). If more credentials are required to make
an access decision, the PEP gathers the missing credentials from the requester
or a third party and then sends them to the TM PDP. The TM PDP retrieves
the relevant credential clauses from the PAP, evaluates the received credentials
using the GEM algorithm [94], and sends the verified credentials to the AC PDP
through the PEP. Next, the AC PDP, which is a Jena inference engine, makes
an access decision and forwards it to the PEP to be enforced. The knowledge
base service and semantic alignment evaluator can be used for retrieving the
relevant domain and context information and calculating the similarity between
concepts and instances of different ontologies.

Trivellato et al.’s framework makes access decisions based on only the subject
attributes and context information, and does not consider attributes of objects
and actions, which are also important when making a decision. Trivellato et al.
implemented a prototype of their proposed framework (for systems-of-systems
environments) and used existing RDF-based ontologies like SEM [45]. Their
case study was EU NAVFOR1. They neither evaluated the performance of their
proposal nor addressed conflict resolution.

In [21], access control policies are specified using SWRL rules, and access
decisions are made using a Jess inference engine based on OWL ontologies
from the healthcare domain. In order to improve the usability of the proposed
approach, a metamodel and an application called Me-As-An-Admin (M3A) were
developed by which people can specify their intended access control policies
easily. A user can easily drag and drop elements of a policy as defined in the
metamodel, and then the M3A editor transforms such user-defined policies into
SWRL rules. The produced SWRL rules are stored into the knowledge base for
evaluation of access requests.

The access control scheme proposed in [21] works as follows: receiving a
request, the PDP combines a developed ontology called POVO with the SWRL
rules applicable to the received request and performs the reasoning process (PDP
is a Jess inference engine). Next, the axioms that are inferred (as a result of
the reasoning process) will be incorporated into the POVO ontology. After
that, the PDP queries the ontology using SQWRL to check the existence of
either Permit or Deny properties between the requester and the requested object
in the ontology. If it finds only a Permit property between the requester and
the requested object, it grants the access. Otherwise, the access request will

1https://eunavfor.eu/
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be rejected. Therefore, conflict resolution is addressed by choosing the most
protective decision, Deny. A prototype of the proposed scheme was implemented.
However, it was neither supported by a case study nor validated by a performance
evaluation.

Iqbal and Noll [55] proposed a semantic-attribute based access manager for
cloud services. Their proposed access manager has three different components,
i.e., a Token Generator, a Token Validator, and a PDP. The access manager
is also connected to an attribute knowledge base, which contains attributes
represented using the Uniform Resource Identifier (URI) and RDF. The main
goal of representing attributes using URI and RDF (in an ontology) was to make
them globally identifiable and improve interoperability. The Token Generator
issues tokens to subjects. A token includes a set of attributes and a subject
holds a token. A token can be validated using the Token Validator. The PDP
makes access decisions based on tokens and policies. In order to improve the
expressiveness, the SWRL is used for the specification of policies. The PDP
is a Pellet reasoner and checks if all the conditions of the antecedent part of
applicable SWRL rules are satisfied based on the received token (attributes).
Iqbal and Noll implemented their proposed access manager without evaluating
its performance (and without any case study). They developed an OWL ontology
of access control concepts, which needs to be extended and evaluated based
on standard methodologies. Iqbal and Noll’s access manager does not address
conflict resolution.

Lu et al. [69] utilized semantic technologies for specifying access control
policies, making access control decisions (by checking the compliance between
access requests and access control policies), and discovering knowledge. They
demonstrated that policy concepts (XACML policy elements) can be formalized
in OWL and then policies can be dynamically generated using inference results.
In other words, by using semantic technologies, it is possible to generate dynamic
policies by associating and dissociating policy elements. Lu et al. provided
several semantic rules by which access control policies can be defined based on
the existing elements in XACML. They also demonstrated that checking the
compliance between access requests and access control policies can be done using
semantic technologies by modeling the access request using semantic concepts.

Lu et al. employed a case study associated with ADDN1 and AURIN2

projects to validate their proposal in the healthcare domain. However, they
neither implemented their proposed scheme nor evaluated its performance.

The policy specification language in Lu et al.’s scheme is SWRL, which
enhances the expressiveness. However, decidability issues arise with complex
and several access control policies. Besides, Lu et al.’s scheme does not address
conflict resolution. Lu et al. used OWL ontologies; however, they did not provide
any information about the employed ontologies and inference engine.

1http://www.addn.org.au/
2http://www.aurin.org.au/
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In 2019, Verginadis et al. [97] proposed an innovative security-by-
design framework called PaaSword, which extends the XACML with semantic
technologies to support the federation of access control policies in cloud
environments. The semantic technologies are used to (1) infer new knowledge
from the contextual information (attributes) in access requests, (2) check the
consistency of policies, and (3) make access decisions. PaaSword provides a
toolset allowing developers to specify access control policies, and a middleware
for managing (including enforcing) the specified policies.

PaaSword employs a generic policy model, which allows the specification of
access control policies using ontological concepts. In this model, a rule (a policy
is a set of rules) can be specified using the following template:

[actor] has [authorization] for [action] on [controlled
object] when [context expression]

The template comprises of actor (the subject), authorization (the effect
of a rule, e.g., Permit or Deny), action, controlled object, and context
expression (the environment attributes) ontological concepts that allow
semantic representation of access control policies. In other words, the template
models the knowledge that exists in the access control policies, which in turn
makes the management of policies easy. Semantic reasoning can be used for the
detection of any inconsistencies between policies.

PaaSword employs an inference engine as the PDP that makes decisions based
on the existing policies, and facts and assertions about the attributes provided in
access requests. A prototype of PaaSword was implemented and its performance,
in terms of the policy evaluation time and RAM consumption, was evaluated
thoroughly. However, it was not supported by a case study. PaaSword’s policies
are based on ontological concepts; however, it is not clear what ontology was
used for the performance evaluation.

I.4.3 Hybrid models

Another line of research combines two different access control models, i.e., an
ABAC and a SBAC. SBAC is an access control model that works based on
semantic technologies. In SBAC, all the entities in a given domain are modeled
in subject, object, and action ontologies (all these can also be modeled in a
single ontology). The subject ontology represents subjects and relationships
between them, e.g., a patient has a GP, which is a medical staff. Similarly, the
object ontology defines objects and relationships between them (e.g., credit cards
and debit cards are bank cards), and the action ontology demonstrates different
actions and the relationship between them, e.g., read, access, and open are the
same. SBAC evaluates an access request using a semantic reasoner based on the
ontologies and SWRL rules, which define more complex relationships between
the involved entities.

In 2015, an SABAC scheme [1] was proposed by a combination of the
ABAC and SBAC models for virtual organizations (distributed environments).

85



I. Semantic Attribute-Based Access Control: A review on current status and
future perspectives

The goal was to take advantage of both ABAC and Semantic-Based Access
Control (SBAC) models.

The scheme proposed in [1] is a two-stage access control model. In the first
stage, which is used for controlling access inside each organization (i.e., intra-
organizational access control), an ABAC is used. Hence, the policy administrator
of each organization defines the XACML policies in the authorization server of
their organization. In the second stage, an SBAC model is employed, where
concepts, individuals, and taxonomies are defined in an OWL-based ontology,
and access control policies are specified using SWRL rules. The ontology used
in the second stage has two basic concepts (Subject and Object) and two basic
relations (Permission and Prohibition). The policy administrators can use this
ontology to specify high-level access control policies without considering the
details of objects in each organization.

The ontology of subjects, which is a part of the ontology used in the
second stage to represent subjects attributes, is also used for inferring implicit
information (i.e., finding semantic synonyms of attributes in the first stage).
Therefore, the ABAC model used in the first stage is enhanced by semantic
technologies. However, the enhanced ABAC model uses the ontology of only
subjects and not objects, actions, or environment.

As illustrated in Fig. I.17, the SABAC scheme proposed in [1] works as
follows: when a PEP receives a request, it forwards the request to the PDP,
which belongs to the same organization. Upon receiving the request, the local
PDP evaluates the request (using the ABAC, which is extended by the ontology
of subjects and an inference engine) and sends the request to the global PDP
(there exists one PDP for all organizations that evaluates requests based on
the SBAC model). The global PDP, which is a Pellet inference engine, also
evaluates the request and returns the decision to the local PDP. Finally, the
local PDP makes a final decision based on the first and second stages decisions
and using XACML combining algorithms (to manage conflicting decisions). The
authors provided the formal specification of the basic elements of their proposed
SABAC scheme. A prototype of this scheme was implemented to evaluate its
performance based on a case study which was a research example.

In [54], Husain et al. proposed an SABAC scheme for Geo-spatial domains.
They combined the ABAC with a domain-specific ontology (an ontology for
subjects, objects, and actions in the domain) and an algorithm, which was also
proposed in [54]. The ontology contains and defines all the concepts that exist in
all collaborating organizations. Husain et al.’s scheme introduces a new effect for
the rules (in addition to Deny and Permit effects) called Partial Permit, which
grants an access request partially and is suitable for the Geo-spatial domain. For
example, a requester may request to view the map of a specific area. However,
some parts of that area may be protected zones that should not be presented to
everyone. Having only Deny and Permit rule effects, the request will be rejected;
however, by the new Partial Permit rule effect, the requester can view the map
of the area except the protected zones.

In Husain et al.’s scheme, when a PDP receives a request, it checks the
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Figure I.17: A hybrid SABAC scheme

semantic difference between the subjects in both the request and policies and
then selects the rule(s) whose subject has the minimum semantic difference with
that of the request (in the ontology). If there exist several rules with the same
semantic difference, it checks the semantic difference between the objects of
the request and the selected rules and does the same as before. In the case
of the existence of more rules, it does the same for the actions in both the
request and selected rules (policies). If two or more rules are selected, then the
XACML combining algorithms will be used to make a decision as follows. After
selecting the applicable rules, an algorithm calculates the matching similarity
score between the attributes in the received request and selected rule(s). If the
score is greater than a predefined threshold (full-effect threshold), the decision
would be the effect that is specified in the rule (the XACML policy). However, if
it is greater than another predefined threshold (partial-effect threshold), it returns
a Partial Permit. Otherwise, if it is smaller than the partial-effect threshold, it
returns a Deny.

Husain et al. created a simple domain ontology and implemented a prototype
of their proposal to validate it based on DFW maps1. However, they did not
provide any detail about the ontology, inference engine, and performance of the
proposed scheme.

I.5 Discussion

This section compares and discusses the existing SABAC schemes based on the
research questions given in Section I.3.1. Based on these discussions, we extract
five properties for, what we call, the ideal SABAC, which are denoted as P1 to

1https://www.dfwmaps.com/
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Table I.1: A summary of the contributions of the SABAC schemes.

Schemes Contributions

Damiani et al. [29] Extending the XACML policy language by modifying the AttributeValue (to use RDF assertions
as value for attributes) and MatchId (by introducing a new function, called metadataQuery) elements.

Priebe et al. [81] Adding and connecting a semantic component, which includes an inference engine and an ontology
administration point, to the Context Handler (of the XACML architecture) as shown in Fig. I.7.

Muppavarapu & Chung [75] Extending the list of attributes provided in access requests using a semantic component similar to [81].

Shen [89] Adding and connecting a semantic component, which includes an inference engine and subject, object,
and environment ontologies, to the PIP as shown in Fig. I.8.

Durbeck et al. [36] Adding and connecting a semantic component to the PIP similar to [89] but with a different process
for making decisions as represented in Fig. I.9.

Dersingh et al. [32] Extending the XACML policy language to incorporate semantic contexts into policies. Changing the
functionality of the Context Handler and replacing the PIP with a semantic knowledge base (Fig. I.10).

Calvillo et al. [22] Decomposing PIP into three PIPs that are connected to three related knowledge bases (Fig I.11).
Replacing the PDP with an inference engine. Specifying policies using SWRL.

Brut et al. [18]

Adding a semantic similarity provider to the XACML architecture.
A component called the Query Interpreter (acting as PEP and Context Handler) may update
a request (by replacing attributes with similar ones) a few times to get a positive decision from a
component called the Query Analyzer, which acts as the PDP.

Ciuciu et al. [27]
Replacing the PDP with a Master PDP and some local PDPs as shown in Fig. I.12.
An extra PEP, i.e., Application Independent Policy Enforcement Point, is also added to the architecture.
A semantic component called OBIS is connected to both PIP and PDP(s).

Shen and Cheng [90] Updating [89] by replacing the PDP with an inference engine and using SWRL as the policy language.
Zhao & Wang [101] Adding and connecting a semantic component to the PDP and PAP as shown in Fig. I.13.

Zhang et al. [100] Adding and connecting a semantic component, which maps the attributes in a request to those in a
domain by means of an ontology and an attribute mapping mechanism, to the PDP as shown in Fig. I.14.

Hsu [52]
Replacing the Context Handler with a transformation engine (XACML↔SWRL↔Jess facts).
Replacing the PDP with an inference engine and using annotated XACML policies. Replacing
the PIP withan XML-based repository including an ontology base, a SWRL base, and a style sheet base.

Calvillo-Arbizu et al. [20]
An attribute ontology is added to the Context Handler. The Context Handler maps the attributes in
the received request to those in the ontology through mapping rules. The PDP, which is replaced with
an inference engine, converts the retrieved policies into SWRL rules before making a decision.

Drozdowicz et al. [35] Replacing the PIP with a SemanticPIP (i.e., a semantic component is connected to the PIP).

Liu and Wang [68] Adding and connecting a semantic component to the PIP.
Employing four different ontologies, i.e., the subject, object, action, and environment ontologies.

Hilia et al. [48] Adding a module (to the PDP) called semantic finder, which has two functions namely attribute finder
and policy finder, for obtaining contextual (semantic) information.

Jin and Fang-Chun [56]
Specifying access control policies and representing attributes using a description logic (the restricted
ALL(D)) language. Adding a new component, which stores environment (context) attributes, in addition
to the PIP as shown in Fig. I.15. Replacing the PDP with an inference engine.

Amini & Jalili [3]
Connecting the PIP (context handler in this scheme), PDP, and PAP to a MA(DL)2 knowledge base as
shown in Fig. I.16. Replacing the policy language with the MA(DL)2 logic [2], which is a combination
of deontic and description logics. Replacing the PDP with an inference engine.

Iqbal and Noll [55]
Introducing and adding a Token Generator, a Token Validator, and an attribute knowledge base. The
Token Generator issues tokens, a set of attributes, to subjects, and the Token Validator validates the
tokens (i.e., verifies the attributes). The PDP is an inference engine, and policies are SWRL rules.

Trivellato et al. [95]
Replacing the policy language with an ontology-based language inspired by Datalog with constraints.
Adding an extra PDP for trust management, which assists the normal PDP in collecting attributes.
Both PDPs are connected to a knowledge base, including ontologies and a semantic alignment evaluator.

Calvillo et al. [21] Adding and connecting a semantic component, including SWRL rules (i.e., policies) and the
POVO ontology, to the PDP, which is an inference engine.

Lu et al. [69]
Formalizing XACML policy elements in OWL. Generating dynamic policies by associating
and dissociating policy elements and using inference results. Decision-making through checking the
compliance between access requests (modeled using semantic concepts) and access control policies.

Verginadis et al. [97] Employing a generic policy model, for the specification of policies using ontological concepts, which
allow the semantic representation of policies. Replacing the PDP with an inference engine.

Amini & Arasteh [1] Combining a Semantic-Based Access Control model with ABAC as shown in Fig. I.17.

Husain et al. [54]
Extending the functionality of the PDP. The PDP selects a rule as an applicable rule based on the
semantic difference of the attributes in both the request and policies (based on an ontology). The PDP
makes a decision based on the similarity score of the attributes in the request and selected rule(s).
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P5 in Section I.5.1. These evaluations also motivate the open problems that we
outline in Section I.6, namely OP1 to OP9.

Answering RQ1, SABAC can be realized by extending the XACML standard
as seen in [18, 20, 22, 27, 29, 32, 35, 36, 48, 52, 68, 75, 89, 90, 100, 101], proposing
a new policy language and accordingly a new architecture as presented in [3, 21,
55, 56, 69, 95, 97], and/or combining different access control models, e.g., ABAC
and SBAC, as proposed in [1, 54].

Regarding RQ2, in most of the existing schemes (see Table I.2 and Fig. I.5),
semantic technologies are used to improve the interoperability by means of
finding semantic synonyms of attributes. Different methods are used for finding
synonyms, e.g., if the semantic difference of two concepts (attributes) is less than
a predefined threshold, then they are considered semantically similar as done
in [27, 28, 54, 95, 100, 101]. Another way of finding synonyms of attributes is
based on the relationships between concepts in an ontology as seen in [1, 18, 28,
29, 32, 35, 36, 75, 89, 97].

Some works employed semantic technologies also for enhancing the expres-
siveness of the policy specification language as seen in [21, 22, 55, 56, 69, 90].
Other works used the semantic technologies for the policy evaluation (i.e., the
decision making) as presented in [1, 3, 20–22, 48, 52, 55, 56, 69, 90, 97], policy
creation as demonstrated in [68, 69, 97], and managing policy redundancies as
used in [68].

Regarding RQ3, Table I.2 shows only three SABAC schemes [1, 3, 68]
that have formal specifications. They provide a formal specification of the basic
elements and the authorization model. However, such simple formal specifications
are not suitable for formal verification of properties such as security or deadlock
freeness. The formal specifications provided in [1, 3, 68] just define the proposed
SABAC schemes and they are not used for formal verification. Therefore, we
highlight the property P4 of the ideal SABAC described in Section I.5.1 and
formulate the open problem OP8 in Section I.6, calling for more research on
formal specification and verification.

Regarding RQ4, the schemes proposed by Jin and Fang-Chun [56], Amini
and Jalili [3], and Trivellato et al. [95] use the new policy specification languages
ALL(D), MA(DL)2, and POLIPO, receptively. In the schemes proposed by
Shen and Cheng [90], Calvillo et al. [22], Lu et al. [69], Calvillo et al. [21], and
Iqbal and Noll [55] the policy specification language is SWRL and an inference
engine works as the access control engine (the PDP), making the decisions based
on the employed ontologies and SWRL rules. Although SWRL increases the
expressiveness of the policy specification, it also increases the complexity of the
SABAC due to computational overhead from semantic reasoning. In the schemes
of Liu and Wang [68] and Amini and Arasteh [1], access control policies are
specified using both the XACML policy language and SWRL rules. In Hsu’s
scheme [52], the XACML policies and requests are annotated to map attributes to
ontological concepts (the data type of attributes is used for the mapping). It can
be concluded that Jin and Fang-Chun [56], Amini and Jalili [3], and Trivellato
et al. [95] partially address the property P1 of the ideal SABAC by proposing
new policy specification languages. However, it is still not possible to do formal
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Table I.2: A comparison of the SABAC schemes

RQ1 Schemes RQ2 RQ3 RQ4 RQ5 RQ6 RQ7 RQ8 RQ9 RQ10 RQ11

C1

Damiani
et al. [29] SA No XACML

RDF Healthcare No RDFS NS No Research
example No*

Priebe et
al. [81] SA No XACML NS No OWL, Jena

SPARQL EX Yes - No*

Muppavarapu
& Chung [75] SA No XACML Data

Grids No OWL,
SWRL EX No OGSA-DAI

project No*

Shen [89] SA No XACML Web
services No OWL, Jess

SWRL EX No - No*

Durbeck et al.
[36] SA No XACML Web

services No WSML WSMO No Access-eGov
project No*

Dersingh et al.
[32] SA No XACML Ubiquitous

Systems No
OWL, Jess,
SWRL,
Racer, Jena

EX Yes Research
example No*

Calvillo et al.
[22]

DM,
EXP No SWRL Healthcare

Grids No
OWL, Jess,
SWRL,
SQWRL

EX Yes PREDIRCAM
project Yes

Brut et al.
[18] SA No XACML Healthcare No OWL ICD-10,

ICPC-2 No - No*

Ciuciu et al.
[27] SS No XACML,

PERMIS
Distributed
env. No NS/NA SecPODE No TAS3

project No*

Shen and
Cheng [90]

DM,
EXP No SWRL Mobile web

services No
OWL, Jess,
SPARQL,
SWRL

EX No - No

Zhao &
Wang [101] SS No XACML Web

services No NS NS No - No*

Zhang et al.
[100] SS No XACML NS No OWL, Jena EX No - No*

Hsu [52] DM No Annotated
XACML NS Yes OWL, Jess,

SWRL NS Yes Research
example No

Calvillo-Arbizu
et al. [20] DM No XACML Healthcare No OWL,

SWRL EX No - Yes

Drozdowicz
et al. [35] SA No XACML eHealth No OWL,

SPARQL
HL7
ontology Yes Research

example No*

Liu and
Wang [68]

PC,
PR Yes XACML,

SWRL Healthcare Yes OWL, Jess,
SWRL NS Yes LinkedCT Yes

Hilia et al.
[48] DM No XACML Cloud

env. No RDF,
SPARQL NA Yes ComVantage

project No*

C2

Jin and Fang
-Chun [56]

DM,
EXP No ALL(D) NS No ALL(D),

Racer, OWL NS Yes - No

Amini &
Jalili [3] DM Yes MA(DL)2 Distributed

env. Yes MA(DL)2,
Jena

EX,
OWL-S Yes Research

example Yes

Iqbal and
Noll [55]

DM,
EXP No SWRL Cloud

services No RDF, OWL,
SWRL, Pellet EX Yes - No

Trivellato
et al. [95] SS No POLIPO Systems of

Systems No RDF, Jena SEM Yes EU
NAVFOR No

Calvillo et al.
[21]

DM,
EXP No SWRL Healthcare No

OWL, Jess,
SWRL,
SQWRL

EX Yes - Yes

Lu et al.
[69]

DM,
EXP,
PC

No SWRL eHealth No OWL,
SWRL NS No ADDN and

AURIN No

Verginadis
et al. [97]

SA,
PC,
DM

No RDF Cloud
services Yes RDF NS Yes - Yes

C3
Amini &
Arasteh [1]

DM,
SA Yes XACML,

SWRL
Virtual
Org. Yes OWL, Pellet

SWRL EX Yes Research
example Yes

Husain et al.
[54] SS No XACML Geo-spatial

domain No NS EX Yes DFW
maps Yes

C1: Extensions of XACML; C2: New policy languages; C3: Hybrid models; SA: Extending the list of attributes by adding Synonyms
of Attributes to the request; DM: Decision Making; EXP: Improving the expressiveness; SS: Semantic Similarity; PC: Policy creation;
PR: Diminishing policy redundancy; NS: Not Specified; EX: A simple new example; NA: Not Applicable;
No*: It is not addressed; however, it seems that the XACML combining algorithms can be used
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verification of access control policies (justifying the open problem OP1).
As represented in Fig. I.6 and listed in Table I.2, the existing SABAC schemes

are proposed for various domains (addressing RQ5). Damiani et al. [29], Brut et
al. [18], Calvillo et al. [22], Calvillo-Arbizu et al. [20], Drozdowicz et al. [35], Liu
and Wang [68], Lu et al. [69], and Calvillo et al. [21] proposed SABAC schemes for
the healthcare domain. The schemes proposed by Durbeck et al. [36], Shen [89],
Shen and Cheng [90], and Zhao and Wang [101] are intended for web services.
The schemes of Ciuciu et al. [28], Muppavarapu and Chung [75], Ciuciu et al. [27],
and Amini and Jalili [3] are proposed for the grid and distributed environments.
The schemes by Hilia et al. [48], Iqbal and Noll [55], and Verginadis et al. [97]
are developed for cloud services. The target domain of the schemes proposed by
Dersingh et al. [32], Trivellato et al. [95], Amini and Arasteh [1], and Husain
et al. [54] is ubiquitous systems, systems of systems, virtual organizations, and
geo-spatial domain, respectively. However, the target domain of the schemes
provided in [52, 56, 81, 100] is not specified. The results of addressing RQ5
justify the property P5 of the ideal SABAC, which suggests a generic modular
framework for SABAC so that an SABAC scheme can be used in several domains
just by changing the domain ontology (by adding the target domain ontology as
a plug-in).

Regarding RQ6, Table I.2 shows that the performance of most of the
proposals was not evaluated. Only Hsu [52], Liu and Wang [68], Amini and
Jalili [3], Verginadis et al. [97], and Amini and Arasteh [1] evaluated the
performance of their proposals. However, they did not compare the performance
of their proposals with that of other SABAC or ABAC schemes. Besides, they
did not perform the experiments with the same parameters and experimental
environment. Hence, it is difficult to determine what scheme has a better
performance. Only Verginadis et al. [97] compared their proposed scheme to one
of XACML implementations, i.e., an ABAC and not an SABAC, to show the
overhead of adding semantic technologies to the ABAC. AddressingRQ6 confirms
the lack of an evaluation framework for evaluating not only the performance,
but also the security, usability, transparency, and scalability (according to the
property P3 of the ideal SABAC) as described further in the open problems OP5
and OP6.

Addressing RQ7, it can be seen that most of the existing SABAC schemes [1,
18, 20–22, 32, 35, 52, 55, 68, 69, 75, 81, 89, 90, 100] used OWL, which is a W3C
standard, as the data modeling language for representing the domain knowledge
in ontologies. However, some others used their own languages [3, 56], RDFS [29]
and RDF [48, 95, 97]. As listed in Table I.2, various inference engines are
used such as Jena by [3, 32, 81, 95, 100], Jess by [21, 22, 32, 52, 68, 89, 90],
Racer by [32, 56], Pellet by [1, 55], and proprietary ones in [3]. The schemes
proposed in [35, 48, 81, 90] employed SPARQL as a query language to retrieve
the knowledge from ontologies. SWRL is used in [1, 20–22, 32, 52, 55, 68, 69, 75,
89, 90] as the rule markup language for specifying more complex relationships.

Considering RQ8, it can be seen that the ontologies employed in [18, 27,
35, 36, 95] are based on existing ontologies such as ICD-10, ICPC-2, WSMO,
SecPODE, SEM, and HL7, whereas the schemes presented in [1, 3, 20–22, 32, 54,
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55, 75, 81, 89, 90, 100] employed/developed a simple small ontology. However, it
is not mentioned how the employed ontologies are developed (the methodology
for developing). Furthermore, it is not stated how the quality, performance, and
usefulness of these ontologies are evaluated.

The schemes proposed in [1, 3, 21, 22, 32, 35, 48, 52, 54–56, 68, 81, 95, 97]
have a prototype implementation as a proof of concept. However, none of them
exists as a commercial tool (RQ9). Besides, the source codes of these prototypes
are not publicly available (RQ9).

Most of the existing SABAC schemes are supported by a case study (RQ10)
which was either a research project [22, 27, 36, 48, 54, 68, 69, 75, 95] or a research
example defined by the authors [1, 3, 29, 32, 35, 52].

Table I.2 shows that resolving conflicts between policies (RQ11) was not that
important to the researchers, because only Calvillo-Arbizu et al. [20], Amini and
Jalili [3], Verginadis et al. [97], Calvillo et al. [21], Liu and Wang [68], Calvillo
et al. [22], Husain et al. [54], and Amini and Arasteh [1] addressed this issue
(justifying the property P2 of the ideal SABAC and the open problem OP7).

I.5.1 An Ideal SABAC

Based on our literature review, we define below the properties that an ideal
SABAC should have. As with any ideal, one often falls short of achieving it, but
striving for such an ideal is always fruitful.

P1 An ideal SABAC has an expressive language that considers the semantic
relationships between different involved elements and entities (including the
attributes of subjects, objects, actions, and the environment) for specifying
not only fine-grained access control policies but also obligations, thus
offering an advanced access control mechanism that is at the same time
dynamic.

P2 An ideal SABAC allows distributed specification of access control policies.
Each domain (in a multi-domain setting) can specify and enforce its own
access control policies while collaborating with other domains. In other
words, all the inconsistencies between access control policies (explicit and
implicit, and inter- and intra-domain policies), and incorrect and incomplete
policies can be detected and fixed when specifying/merging them. It has a
way to deal with conflicts before runtime in contrast to the approach of
the XACML standard which fixes inconsistencies by means of combining
algorithms at the time of making decisions (i.e., at runtime).

P3 An ideal SABAC not only provides functional requirements like security and
privacy, but also it addresses non-functional requirements like performance
(better response time), transparency (hiding all the added complexities of
distribution), scalability (handling a large number of attributes, requests,
policies, semantic relationships, enforcement points, etc.), usability (easy

92



Discussion

to deploy/use the system and to specify/manage policies), flexibility (easy
adaptation to changes in, e.g., system components), and so on.

P4 An ideal SABAC has a formal foundation that allows formal verification of
various properties. Complex interactions between different components of
SABAC that are (typically) distributed across networks and organizations
can be verified before the actual deployment. It is possible to verify that the
system works (restrict/ensure access to resources) properly in all situations,
and for example, no combination of attributes and policies will lead to a
deadlock. It is possible to verify that appropriate access is always possible,
i.e., for every access request, there will be a valid response from the policy
decision point (liveness). It can be verified that a malicious requestor can
never forge attributes (or pretend to have some attributes) and get access
to resources that are not authorized (safety). Formal verification of the
above-mentioned (and other applicable) properties leads to well-proven
access control.

P5 An ideal SABAC has a modular framework and a prototype implemen-
tation with at least one realistic application to a real-world case study
demonstrating the claimed features.

The analysis of the existing SABAC schemes demonstrates that the schemes
proposed in [3, 8, 21, 22, 55, 56, 90, 95, 97] somehow addressed P1. However, the
languages proposed/used in these schemes still need improvement to satisfy P1.
Only a few SABAC schemes [1, 3, 20–22, 54, 68, 97] have addressed the conflict
resolution (P2), but this is done at the time of decision making (i.e., in an online
manner) and not at the time of policy creation or combination. The rest of
the existing schemes did not address conflict resolution. Probably the schemes
that extended the XACML rely on the combining algorithms of the XACML
standard. Nevertheless, it should be noted that semantic technologies may lead
to a situation, due to the inference, which cannot be managed by the XACML
combining algorithms. In five schemes [1, 3, 52, 68, 97], the performance was
evaluated. However, the performance of the proposed schemes was not compared
to that of other SABAC schemes. The schemes presented in [75, 89, 90] tried to
address to some extent privacy, for example, by using the Shibboleth service for
the collection of attributes. Other requirements such as security, transparency,
scalability, and usability were not addressed at all as desired in P3. Three of the
existing schemes have a formal specification [1, 3, 68], which is a good attempt
toward P4. However, the provided formal specifications are not sufficient to do
formal verification of properties. Several existing works have a prototype [1, 3,
21, 22, 31, 34, 48, 52, 54–56, 68, 81, 95, 97] and some benefited from real-world
case studies [22, 27, 36, 48, 54, 68, 69, 75, 95]. To be in line with P5, there is
still a need for a modular generic framework allowing, for example, plugging in
different domain ontologies and making the access control scheme suitable for
different domains.
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I.6 Open problems

This section describes open problems and research directions based on the
discussion provided in the previous section and the desired properties of the
ideal SABAC.

OP1 Policy specification language
In order to specify access control policies, several policy languages such
as XACML, XRBAC [57], and Ponder [30] have been proposed. However,
they do not consider semantics and thus are not suitable for SABAC.
Other languages such as KAoS [96], Rei [58], Rein [59], and EXAM-S [38]
work based on the knowledge represented by ontologies while complex
relationships cannot in general be represented by any ontology. Most of
the existing SABAC schemes use the XACML policy language along with
a rule markup language like SWRL.
In order to improve SABAC schemes, there is a need for a common language
for the specification of both access control policies (plus obligations) and
semantic relationships together (judging from the results of addressingRQ4
and aiming for P1). If the language is based on a logic that supports the
specification and inference of access control policies, then it can also be
used to detect semantically incomplete or incorrect access control policies.

OP2 Cryptographic solutions for SABAC
The security of SABAC, like every access control mechanism, relies on a
trusted reference monitor that checks all accesses against predefined access
control policies. However, such a reference monitor can be easily bypassed,
for example, by getting direct access to the data on a storage device.
Besides, SABAC is a centralized solution, i.e., an engine is used to make
access decisions in each domain (or maybe one for all domains). In response,
cryptographic mechanisms have been augmented for achieving the main
goal of the access control, i.e., protecting resources, while maintaining the
flexibility given by the use of attributes [60]. For instance, ABE schemes
are developed to protect resources in a fine-grained manner based on a
set of attributes and access structures (i.e., access control policies) [14,
19, 53, 99]. ABE might be considered as a cryptographic replacement of
ABAC, but it does not achieve the goals of SABAC. Therefore, developing
cryptographic solutions for SABAC that provide protection for multi-
domain environments in a decentralized manner could be considered as an
open problem as well.

OP3 Developing SABAC ontologies
Most of the existing SABAC schemes work based on some ontologies, e.g.,
domain-specific ontologies, access control ontologies, etc. However, there
exists no reference ontology that can be used for the SABAC. Hence, there
is a need for developing an ontology, based on standard methodologies,
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covering essential elements of the SABAC, including entities, attributes,
environmental parameters, obligations, duty separation, and so on. Such
an ontology can be used as a reference ontology along (or combined) with
domain-specific ontologies to provide a more sophisticated SABAC scheme.
Using an existing reference ontology not only improves the SABAC schemes
(in terms of security, performance, etc.), but also saves time and energy as
developing an ontology is time-consuming and needs special expertise that
security administrators, usually, do not have.

OP4 Privacy
Privacy needs to be considered from two different aspects: privacy of users
(subjects) and privacy of data (objects). SABAC schemes control access to
the protected objects based on the attributes of subjects and other involved
entities and do not work based on the identity of subjects, in contrast to
the conventional identity-based access control schemes. It is supposed that
the privacy of the subjects is guaranteed as the user identity is not involved
in the decision-making process. However, subject attributes that represent
the characteristics of a user may identify a subject even though a group of
users may share the same set of attributes. For example, a few people may
hold a specific set of attributes in a hospital. Hence, it is not difficult to
identify such users when they issue a request.
The existing research about privacy in ABAC [6–8, 11, 16, 64, 73, 83, 86]
can be used as a guide to address privacy in SABAC as well. For instance,
one suggestion for considering privacy when making decisions could be
benefiting from a privacy ontology like PrOnto [78].

OP5 Evaluation framework
In order to check if an access control scheme achieves its goals, it needs
to be evaluated using a standard evaluation framework. There exists no
standard evaluation framework for access control. In the absence of a
standard evaluation framework, each scheme may be evaluated based on
self-defined criteria and parameters. Hence, it is difficult to say what access
control scheme is more suitable for a specific context.
Therefore, based on P3 and the results of addressing RQ6, there is a
need for developing a standard evaluation framework for SABAC. Such
a framework should be able to check the realization of the functional
and non-functional requirements of the access control such as security,
performance, usability, transparency, and scalability. In particular, OP6
describes the scalability in more detail.

OP6 Scalability
As described throughout the paper, SABAC schemes employ several
different components, including ontologies and reasoners, which might
be deployed in a distributed manner, and are supposed to be used in multi-
domain environments. An increase in the number of domains escalates the
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number of entities (i.e., subjects and objects, and associated attributes),
domain-specific ontologies, and access control policies (both explicit and
implicit ones). However, the scalability is not addressed in the existing
SABAC schemes. Realistic scalability testing through real-world related
case studies is required for SABAC schemes.

OP7 Conflict resolution
Inconsistencies in policies can cause availability (denying authorized
requesters access) and safety (granting access to unauthorized requesters)
problems. Most of the existing SABAC schemes either rely on the XACML
combining algorithms for conflict resolution (those that extended the
XACML standard) or did not address conflict resolution at all. Therefore,
based on P2 and the results of addressing RQ11, resolving the conflicts
between policies (for instance, conflicts between inferred policies and
existing ones) is very important and researchers are suggested to consider
this issue as well.

OP8 Formal specification
The existing SABAC schemes lack a formal foundation for formal
verification of properties like security, safety, consistency, liveness, and
deadlock-freeness. Formal specification of the access control systems and
policies help to formally prove whether policies are gap-free (cover all the
access requests), conflict-free (especially when integrating policies from
different domains), and overlap-free. Taking into account the semantics of
attributes in SABAC schemes may make some policies redundant (similar
to the other policies). Optimizing policies by removing redundancies
improves the overall performance of SABAC. Formal methods, e.g., model
checking, make it possible to detect redundant policies provided that
they are specified formally. Therefore, based on P4 and the results of
addressingRQ3, it can be concluded that more research is required towards
a formal foundation for the SABAC.

OP9 Obligations
ABAC has a powerful mechanism implemented by the PEP called
obligations, which are meant to enforce extra constraints like writing
logs, sending notifications, or asking for confirmations. Obligations are
greatly desired especially in eHealth, because of the accountability and
highly interactive style of work where many types of actions must be logged,
various authorizations are needed from experts (i.e., confirmations), or
simply sending notifications to relevant parties (like to family/guardians)
are required by law. Nevertheless, obligations are not addressed in almost
all of the existing SABAC schemes. Semantic technologies as an integral
component of SABAC schemes can help to capture the semantics of
obligations as well. For instance, an obligation required by a policy can be
replaced by a semantic similar obligation if it is not enforceable for any
reason.
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I.7 Related work

As already pointed out, there exists no survey on SABAC. However, there
are several review papers on access control that may provide more general
information about the access control. Hence, this section lists some of the related
survey papers.

In 2017, Servos and Osborn [88] conducted a literature review of the existing
studies on ABAC. They also outlined several open research problems related
to ABAC such as delegation, separation of duties, auditability, Hierarchical
ABAC, and problems related to sharing and storage of attributes which are
not considered in this paper to avoid redundancy. Such issues are relevant for
SABAC schemes as well.

Lazouski et al. [66] reviewed works on Usage Control (UCON) [79, 80].
UCON is close to ABAC as it also works based on attributes. However, UCON
evaluates an access request continuously. It means that a decision about an
access request may change even after granting/denying the access request as
the UCON continuously evaluates the access requests. For example, a Permit
decision may be changed to a Deny after a period of time or after retrieving a
specific amount of data.

Another relevant survey is provided by Kirrane et al. [61]. They analyzed
the existing access control mechanisms aiming at securing the Linked Data
infrastructure. In other words, the access control schemes that are by/for RDF
data, which is the basis of the linked data, are reviewed in [61].

Paci et al. [77] reviewed the existing approaches for access control in
community-centered collaborative environments. They focused on the governance
(i.e., policy combination and conflict resolution) as resources may be under
the administration of several entities, usability and transparency (which
include the generation, comprehension, and configuration of policies and
feedback generation), and evaluation methods, e.g., controlled experiments
and performance evaluation.

In a recent work, Qiu et al. [82] conducted a literature review on the existing
access control mechanisms for the Internet of Things (IoT) search. The main
function of the IoT search technology is to find correct information about physical
entities from IoT and sensor networks in real time. The focus of Qiu et al.’s survey
was on policy composition (and accordingly conflict resolution), policy mining,
and authorization models, i.e., ABAC, RBAC, UCON, Organizational-Based
Access Control (OrBAC), Open Authorization (OAuth), and Capability-based
access control (CapBAC).

I.8 Conclusion

In this paper, we have conducted a systematic literature review of semantic
attribute-based access control schemes until May 2020. We have provided a
comprehensive summary of the conducted research efforts on SABAC, and
identified the gaps and trends in this field, to help researchers, developers, and
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professionals who want to improve or employ SABAC systems. We have classified
the existing SABAC schemes based on a set of research questions to have a
general overview of the existing approaches. We have also introduced the notion
of an “ideal SABAC” by describing important desired properties of semantic
attribute-based access control. Based on the results of the literature review and
the proposed ideal SABAC, we have identified several open problems that need
to be addressed in order to achieve an ideal SABAC.
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Abstract

Attribute-Based Encryption (ABE) is a cryptographic solution to protect
resources in a fine-grained manner based on a set of public attributes.
This is similar to attribute-based access control schemes in the sense
that both rely on public attributes and access control policies to grant
access to resources. However, ABE schemes do not consider the semantics
of attributes provided by users or required by access structures. Such
semantics not only improve the functionality by making proper access
decisions but also enable cross-domain interoperability by making users
from one domain able to access and use resources of other domains.
This paper proposes a Semantic ABE (SABE) framework by augmenting
a classical Ciphertext-Policy ABE (CP-ABE) scheme with semantic
technologies using a generic procedure by which any CP-ABE scheme can
be extended to an SABE. The proposed SABE framework is implemented
in Java and the source code is publicly available. The experiment results
confirm that the performance of the proposed framework is promising.

II.1 Introduction

Access Control (AC) is a fundamental security mechanism to restrict access to
(sensitive) data. One of the most promising AC models is Attribute-Based Access
Control (ABAC) [27, 39], which provides fine-grained protection based on a set of
attributes and access control policies. However, ABAC, like every access control
mechanism, relies on a trusted reference monitor that checks all access requests
against access control policies and can be easily bypassed, e.g., by getting direct
access to the data on a storage device. In contrast to ABAC, Attribute-Based
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Encryption (ABE) [11, 22] does not rely on a trusted engine (monitor), but
uses cryptographic techniques to provide fine-grained data protection based on
ASs (i.e., access control policies) represented as a boolean formula over public
attributes. Any user who holds a set of public attributes satisfying the AS can
decrypt the ciphertext. For instance, if a picture is encrypted under the following
AS: ((Friend_of_Alice ∧ Age > 30 ) ∨ (Support = TeamA)), then only friends
of Alice who are over 30 years old and those who support TeamA can decrypt
the picture, where the Friend_of_Alice attribute is granted to users that Alice
marked as friends. ABE makes it possible to encrypt data not only for a single
user (identified by a unique attribute) but also for a group of users (identified
by a set of public attributes).

Until now, a considerable number of ABE schemes have been proposed and
employed in several domains such as eHealth [35], online social networks [40],
hardware security [21], fog computing [28], and storing sensitive data in public
clouds [34]. Furthermore, real world companies like Zeutro1 deploy security
systems based on ABE. Moreover, standards like ETSI2 have been defined (TS
103 458 and TS 103 532) presenting applications to industrial IoT and cloud.

However, the existing ABE schemes are not semantic-aware, i.e., they do not
take into account the semantics of attributes. Semantic awareness could improve
the functionality of ABE schemes and allow for cross-domain interoperability of
systems based on ABE.

Consider the application of ABE in online social networks [6, 40] where
platforms (e.g., Twitter, Facebook, and LinkedIn) use different terminologies
(for attributes). For instance, Facebook users can share information (e.g., events,
photos, videos) with different groups of audiences such as the Public, Friends,
and Specific Friends, whereas in Twitter the target audiences can be specified
as Everyone, People you follow, and Only people you mention. Furthermore, in
LinkedIn the visibility options for posts are Anyone, Connections only, Group
members, and Event attendees. It is obvious that Public, Everyone, and Anyone
have the same meaning, despite being syntactically different. Similarly, Friends,
Followers, and Connections are semantic synonyms. Semantic technologies [2, 4,
5, 8, 25] are particularly useful for handling semantic translations, as commonly
required for interoperability between different domains.

Interoperability problems are notoriously common also in eHealth where
medical staff from different healthcare institutions need to access data like
Electronic Health Records (EHR). When coupled with a growing trend of moving
medical records into public clouds [7, 50]3, ABE gains even more relevance. The
power of semantic technologies goes beyond semantic synonymity and translations
by allowing for more types of inferences.

Suppose the EHR of PatientA is encrypted based on the following AS:
(GP ∨ (Medical Doctor ∧ Employer = Emergency Hospital)). A surgeon
working at the Emergency Hospital with attributes {Surgeon, Employer =

1https://bit.ly/3gvWRGE
2https://bit.ly/3xiLoQk
3https://ibm.co/2Tz2LxL
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Emergency Hospital} will not be able to access the EHR of PatientA because
she does not hold the Medical Doctor attribute. Even though a surgeon is a
medical doctor, ABE works syntactically and cannot infer such knowledge. Any
basic medical ontology would have Surgeon as a subconcept of Medical Doctor
and would allow an inference engine to infer this information, which can then
be added as the extra attribute needed in such emergency cases. It is worth
mentioning that the power of semantic technologies is not limited to such simple
translations. Semantic technologies allow having more complex inference rules in
addition to the basic ones that are based on inheritance. For instance, HospitalA
may have an attribute Senior Surgeon for surgeons who have worked more than
5 years as a surgeon and hold X and Y certificates. However, HospitalB may
not use such an attribute and only use the Surgeon attribute. Hence, a surgeon
at HospitalB who has worked more than five years and holds both X and
Y certificates would not be able to access (decrypt) a file that is protected
(encrypted) based on the Senior Surgeon attribute at HospitalA as she does not
hold such an attribute.

The aim of this paper is to combine ABE schemes with semantic technologies
in order to address the two types of semantic enhancements exemplified
above. In particular, we achieve semantic-aware ABE schemes by making
ABE schemes able to use implicit knowledge from an ontology, while facilitating
the interoperability between ABE schemes used in different domains. In more
detail:

• In Section III.4, we present Semantic Attribute-Based Encryption (SABE),
our framework, which can be built around an arbitrary ABE scheme and
an arbitrary inference engine working against an arbitrary ontology.

• In Section II.4, we analyze the security of the proposed framework.

• We provide a prototype implementation, detailed in Section III.7, where
we use a specific Ciphertext-Policy Attribute-Based Encryption (CP-ABE)
scheme [11], and a specific inference engine called Pellet [43] that works
with a quite popular semantic language OWL, over a mock ontology that
we have made for this implementation; but the ontology, like the other two
aspects, can be freely replaced.

• We evaluate, in Section II.6, further properties of SABE in terms of
modularity, scalability, extensibility, and generality.

In Section III.3, we introduce some general terms and definitions used in
this paper. Section III.8 presents the related work while the paper concludes in
Section III.9.

II.2 Preliminaries

This section gives some background information on attribute-based encryption
and semantic technologies.
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II.2.1 Attribute-Based Encryption

In conventional public-key cryptography, data are encrypted for a particular
receiver using the receiver’s public key. Hence, if the same data should be
encrypted for several receivers, all the public keys of the receivers are needed.
This is even more problematic for data that need to be stored encrypted for
sharing with future, yet unknown, users. In response to this, Goyal et al. [22]
proposed the first ABE scheme by which the encryptor can encrypt a message
under a set of public attributes (instead of just an identity as in identity based
encryption schemes [13]). Therefore, data can be encrypted for a group of
recipients holding the same public attributes.

ABE is a public-key cryptography in which the private key of users and
ciphertexts depend upon attributes. The private keys of users are associated
to sets of public attributes, whereas each ciphertext has attached an access
structure (in CP-ABE). Anyone who has a set of attributes that satisfies the AS
of the ciphertext can decrypt it.

When a user joins the system, she claims to have a set of public attributes and
a Trusted Authority (TA) is in charge to validate them. If deemed appropriate,
the TA provides the user with a private key associated to her attributes. This
authentication process is usually out of the scope of ABE schemes since it is
assumed that the TA has the knowledge—or the corresponding mechanisms—to
prove that users really have the attributes they claim to have. Consequently,
in this paper we assume that users cannot cheat the TA and they are provided
with the public attributes they actually have.

The advantages of using ABE are multiple: i) different groups of users can be
defined according to public attributes; ii) all the encrypted data can be publicly
stored in databases because only users that satisfy the AS will retrieve the
plaintext, and; iii) security properties such as access control, user collusions and
data disclosures are guaranteed by the underlying cryptographic infrastructure.

The main algorithms of a CP-ABE [11] are Setup, KeyGen, Encryption,
and Decryption. While the first two algorithms are run by the TA, the last
two are executed by the users.

Setup(1λ) This algorithm takes a security parameter as input and generates a
master secret key (MK) and a set of public parameters (PP ).

KeyGen(MK, S, PP ) This method produces a private key (SK) for a provided
set of attributes, S = {Att1, ..., AttN}, using the master secret key and
public parameters.

Encryption(M , T, PP ) It encrypts a message M based on the access structure
(T) and public parameters, and returns a ciphertext CT = (T, C), where
C is the encrypted version of M .

Decryption(CT , SK, PP ) It decrypts a ciphertext CT using a private key (SK),
which is generated for a set of attributes satisfying the access structure
included in CT , and public parameters.
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Figure II.1: General architecture of a CP-ABE scheme.

We include a graphical presentation in Figure II.1 where two users, Alice
and Bob, join the system. First, they provide their public attributes (SA and
SB) to the TA (communication 1) and they receive the private keys (SKA and
SKB) associated to their attributes (2). After that, Alice runs the Encryption
algorithm producing CT (3 and 4) and sends the ciphertext to the cloud where
Bob can get it (5). When Bob retrieves CT from the cloud (6), he runs the
Decryption algorithm (7) and finally, he obtains the plaintext (8). Figure II.1
depicts all the steps in a CP-ABE scheme; however, it does not mean that all
the steps are required for all kinds of operations. For instance, if Alice wants to
encrypt a message, she only needs to run the Encryption algorithm and provide
the message, the desired access structure, and the public parameters (i.e., for
encryption, the data owner does not need to get a private key for her attributes).

II.2.2 Semantic technologies

Semantic technologies are a collection of methods, languages, and tools that
facilitate advanced data categorization, processing, and relationship discovery
across a variety of data sets. Concepts (entities or data) and relationships
between them in a certain domain can be described and represented by means
of vocabularies. Vocabularies are useful not only for organizing knowledge, but
also for resolving ambiguities when integrating different data sets.

RDF Schema (RDFS) [15] was proposed as a language for defining Resource
Description Framework (RDF) vocabularies. RDFS is based on the notion of
classes and inheritance relationships like those in object-oriented programming
languages. RDFS makes it possible to define taxonomies (very simple
vocabularies) and perform simple inferences about them. More complex
vocabularies, which have thousands of concepts, are called ontologies that can
be represented by classes, relations, and instances. The classes can be related to
each other by means of relations. For example, in an ontology, class “Medical
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Doctor” maybe a subclass of a class “Medical Staff” or a relation “is GP of”
may exist between the class “Medical Doctor” and a class “Patient”. There can
also be some constraints between the relations among classes that determine
which kind of values are allowed. For example, each “Patient” is always a
“Person” (a one-to-one relationship) and a “Patient” cannot be a subclass of
two “Persons”. The classes, relations, and constraints can be combined to form
complex statements or assertions expressing the knowledge. In other words, they
form the Terminological Knowledge (TBox).

An ontology can be populated by means of instances. In other words,
all the classes can contain individuals with some relationships between them.
For example, “Alice” can be an instance of the “Medical Doctor” class in the
ontology that can have an “ID” and also a relation “is GP of” with another
individual “Bob”, which is an instance of the class “Patient”. The knowledge
about the individuals is called Assertional Knowledge (ABox). The terminological
knowledge and assertional knowledge form a Knowledge Base, which represents
an ontology. The OWL is a standard language for creating/defining ontologies
and provides richer semantics than the RDFS.

Inheritance relationships in RDFS and OWL are simple relationships which
can be used for performing very simple inferences. However, if some specific
relationships need to be held under some conditions, then it is difficult to express
them using the ontology markup languages, e.g., RDFS and OWL. For example,
it is difficult to specify that a “Chief Physician” is a “Medical Doctor” who was
hired more than 10 years ago. Such relationships can be handled using rules.

SWRL [25] is a popular and standard rule markup language that combines
Horn logic rules and OWL ontologies to define complex relationships between
concepts. Using SWRL it is possible to specify complex inference rules in addition
to the basic ones that are based on inheritance. Inference rules make it also
possible to infer new knowledge (i.e., inferring implicit relationships from explicit
ones). In order to do the inference, a reasoner (i.e., inference engine) is required.
A reasoner uses a set of facts and axioms to get new logical consequences.

II.3 SABE: A Semantic ABE Framework

Augmenting ABE schemes with semantic technologies results in semantic-aware
schemes by including implicit knowledge in controlling access and improves
cross-domain interoperability. We developed a semantic component consisting
of 1) a domain ontology; 2) SWRL rules, and; 3) an inference engine. The
domain ontology represents the semantic relationships between attributes in a
given domain (or domains). The SWRL rules are used to define more complex
relationships that are not possible to be defined using ontology data modeling
languages. The inference engine performs the reasoning and infers the implicit
knowledge.

In the following, we propose two approaches, namely Semantically-Enriched
Key and Semantically-Enriched Access Structure, to augment ABE schemes with
semantic technologies. First, we define what an ontology is (see Definition II.1)
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as well as the relationships we use between concepts in an ontology (see
Definition II.2). Definition II.3 and Definition II.4 define “semantically relevant
attributes” (or “semantically relevant concepts” as attributes are represented
as concepts in the ontology) in the proposed Semantically-Enriched Key and
Semantically-Enriched Access Structure approaches, respectively.

Definition II.1 (Ontology). An ontology is a tuple O = 〈C,R, I〉, where C, R,
and I, denote, respectively, sets of concepts (classes), relationships between
concepts, and instances (individuals) belonging to concepts. Concepts represent
the attributes in a domain.

Definition II.2 (Relationships). Our proposals use the following relationships
between concepts in an ontology:

• subClassOf (⊆): if the semantic scope of a concept C1 ∈ C is narrower
than that of another concept C2 ∈ C, i.e., every instance of C1 is
also an instance of C2, then C1 is a subclass of C2. In other words,
C1 ⊆ C2 iff ∀i ∈ I : (i ∈ C1 → i ∈ C2), where C1, C2 ∈ C.

• equivalentClass (≡): if the semantic scope of a concept C1 ∈ C is equal
to that of another concept C2 ∈ C, i.e., both concepts have exactly the same
set of individuals, then C1 is an equivalent class of C2. In other words,
C1 ≡ C2 iff ∀i ∈ I : ((i ∈ C1 → i ∈ C2) ∧ (i ∈ C2 → i ∈ C1)), where
C1, C2 ∈ C.

Definition II.3 (SRAttSEK). Given a concept Cin ∈ C from an ontology O, the
semantically relevant concepts in SABE-SEK denoted by SRAttSEK(Cin) are defined
as the set of all concepts Cj ∈ C such that Cin < Cj, where < is defined as the
smallest relation satisfying the following rules:

• C2 < C1 if C2 ⊆ C1, i.e., C2 subClassOf C1

• C2 < C1 if C2 ≡ C1, i.e., C2 equivalentClass C1

• C2 < C1 if C2 < C3 and C3 < C1

Definition II.4 (SRAttSEAS). Given a concept Cin ∈ C from an ontology O, the
semantically relevant concepts in SABE-SEAS denoted by SRAttSEAS(Cin) are
defined as the set of all concepts Cj ∈ C such that Cj < Cin, where < is defined
as the smallest relation satisfying the rules provided in Definition II.3.

II.3.1 SEK: Semantically-Enriched Key

One type of semantic ABE extension, which we call SABE-SEK, is composed of
six algorithms: ABE.Setup, ABE.KeyGen, ABE.Encryption, ABE.Decryption,
SABE.UpdateAtt, and SABE.KeyGen, of which the first four are identical to
those of a conventional CP-ABE scheme as described in Section III.3.1. The last
two (extra) algorithms, which the TA runs, are defined below:
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Figure II.2: General architecture of the proposed SABE-SEK.

SABE.UpdateAtt(S, Ontology) updates a provided set of attributes, S, based
on the semantic relationships defined in a provided ontology, Ontology,
and returns a new set of attributes, S′.

SABE.KeyGen(MK, S, PP) connects the ABE.KeyGen algorithm to the
semantic component, i.e., the SABE.UpdateAtt algorithm. SABE.KeyGen
first calls SABE.UpdateAtt to update the provided set of attributes, and
then calls ABE.KeyGen(MK, S′, PP ), which generates a private key, SK,
for the updated set of attributes using the master secret key and public
parameters.

Note that the TA is trusted to hold the Ontology secret, which is part of the
initialization process. Otherwise, an adversary may manipulate the ontology to
its own advantage.

In the proposed SABE-SEK scheme, we use semantic technologies in the key
generation process. The key generation (ABE.KeyGen) algorithm generates a
private key associated to a set of public attributes that a user provides. The
idea is to extend the set of user’s attributes by adding all semantically relevant
attributes as defined in Definition II.3. Accordingly, the SABE.KeyGen algorithm
(by calling the ABE.KeyGen algorithm) generates a private key based on the
extended set of attributes, which in turn means that the user capabilities (in
terms of access) will be enhanced as both explicit and implicit knowledge are
used in the generation of the user’s private key.

Figure II.2 depicts the architecture of the proposed SABE-SEK scheme. Note
that SABE-SEK differs from CP-ABE in the key generation process. The other
algorithms, i.e., Setup, Encryption, and Decryption, do not need any changes
and are identical to the CP-ABE ones, which is why they have an ABE prefix.

As demonstrated in Algorithm II.1, when a user submits a set of attributes
to a TA, the KeyGen algorithm (i.e., the SABE.KeyGen algorithm) does not
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Algorithm II.1: Pseudocode of SABE-SEK key generation
Input: Master secret key (MK), A set of attributes (S), Public

parameters (PP )
Output: A private key (SK)
// Updating the provided set of attributes (S) using a domain ontology

(Ontology). The updated set of attributes is S′.

1 Call SABE.UpdateAtt,
S′ ← SABE.UpdateAtt(S, Ontology)

// Generating a private key using the KeyGen algorithm of a CP-ABE

scheme.

2 Call ABE.KeyGen,
SK ← ABE.KeyGen(MK, S′, PP)

3 Return SK

generate a private key as in the classical CP-ABE schemes. Instead, it (i.e., the
SABE.KeyGen algorithm) first uses our semantic component, which includes an
inference engine and a domain ontology (along with SWRL rules), to obtain all
other attributes that are semantically relevant (according to Definition II.3) to
those submitted by the user. SABE.KeyGen algorithm does this by calling the
SABE.UpdateAtt algorithm. For example, every Surgeon is a Medical Doctor ;
however, every Medical Doctor is not necessarily a Surgeon. Hence, if a user
submits the Surgeon attribute, then the semantic component infers that this
user implicitly holds the Medical Doctor attribute as well based on the domain
ontology. After retrieving all the attributes that are semantically relevant to the
submitted attributes (i.e., extending the set of attributes in most cases), the
SABE.KeyGen algorithm calls the ABE.KeyGen algorithm, which is the KeyGen
algorithm of a conventional CP-ABE scheme, to generate a private key for
the extended set of attributes (i.e., the attributes that the user submitted and
those added by the semantic component) as in the classical CP-ABE schemes.
Therefore, a user who has the Surgeon attribute would be able to decrypt
any ciphertext encrypted under the Surgeon attribute or the Medical Doctor
attribute.

To infer and find the semantically relevant attributes based on Definition II.3,
an ontology describing the relationships between the attributes in the given
domain is required. For example, we created a proof-of-concept ontology for
the healthcare domain (for SABE-SEK), where the concepts represent the
attributes. This ontology is provided to the TA during system initialization.
When the TA receives a request (a set of attributes) for generating a private
key, it calls the semantic component providing the received set of attributes
and the ontology. The semantic component finds the semantically relevant
attributes according to Definition II.3 and Algorithm II.2. It first assigns a
dummy OWL Named Individual to the concepts in the ontology that are related
to the received attributes. For example, if a user submits a Surgeon attribute,
then a dummy Individual, e.g., “TestUser”, will be assigned to the concept
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Algorithm II.2: Finding semantically relevant attributes in SABE-
SEK
Input: Sx, the received set of attributes
Output: Sx′, updated set of attributes

1 Load the ontology
2 Create a dummy OWLNamedIndividual, TestUser
3 for every attribute Atti in Sx do
4 if Atti is a property, e.g., hasTraveled = 3 then
5 Create a property assertion axiom for TestUser as (Atti,

TestUser, value). For example, hasTraveled and 3 will be used
as Atti and value, respectively, for hasTraveled = 3.

6 Add the created axiom to the ontology
7 else
8 Create a class assertion axiom for TestUser as (Atti, TestUser)
9 Add the created axiom to the ontology

10 Synchronize the reasoner (inference engine) to obtain inferred axioms
11 Add inferred axioms to the ontology
12 Realize the ontology to run SWRL rules
13 Sx

′ ← Find all the classes (concepts) in the ontology that TestUser
belongs.

14 Return Sx′ as the updated set of attributes

“Surgeon” in the ontology. In other words, some assertions will be generated
(based on the submitted attributes) and inserted into the ABox of the knowledge
base. Then, a reasoner (an inference engine) will be executed to infer all the
semantically relevant attributes. For example, according to the ontology that
we developed for this paper, for the Surgeon attribute, the inference engine
infers Medical Doctor , Physician, Lege1, and Person attributes as semantically
relevant attributes based on Definition II.3. However, some more attributes may
be derived in the case of having SWRL rules. Therefore, the semantic component
extends the set of submitted attributes and returns the extended set to the
key generation algorithm, which generates a private key for the extended set of
attributes using the KeyGen algorithm of a conventional CP-ABE scheme (i.e.,
using ABE.KeyGen). Finally, the inserted assertions (for the attributes submitted
by the user) will be deleted from the ABox.

The following example shows the difference between a CP-ABE scheme and
the proposed SABE-SEK scheme.

Example II.1. Suppose that Alice’s EHRs are encrypted based on the following
AS: (Bob ∨ (Medical Doctor ∧ Employer = Emergency Hospital)), where Bob
is Alice’s GP. If Charlie, who is a surgeon working at the Emergency Hospital
with attributes {Surgeon, Employer = Emergency Hospital} wants to access

1Lege in Norwegian means Medical Doctor in English
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Alice’s EHRs, he will not be able to decrypt them using a CP-ABE scheme.
This is because the CP-ABE works syntactically and cannot infer that a
surgeon is a kind of medical doctor. In the proposed SABE-SEK scheme,
however, the semantic component infers that Charlie (holding the Surgeon
attribute) implicitly has Medical Doctor, Physician, Lege, and Person attributes.
Hence, Charlie’s private key will be generated according to the original and
inferred attributes, i.e., {Surgeon, Medical Doctor, Physician, Lege, Person,
Employer = Emergency Hospital}. Therefore, Charlie can decrypt and access
Alice’s EHRs using the proposed SABE-SEK scheme.

To enable cross-domain interoperability, we need a common ontology for
collaborating domains. For example, we can use a common ontology describing
the attributes and relationships between attributes in three online social networks,
e.g., Facebook, Twitter, and LinkedIn. When a user submits a Friend attribute,
the semantic component (in SABE-SEK) infers and returns Follower and
Connection attributes, which have the same meaning on Twitter and LinkedIn,
respectively. Then, the user’s private key will be generated based on Friend,
Follower , and Connection attributes. This approach works properly if we have
only one TA for all domains. However, in reality, Facebook, Twitter, and
LinkedIn have their own TAs for generating private keys. Accordingly, the KeyGen
algorithm of each domain uses a different master secret key, and thus, for example,
Facebook and Twitter generate different private keys for the same attributes.
Hence, it can be said that the proposed SABE-SEK scheme, only makes the
ABE schemes semantic-aware and does not enable cross-domain interoperability.
To provide cross-domain interoperability, we present a second approach called
Semantically-Enriched Access Structure (SEAS), which is described in the next
subsection.

II.3.2 SEAS: Semantically-Enriched Access Structure

Our second proposal (see Figure II.3) is called SABE-SEAS, and is com-
posed of seven algorithms: ABE.Setup, ABE.KeyGen, ABE.Encryption,
ABE.Decryption, SABE.Setup, SABE.UpdateAS, and SABE.Encryption; the
first four being identical to those of a conventional CP-ABE scheme, while the
last three are described below.

The idea of the SABE-SEAS scheme is to enable cross-domain interoperability
by enriching the access structures utilizing semantic technologies. In SABE-SEAS,
we add the semantic component to the Encryption algorithm of a CP-ABE
scheme. When a user wants to encrypt data based on an access structure,
the proposed SABE-SEAS scheme updates the provided access structure by
including semantically relevant attributes (as defined in Definition II.4, and
based on Algorithm II.3 and Algorithm II.4) into the access structure and then
encrypts the data based on the updated access structure.

As already mentioned, a common ontology describing the attributes and
relationships between attributes in different domains is required to provide cross-
domain interoperability. We employ a secure signature scheme [12] to guarantee

117



II. Semantic Attribute-Based Encryption: A Framework for Combining ABE
schemes with Semantic Technologies

Figure II.3: General architecture of the proposed SABE-SEAS

the validity and authenticity of the ontology. Every TA signs the ontology for
its own users using its master secret key and provides the ontology and the
corresponding signature to the users as public parameters. The ontology will be
validated before updating an access structure by verifying the signature. The
goal is to detect unauthorized modifications in the ontology, i.e., the integrity
of the ontology, and not the confidentiality of it. Different TAs in SABE-SEAS
will generate private keys as usual. A TA, which works independently as in
a conventional CP-ABE scheme, does not share any private information or
computation with other TAs. In Example II.2, Facebook, Twitter, and LinkedIn
do not share any private information with each other (except the common
ontology that they agreed upon) and they do not need to trust each other (i.e.,
external key generators). However, the public keys (or public attributes) of
different domains should be publicly available.

Algorithm II.3: Finding semantically relevant attributes in SABE-
SEAS
Input: An attribute Atti
Output: Li: Attributes that are semantically relevant to Atti

1 Load the ontology
2 Pre-compute classification (classifying the ontology)
3 Pre-compute instances for each named class in the ontology
4 Li ← Find all subclasses of the class Atti in the ontology
5 Li ← Find all named classes that are equivalent to the class Atti with

respect to the set of reasoner axioms
6 Remove the repeated elements from Li
7 Return Li as semantically relevant attributes to Atti
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Algorithm II.4: Finding attributes that are semantically relevant to
an AND-statement in SABE-SEAS
Input: LInput: Attributes existing in an AND-statement
Output: LAND: Attributes that are semantically relevant to the

AND-statement
1 Load the ontology
2 Create a dummy OWLNamedIndividual, TestUser
3 for every attribute Atti in LInput do
4 if Atti is a property, e.g., property = value then
5 Create a property assertion axiom for TestUser as (Atti,

TestUser, value), where Atti is a property.
6 Add the created axiom to the ontology
7 else
8 Create a class assertion axiom for TestUser as (Atti, TestUser)
9 Add the created axiom to the ontology

10 Synchronize the reasoner (inference engine) to obtain inferred axioms
11 Add inferred axioms to the ontology
12 Realize the ontology to run SWRL rules
13 LAND ← Find all the classes (concepts) in the ontology that TestUser

belongs.
14 Remove superclasses and equivalent classes of the attributes in LInput

from LAND
15 Return LAND as semantically relevant attributes to the AND-statement

SABE.Setup(1λ, Ontology) is run by the TA and takes as input a security
parameter and an ontology (which can be a common ontology for several
domains). It calls ABE.Setup to generate a master secret key (MK) and
a set of public parameters (PP ), after which it signs the Ontology using a
secure signature scheme [12] with the master secret key MK and adds the
Ontology and the produced signature σ to the public parameters.

SABE.Encryption(M, T, Ontology, σ, PP) is run by users, connecting
the ABE.Encryption algorithm to the semantic component, taking as
input a message, M , an access structure, T, a common ontology, Ontology,
and the ontology’s signature generated by the TA. The ontology and the
corresponding signature are provided to users as public parameters. As
demonstrated in Algorithm II.5, the SABE.Encryption algorithm first
calls SABE.UpdateAS to update the provided access structure based on
the semantic relationships defined in the ontology, which is then provided
to ABE.Encryption(M , T′). Finally, it returns a ciphertext CT = (T′, C),
where C is the encrypted version of M .

SABE.UpdateAS(T, Ontology, σ) is run by users, taking as input an access
structure, and the signed ontology. SABE.UpdateAS first checks the
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Algorithm II.5: Pseudocode of SABE-SEAS encryption
Input: Plaintext(M), Access structure (T), Ontology, Signature of the

Ontology (σ), Public parameters (PP )
Output: Ciphertext (CT )
// Updating the access structure (T) using a domain ontology (after

validating the authenticity of Ontology using its signature, σ). T′

denotes the updated access structure.

1 Call SABE.UpdateAS,
T′ ← SABE.UpdateAS(T, Ontology, σ)

// Encrypting a plaintext based on the updated access structure using

the Encryption algorithm of a CP-ABE scheme.

2 Call ABE encryption,
CT ← ABE.Encryption(M, T′)

3 Return CT

signature and then returns an updated access structure, T′, using semantic
relationships inferred using the ontology.

For example, suppose that in SABE-SEAS, a user wants to encrypt data
based on the following access structure: (Atta ∨Attb) ∧ (Attc ∨Attd).

Assume that in the common ontology Atta1 and Atta2 attributes are
semantically relevant to Atta attribute and Attb1, Attc1, and Attd1 are
semantically relevant to Attb, Attc, and Attd attributes, respectively (according
to Definition II.4). Furthermore, there is a SWRL rule stating that (Atta ∧Attd)
is the same as Atte.

The provided access structure will be updated as follows: ((Atta ∨Atta1 ∨
Atta2 ∨Attb ∨Attb1) ∧ (Attc ∨Attc1 ∨Attd ∨Attd1)) ∨Atte.

Then, the data will be encrypted based on the updated access structure. Note
that Atta1, Atta2, Attb1, Attc1, and Attd1 could be the attributes of different
domains, which are publicly available. It should be noted that for encryption,
we only need the name of attributes (or their public keys) and not any private
key related to the attributes.

The proposed SABE-SEAS scheme updates access structures based on
Algorithm II.6.

The following example, which is based on Figure II.4, demonstrates how the
proposed SABE-SEAS scheme enables cross-domain interoperability. Alice is a
user who has an account in three social networks, e.g., Facebook, Twitter, and
LinkedIn. Bob and Charlie are close friend and friend, respectively, of Alice on
Facebook. David and Alice follow each other on Twitter and Emily and Alice
are connected on LinkedIn.

Example II.2. Suppose Alice wants to share a post on Twitter with her followers.
Using a CP-ABE scheme, her post will be encrypted based on the following
AS: (Follower = Alice). It is obvious that Bob, Charlie, and Emily, who are
connected to Alice on Facebook and LinkedIn, cannot decrypt and access Alice’s
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Algorithm II.6: Pseudocode for updating an access structure
Input: T, the access structure to be updated
Output: T′, updated access structure

1 for every attribute Atti in T do
2 ListA ← Find semantically relevant attributes according to

Algorithm II.3
3 if ListA 6= ∅ then
4 Construct an OR-statement of Atti and all attributes in ListA
5 Replace Atti with the constructed OR-statement in T

6 else
7 Keep the attribute Atti in T as it is

8 for every AND-statement do
9 ListB ← Find attributes that are semantically relevant to the

AND-statement according to Algorithm II.4
10 if ListB 6= ∅ then
11 Construct an OR-statement of the AND-statement and all

attributes in ListB
12 Replace the AND-statement with the constructed statement in T

13 else
14 Keep the AND-statement in T as it is

15 for every OR-statement do
16 Remove the repeated attributes
17 Return the result as the updated access structure, T′

post on Twitter as they do not have the related private key. However, in the pro-
posed SABE-SEAS scheme, the provided AS: (Follower = Alice) will be updated
as ((Follower = Alice) ∨ (Connection = Alice) ∨ (Intimate Fried = Alice)) ∨
(Friend = Alice) ∨ (Close Friend = Alice) with the help of the semantic compo-
nent, where (Connection = Alice) is an attribute on LinkedIn and (Close Friend
= Alice), (Intimate Friend = Alice), and (Friend = Alice) are attributes on
Facebook. Then, Alice’s post on Twitter will be encrypted based on the
updated AS, which means those who are connected to Alice on LinkedIn
and Facebook can also decrypt and access Alice’s post on Twitter as they
have the private keys related to (Connection = Alice), (Close Friend = Alice),
(Intimate Friend = Alice), and/or (Friend = Alice) attributes.

Example II.2 shows how SABE-SEAS not only makes the ABE schemes
semantic-aware but also enables cross-domain interoperability.

121



II. Semantic Attribute-Based Encryption: A Framework for Combining ABE
schemes with Semantic Technologies

Figure II.4: An example for interoperability

II.4 Security Analysis

II.4.1 Security Assumptions

We consider the following assumptions:

• In conventional CP-ABE schemes, a TA holds a master secret key and
generates private keys. In our proposals a TA has the same trust level;
particularly, in SABE-SEK, the TA keeps also the ontology secret.

• We assume that the ontology that is provided to a TA during system
initialization can be considered trusted in the sense that it demonstrates
the correct relationships between attributes (concepts).

• In SABE-SEAS, when different domains form a federation, all the parties,
i.e., TAs, should agree on a common ontology. Thus, one TA cannot change
the common ontology alone and without the consent of other TAs.

II.4.2 Security Model

The security model for both SABE-SEK and SABE-SEAS is defined using the fol-
lowing game, which is based on the classical indistinguishable encryption against
chosen-plaintext attacks (IND-CPA) and mainly considers the confidentiality of
the ciphertext.
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• Init phase: An adversary A chooses an access structure T and sends it
to a challenger C.

• Setup phase: C generates the master secret key MK and public
parameters PP by running the Setup algorithm. Then, C sends the public
parameters PP to A and keeps the master secret key MK secret, whereas
particularly for SABE-SEK C keeps also the ontology secret. However, in
the proposed SABE-SEAS scheme, C generates a signature for the provided
ontology and gives the ontology and the corresponding signature to A as
part of the public parameters PP .

• Phase 1: A asks (like any user) from C private keys related to any sets of
attributes. In SABE-SEK, C runs the SABE.KeyGen to generate private
keys using updated attributes, whereas in SABE-SEAS it only runs the
ABE.KeyGen.

• Challenge phase: A submits two messages M0 and M1 of equal length.
C selects a random bit b ∈ {0, 1}, encrypts Mb under the access structure
T, and returns the produced ciphertext CT ∗. Note that in SABE-
SEAS, C encrypts Mb under an updated access structure generated by
SABE.UpdateAS.

• Phase 2: A repeats Phase 1 multiple times.

• Guess phase: A outputs its guess b′ ∈ {0, 1}.

A wins the game if (i) b = b′ and (ii) none of the sets of attributes that
were requested by A (including, in the case of SABE-SEK, also attributes
inferred through SABE.UpdateAtt) satisfy the access structure that was used
for encryption (where in the case of SABE-SEAS is the one updated through
SABE.UpdateAS). The advantage of the adversary A is defined as the quantity

AdvIND−CPA
A = |Pr[b = b′]− 1

2 |.

Definition II.5 (IND-CPA Secure). An SABE framework (both SABE-SEK and
SABE-SEAS schemes) is IND-CPA secure iff AdvIND−CPA

A is negligible for any
probabilistic polynomial time (PPT) adversary.

For the SABE-SEAS scheme we need something more because here an
adversary may also modify the common ontology. Since we employ a secure
signature scheme [12], for SABE-SEAS we consider, in addition to the IND-CPA
game, also the following game that is based on the Existential Unforgeability
under Chosen Message Attacks (EUF-CMA) [14, 20].

• Setup phase: exactly as in the previous game.

• Queries phase: A repeatedly requests signatures for chosen messages
(M1, . . . ,Mj), and receives corresponding signatures (σ1, . . . , σj) from C.
Here we treat ontologies as messages.
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• Forgery phase: In the end, A outputs a message M∗ (i.e., an ontology)
and a signature σ∗.

A wins the game if (i) M∗ was not among those messages requested by A

in the Queries phase, and (ii) the signature σ∗ can be verified correctly using
the public key of the trusted authority. The advantage of the adversary in this
game is defined as the quantity

AdvEUF−CMA
A = Pr[A wins].

Definition II.6 (EUF-CMA Secure). An SABE-SEAS scheme is EUF-CMA
secure iff AdvEUF−CMA

A is negligible for any PPT adversary.

II.4.3 Security Proofs

The security of our SABE-SEK and SABE-SEAS schemes can be proved by
reduction to the underlying CP-ABE [11] and signature [12] schemes, i.e., if
there is an attack against SABE, then the same attack can be used to break
the underlying CP-ABE and/or signature schemes (but these have already been
proven to be secure).

Theorem II.1. Both SABE-SEK and SABE-SEAS schemes are IND-CPA secure
provided that the underlying CP-ABE scheme is IND-CPA secure.

Proof. Assume that there exists a PPT adversary A that can break the proposed
SABE with advantage ε. We can construct a simulator B to break the underlying
CP-ABE scheme with the same advantage ε as follows, where B will play two
roles at the same time: (1) the challenger for the adversary A in the IND-CPA
game for SABE; and (2) the adversary for the challenger in the IND-CPA game
for the underlying CP-ABE scheme.

• Init phase: B receives an access structure T from A and sends it to C (in
the CP-ABE scheme).

• Setup phase: C generates the master secret key MK and public
parameters PP by running the Setup algorithm of the underlying CP-ABE
scheme. Then, C sends PP to B and keeps MK secret. In SABE-SEK,
C keeps the provided ontology secret as well. Then, B forwards PP to A.
However, in SABE-SEAS, C generates also a signature for the provided
common ontology and gives both to B as part of the public parameters.
Therefore, in SABE-SEAS, B removes the received common ontology and
its signature from the public parameters and sends only the rest to A.

• Phase 1: When B receives a private key query for a set of attributes from
A, in SABE-SEAS, it forwards the received set of attributes to C to get the
corresponding private keys from the underlying CP-ABE scheme. However,
in SABE-SEK, B first updates the received set of attributes by calling the
SABE.UpdateAtt algorithm, then sends the updated set of attributes to C.
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In response, C generates the corresponding private keys using the KeyGen
algorithm of the underlying CP-ABE scheme and returns the generated
private keys to B. Then, B forwards the received private keys to A in
response to A’s original query.

• Challenge phase: A sends two messages of equal length, M0 and M1,
to B who forwards them to C. Then, C selects a random bit b ∈ {0, 1},
encryptsMb under the access structure that was provided in the Init phase,
and returns the produced ciphertext CT ∗ (the output of the Encryption
algorithm of the underlying CP-ABE scheme) to B who forwards it to
A. Note that in SABE-SEAS, B asks C to perform the encryption based
on the updated access structure (the result of calling the SABE.UpdateAS
algorithm).

• Phase 2: The same as Phase 1 multiple times.

• Guess phase: A outputs a guess c′ ∈ {0, 1}, and then B sends c′ to C.

Based on this simulation game, it is clear that if A has an advantage ε in
the IND-CPA game against the proposed SABE schemes, then B can attack the
underlying CP-ABE scheme with the same advantage ε. However, the underlying
CP-ABE has been proven to be IND-CPA secure [11].

To explain more, recall that the proposed SABE schemes directly use the
algorithms of the underlying CP-ABE scheme, i.e., we do not change the
functionality of Setup, KeyGen, Encryption, and Decryption algorithms of
the underlying CP-ABE scheme in any way. Indeed, only the input of the
KeyGen and Encryption algorithms of the underlying CP-ABE may be changed
as some more attributes may be added to the set of attributes submitted by
the user for the key generation (in SABE-SEK) or to the access structure for
the encryption (in SABE-SEAS). However, the type of input is still the same,
and thus these two algorithms would function in the same way with the same
security guarantees. �

Even if IND-CPA secure, the SABE-SEAS scheme depends also on the security
of the signature scheme [12] employed to defeat ontology modification attacks.
Recall that in SABE-SEAS the provided access structure may be updated based
on a common ontology. An adversary may launch ontology modification attacks
by adding new concepts (or relationships) in such a way that makes the attributes
of the attacker be semantically related to (possibly all) other concepts, which in
turn would allow to decrypt (possibly any) ciphertext.

Theorem II.2. The proposed SABE-SEAS scheme is secure provided that the
underlying CP-ABE scheme is IND-CPA secure and the employed signature
scheme is EUF-CMA secure.

Proof. In SABE-SEAS, the access structure that is updated based on the common
ontology is used only after the authenticity and validity of the ontology is checked
using the employed signature scheme. If an adversary modifies the common
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ontology, then it can be detected before using the access structure. Suppose
there exists a PPT adversary A that can attack the proposed SABE-SEAS
scheme by launching ontology modification attacks. We can build a simulator
B that can break the employed signature scheme by using the same actions as
A. In other words, the security of the proposed SABE-SEAS can be reduced
to the security of the employed signature scheme, which has been proven to be
EUF-CMA secure in [12]. �

II.5 Implementation and Evaluation

We implemented the proposed SABE framework based on both approaches, i.e.,
Semantically-Enriched Key and Semantically-Enriched Access Structure, in Java.
To extend a set of attributes (in SABE-SEK) or update access structures (in
SABE-SEAS) using semantic technologies, two simple ontologies are created
using Protégé [37] editor (version 5.5.0) and based on the OWL 2 data modeling
language. The OWL API [24] (version 5.1.17) is used to deal with the created
ontology, e.g., loading the ontology, adding assertions into the ontology, and
inferring extra knowledge (implicit knowledge). It means that the semantic
component in the proposed framework provides an API by which the set of
submitted attributes (for the generation of a private key) or the access structures
(for encryption of a data item) may be updated (based on Definition II.3 and
Definition II.4).

The default reasoner of the OWL API is the HermiT [19] reasoner.
However, the HermiT reasoner does not support SWRL built-in atoms, e.g.,
swrlb:greaterThan. Hence, the Pellet [43] reasoner provided by the Openllet
library [18] (version 2.6.1) is used as the inference engine because we used some
SWRL rules including SWRL built-in atoms.

As shown in Figure II.5, we implemented SABE in a modular way, being
possible to easily replace a module or extend it to any CP-ABE scheme.
We made the source code of our implementation publicly available at https:
//github.com/haamedarshad/SABE-code.

The performance of the proposed SABE framework is evaluated by running
the implementation on an Intel Core i7-8550U CPU at 1.80GHz with 32 GB
RAM and Windows 10 (64-bit) computer. We added the semantic component
to the KeyGen algorithm (in SABE-SEK) and Encryption algorithm (in SABE-
SEAS) of a classical CP-ABE scheme [11, 48]. We executed each of the KeyGen,
Encryption, and Decryption algorithms of both the proposed SABE framework
(both SABE-SEK and SABE-SEAS) and the underlying CP-ABE scheme [11, 48]
100 times to get the average execution times of the mentioned algorithms. The
same input data (with the size of 1MB, 100MB, and 1GB) and access structure
are used for encryption and decryption experiments.

Table II.1 shows the average execution times (in milliseconds) of SABE (both
SABE-SEK and SABE-SEAS) and the classical CP-ABE scheme. The differences
between the execution times (in milliseconds and with 95% confidence intervals)
of the KeyGen and Encryption algorithms of SABE and those of the classical
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Figure II.5: SABE architecture.

CP-ABE scheme are demonstrated in Figures II.6 and III.9, respectively. Note
that the execution time of the Decryption algorithm is almost the same for
both SABE and CP-ABE.

As can be seen in Table II.1 and Figures II.6 and III.9, the KeyGen algorithm
in SABE-SEK takes about 5 milliseconds (on average) more than those of the
underlying CP-ABE scheme and SABE-SEAS. This difference is because of using
the semantic technologies when generating a private key. As explained before,
in SABE-SEK, when a request for generating a private key arrives, the set of

Table II.1: Execution time (in milliseconds) of SABE (SEK and SEAS) vs
CP-ABE

Algorithm Input Size CP-ABE [11] SABE
SEK SEAS

Key Generation - 279.97 303.03 279.97

Encryption
1 MB 94.12 94.12 140.49
100 MB 28.76 228.76 275.13
1 GB 1595.18 1595.18 1641.55

Decryption
1 MB 33.72 33.83 33.76
100 MB 381.85 383.42 382.27
1 GB 3224.38 3266.48 3241.57
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Figure II.6: Execution time for key generation (with 95% confidence intervals).

submitted attributes will be sent to the semantic component, which loads an
ontology, adds a few assertions to the ontology (all the attributes submitted by
a user will be temporarily added as assertions for a dummy individual into the
ABox of the knowledge base), and then performs the semantic reasoning by means
of an inference engine to obtain all other attributes that are semantically relevant
(according to Definition II.3) to the submitted ones. Next, the semantically
relevant attributes will be added to the list of attributes submitted by the user
and then the KeyGen algorithm generates a private key based on the updated
set of attributes. Therefore, the key generation process in SABE-SEK takes 5
more milliseconds, which is negligible.

The execution time of the Encryption algorithm in both SABE-SEK and
the underlying CP-ABE is the same (see Table II.1). This is because SABE-SEK
uses the Encryption algorithm of the underlying CP-ABE scheme without any
changes. Besides, the input of the Encryption algorithm in SABE-SEK is
also the same as that in the underlying CP-ABE. However, the Encryption
algorithm of SABE-SEAS takes in average 46 milliseconds more than those of
SABE-SEK and the underlying CP-ABE. This is because in SABE-SEAS, the
semantic component will be called to update the provided access structure for
each encryption.

In our experiments, there were six attributes in the updated access structure
that we used for encryption (in SABE-SEAS). In real scenarios and with large
ontologies, more semantically relevant attributes may be inferred from the
ontology, and accordingly, the updated access structure may include more
attributes. Hence, we performed the encryption (in SABE-SEAS) using an
access structure including 50 attributes. The average encryption time for a 1
GB input was 4.2 seconds, which is almost one second more than that with an
access structure including six attributes. Therefore, large ontologies may result
in bigger access structures (in SABE-SEAS), which in turn the encryption time
will be increased. However, the overhead is not very high. Besides, it may be
less probable to have more than 50 attributes in an updated access structure.

The size of ciphertexts may increase a little bit (only a few kilobytes as
the size of an attribute is a few bytes) in SABE-SEAS as the updated access
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Figure II.7: Execution time for encryption (with 95% confidence intervals). The
input size for the top, middle, and bottom charts is 1 MB, 100 MB, and 1 GB,
respectively.

structures may include more attributes. The size of private keys in SABE-SEK
may also increase in the same way.

Table II.1 also demonstrates that the Decryption algorithm of the proposed
framework (both SABE-SEK and SABE-SEAS) takes a few milliseconds more
than that of the underlying CP-ABE scheme. That might be due to the fact that
the private keys (in SABE-SEK) and access structures (in SABE-SEAS) may
contain more attributes, and thus checking the compliance between attributes
in the private key and the access structure of the ciphertext takes a few more
milliseconds. Nevertheless, the difference between the execution time of the
Decryption algorithm in the proposed framework (both SABE-SEK and SABE-
SEAS) and the underlying CP-ABE scheme is negligible.

As a conclusion, it can be said that the overheads associated with adding
semantic technologies to the CP-ABE scheme are reasonable. In other words,
the overall experiment results are encouraging as such overheads are almost
negligible.
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II.6 Discussion

In this paper, we proposed two different approaches for augmenting ABE
schemes with semantic technologies, i.e., Semantically-Enriched Key (SABE-SEK)
and Semantically-Enriched Access Structure (SABE-SEAS). The SABE-SEK
scheme makes the ABE schemes semantic-aware; but, it does not facilitate
cross-domain interoperability. However, the proposed SABE-SEAS scheme
provides both. SABE-SEK increases the time required for generating private
keys (as the semantic component will be called for updating a submitted set of
attributes) whereas SABE-SEK affects the encryption time (as a provided access
structure will be updated utilizing the semantic component). SABE-SEK could
be considered more advantageous since: 1) in real-life scenarios, we perform
encryption much more frequently than key generation; 2) a TA, which has more
resources than a user, runs the KeyGen algorithm, whereas the users run the
Encryption algorithm; 3) in some applications, we may not need cross-domain
interoperability so SABE-SEK would be enough (instead of the SABE-SEAS).

In the proposed SABE framework, if the common ontology changes, which is
rather infrequent since an ontology describes the relationships between attributes
and not users, then the affected private keys (in SABE-SEK) can be revoked [1,
41, 52] and new private keys should be generated according to the new ontology.
Besides, ontology changes in SABE-SEAS may affect the existing ciphertexts
that can be managed by re-encryption of ciphertexts or other methods [9, 10,
30]. Therefore, aspects regarding the dynamicity of the ontology have not been
treated in this paper as we consider that they would easily be solved by existing
techniques.

The proposed SABE framework (both SABE-SEK and SABE-SEAS) is ”CP-
ABE agnostic”, which means different CP-ABE schemes can be used instead
of the one that we used in our implementations. As represented in Figure II.2,
SABE-SEK includes SABE.UpdateAtt in addition to ABE.KeyGen (in the key
generation). As demonstrated in Algorithm II.1, SABE.UpdateAtt is added for
updating the provided set of attributes (based on the semantic relationships
between attributes) before calling the KeyGen algorithm of a classical CP-
ABE scheme (i.e., ABE.KeyGen). Figure II.3 and Algorithm II.5 demonstrate
that SABE-SEAS includes SABE.UpdateAS, which is added for updating access
structures before calling the Encryption algorithm of a classical CP-ABE scheme
(i.e., ABE.Encryption). The functionality of ABE.KeyGen and ABE.Encryption
is not changed in any way in the proposed SABE framework. ABE.KeyGen and
ABE.Encryption, respectively, in Algorithm II.1 and Algorithm II.5 are generic
constructs that can be realized using different CP-ABE schemes. Besides, as
explained throughout the paper, SABE.UpdateAtt and SABE.UpdateAS are
independent of the underlying CP-ABE scheme. They only may update the
provided set of attributes, which is an input of ABE.KeyGen, and the provided
access structure, which is an input of ABE.Encryption, by including (in most
cases) more attributes based on semantic relationships between attributes.
Therefore, any CP-ABE scheme can be extended to a SABE.
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II.6.1 Further System Properties

Property 1. The proposed framework is modular.

Here we refer to the modularity of the software implementation and
architecture for the SABE. As illustrated in Figure II.5, the different modules of
SABE are: CP-ABE API, OWL API, Reasoner (Openllet API), User Interface,
and a domain ontology. This allows to replace, e.g., the underlying CP-ABE
scheme, for reasons of security or performance, without changing other modules.
However, we talk about static modularity, for otherwise, if we change the
underlying CP-ABE scheme when the framework is in use, i.e., at runtime,
then we may not be able to use the updated framework (with a new underlying
CP-ABE scheme) for the decryption of the existing ciphertexts because every
CP-ABE scheme generates different private keys for the same set of attributes.
Nevertheless, this holds for every ABE schemes and that is not a limitation of
our proposed framework.

Property 2. The proposed framework is scalable.

As described in Section III.4, a common ontology is used to facilitate the
interoperability between Facebook, Twitter, and LinkedIn. More online social
networks can be added to the scenario by updating the common ontology. The
only thing that needs to be done is creating a new ontology, which defines the
semantic relationships between attributes of new domains in addition to what
exists in the current ontology. Then, thanks to the modularity of the proposed
framework, the current ontology can be replaced with the new ontology easily.
Therefore, it can be said that the proposed framework is scalable in terms
of the number of organizations/domains (in our case, online social networks)
collaborating with each other. However, an issue with practical scalability
could be the increase in the number of attributes existing in the updated access
structures that may increase the encryption time as discussed in Section III.7.

Property 3. The proposed framework is extensible.

As explained in Property 1, the proposed framework is modular and every
single module can be easily changed. Hence, it is possible to extend the
functionalities of the proposed framework by changing the modules. For
example, the underlying CP-ABE scheme can be replaced with a new CP-ABE
scheme, which may offer extra features like accountable decryption or enforceable
obligations. Besides, the semantic component (OWL API and Openllet API)
can be extended to provide more implicit knowledge when generating private
keys or updating access structures. For instance, more SWRL rules and more
advanced relationships can be defined.

Property 4. The proposed framework is generic.

SABE can be used in different environments and domains, e.g., eHealth,
education, eGovernment, hardware security, cloud computing, etc., other than
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online social networks. This can be done by changing only the common ontology
that is used in the proposed framework.

II.7 Related Work

In 2005, Sahai and Waters [42] introduced the concept of Attribute-Based
Encryption. They proposed a new type of Identity-Based Encryption (IBE)
through which one can encrypt a piece of data for a group of recipients enabling
multicast encryption [44]. After a year, Goyal et al. [22] proposed a Key-Policy
Attribute-Based Encryption (KP-ABE) in which ciphertexts are associated with
a set of attributes and private keys are generated based on access structures.
Hence, a ciphertext can be decrypted if the access structure of a private key
satisfies the attributes required by a ciphertext. Bethencourt et al. [11] proposed
the first CP-ABE scheme in which private keys are associated with a set of
attributes and the ciphertexts are produced based on access structures. Till now,
a considerable number of KP-ABE [29, 38] and CP-ABE [23, 31, 49] schemes
have been proposed.

A combination of KP-ABE and CP-ABE, to have both types of ABE at the
same time, was proposed by Attrapadung and Imai [3]. Müller et al. [36] proposed
a CP-ABE scheme for distributed environments, where several authorities manage
attributes and generate private keys. Yu et al. [51] employed proxy re-encryption
and lazy re-encryption techniques to improve the efficiency of KP-ABE.

ABE schemes rely on a trusted authority in generating private keys for
attributes. The trusted authority, which has full power on private keys, may
behave maliciously. Thus, ABE schemes suffer from the key escrow problem.
There are a huge number of research studies in the literature [26, 53] addressing
the key escrow problem in ABE schemes. For instance, in [16], the key escrow
problem was addressed by incorporating several TAs cooperating to generate
private keys. However, such a multi-authorities ABE scheme may be susceptible
to the collusion of TAs. Hu et al. [26] proposed a multi-authorities CP-ABE
scheme addressing the key escrow problem and collusion attacks (i.e., the collusion
of the authorities). Zhang et al. [53] proposed a multi-authorities KP-ABE
scheme addressing collusion attacks and user privacy. Recently, Zhang et al. [54]
proposed a novel CP-ABE scheme addressing the key escrow problem and user
revocation. Li et al. [32] proposed a CP-ABE scheme that provides accountability
in white-box model and addresses the privacy issues through policy hiding.

Tang and Ji [45] added a verification property to both single-authority and
multi-authorities versions of KP-ABE, by which users can verify the correctness
of the received private keys as errors may occur during creation or transmission
of the keys. Wang et al. [46, 47] combined a hierarchical IBE scheme and a
CP-ABE scheme to address the revocation problem in ABE schemes (revoking
access rights from users who are no longer legitimate).

There are other research studies [17, 33] reducing the decryption overhead
by means of decryption sharing and outsourcing.
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II.8 Conclusions

In this paper, we have proposed the first semantic-aware attribute-based
encryption framework called SABE, described in Section III.4. We have proposed
two different schemes: Semantically-Enriched Key (SEK) and Semantically-
Enriched Access Structure (SEAS) using CP-ABE as a baseline scheme for
both SABE-SEK and SABE-SEAS. In SABE-SEK, we have modified the key
generation process by adding the support for semantic reasoning. The goal was
to make CP-ABE schemes semantic-aware by taking into account the semantics
of attributes. Algorithm II.1 and Figure II.2 demonstrate that any CP-ABE
scheme can be extended to a SABE-SEK scheme by calling SABE.UpdateAtt,
which updates the provided set of attributes based on the semantic relationships
between attributes as defined in a domain ontology, before calling the KeyGen
algorithm of a classical CP-ABE scheme. The proposed SABE-SEK scheme makes
CP-ABE schemes semantic-aware as demonstrated in Example II.1; however, it
does not enable cross-domain interoperability as different domains have different
trusted authorities with different master secret keys. To provide cross-domain
interoperability, we have presented the SABE-SEAS scheme in Section II.3.2. In
SABE-SEAS, we have used semantic technologies to update the access structures
by including semantically relevant attributes in the access structures as illustrated
in Algorithm II.6. In other words, any CP-ABE scheme can be extended to a
SABE-SEAS scheme by updating access structures (through SABE.UpdateAS)
before encryption using the Encryption algorithm of a classical CP-ABE scheme,
as demonstrated in Figure II.3 and Algorithm II.5. Example II.2 demonstrates
that SABE-SEAS not only makes CP-ABE schemes semantic-aware but also
facilitates cross-domain interoperability.

We have formally verified the security of the proposed SABE-SEK and
SABE-SEAS schemes. We have also implemented a prototype of both schemes
by extending a classical CP-ABE scheme in a modular way as demonstrated
in Figure II.5. The source codes have been made publicly available for further
research.

We have evaluated the effectiveness of the proposed SABE framework by
comparing the performance of the proposed SABE-SEK and SABE-SEAS
schemes and the underlying CP-ABE scheme in Section III.7. The results
of our experiments, as shown in Table II.1, demonstrate that the key generation
in SABE-SEK and encryption in SABE-SEAS take a few milliseconds (on average)
more than those in the underlying CP-ABE. To assess the effect of the number of
attributes on the performance, we have performed the encryption in SABE-SEAS
using an access structure including 50 attributes. The results show that the
average encryption time for a 1 GB input with a 50-attribute access structure
is almost one second more than that with an access structure including six
attributes. The results show also that the size of ciphertexts in SABE-SEAS
and the size of private keys in SABE-SEK are increased (only a few kilobytes
as the size of an attribute is a few bytes) compared to those in the underlying
CP-ABE. Therefore, the overall experiment results confirm that SABE improves
interoperability and functionality with negligible overheads.
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For future work, we plan to incorporate the social network graphs in the
domain ontology. Relationships between users change dynamically and sometimes
quickly; thus, taking into account the dynamicity of the relationships between
users in the social networks improves the quality of the cryptographic access
control systems. Besides, we will include the contextual information surrounding
users and resources in the social networks to provide a more fine-grained
protection.
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Abstract

Attribute-Based Encryption (ABE) is a cryptographic mechanism that
provides fine-grained access control to encrypted data, which can thus be
stored in, e.g., public clouds. However, ABE schemes lack the notion of
obligations, which is common in Attribute-Based Access Control systems
such as eXtensible Access Control Markup Language and Usage Control.
Obligations are used to define and enforce extra constraints that happen
before approving or denying an access request. In this paper, we propose
Attribute-Based Encryption with enforceable OBligations (OB-ABE), a
system for extending any classical ABE with enforceable obligations. Our
system architecture has as core component trusted hardware enclaves,
implemented with Intel Software Guard Extensions (SGX), used for
enforcing obligations. We employ ProVerif to formally model OB-ABE
and verify its main property called “enforceable obligations”, i.e., if a
message is encrypted along with an obligation, then the message can
be decrypted only after enforcing the attached obligation. OB-ABE has
two more properties: (i) OB-ABE is a “conservative extension” of the
underlying ABE scheme, preserving its security properties; (ii) OB-ABE
is “backward compatible” in the sense that any ciphertext produced by
an ABE scheme can be decrypted by its extended OB-ABE version, and
moreover, a ciphertext produced by an OB-ABE scheme can be decrypted
by its underlying ABE scheme provided that the ciphertext does not have
obligations attached. We also implement in C using Intel SGX a prototype
of an OB-ABE extending the well-known Ciphertext-Policy ABE.

III.1 Introduction

Attribute-Based Encryption (ABE) [109] is a public-key encryption scheme that
allows storage of sensitive data in a secure manner in untrusted locations such as
public clouds. ABE provides fine-grained encryption using an access structure,
usually represented as a Boolean formula where the variables are public attributes.
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Only users with the public attributes that satisfy the access structure are able to
retrieve the plaintext. For instance, if the data is encrypted under the following
access structure: ((doctors ∨ caregiverid = 31415) ∨ (researcher ∧ Norway)),
then only doctors, a specific caregiver, or researchers working in Norway, can
decrypt the data. One distinctive feature of ABE is that it can encrypt data for
a single user (identified by a unique public attribute, such as caregiverid) as well
as for a group of users (identified by a set of public attributes).

ABE has been applied, in multiple variants, e.g., Ciphertext-Policy Attribute-
Based Encryption (CP-ABE) or Key-Policy Attribute-Based Encryption (KP-
ABE), in many domains such as: hardware security [42], social networks [11,
101], public clouds [12, 71], fog computing [58] or eHealth [72, 76]. Additionally,
real world companies like Zeutro1 have started to deploy security systems based
on ABE. Standards have also been defined, for example by ETSI2 (TS 103 458
and TS 103 532) proposing applications of ABE to, for instance, industrial IoT
and cloud.

Attributes have also been used to achieve fine-grained access control to data—
without the encryption part—for instance in systems commonly called Attribute-
Based Access Control (ABAC) [53, 98, 138] or Usage Control (UCON) [14,
99, 100, 141]. ABAC is the successor of Role-Based Access Control (RBAC)
[110] that has reached the maturity of OASIS standards with Security Assertion
Markup Language (SAML) 2.0 [80] and eXtensible Access Control Markup
Language (XACML) [98]. For instance, XACML provides a fine-grained and
declarative policy language, as well as a distributed architecture for ABAC
implementations. In ABAC, access decisions are made not only based on the
public attributes of the users, similar to what ABE does, but also based on
attributes of the data (i.e., the requested object, like confidentiality level), the
desired action (e.g., read/write), and conditions of the environment (e.g., time
of day), according to predefined access control policies involving all these types
of attributes [124, 133, 139].

ABAC has a powerful mechanism implemented by the Policy Enforcement
Point (PEP) (one of the XACML components that is responsible for enforcing
authorization results) called obligations to enforce extra constraints that cannot
be managed through normal policies (e.g., writing logs, sending notifications,
or asking for confirmations). Obligations are greatly desired, e.g., in eHealth,
because of the accountability and highly interactive style of work where many
types of actions must be logged, various authorizations are needed from experts
(i.e., confirmations, e.g., from the doctor on duty), or simply sending notifications
to relevant parties (like to family/guardians) are required by law. ABAC is a
popular choice in eHealth systems for managing access control, both for the
obligations mechanism as well as for the flexibility given by the attributes and
the way they cater for fine-grained access control also in emergencies [5, 48, 57,
83, 87, 106, 107].

1https://github.com/zeutro/openabe
2https://www.etsi.org/newsroom/news/1328-2018-08-press-etsi-releases-cryptographic-

standards-for-secure-access-control
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Nevertheless, ABAC systems are not based on cryptographic techniques.
Besides, all their components such as Policy Enforcement Point (PEP), Policy
Decision Point (PDP), Policy Information Point (PIP), and Policy Administration
Point (PAP) are considered as trusted entities. ABAC, like every access control
mechanism, relies on a trusted reference monitor that enforces the access control
policies (specified by a security administrator) onto data objects. The reference
monitor can however be bypassed, e.g., by getting direct access to the data on a
storage device. ABE, on the other hand, achieves the same granularity of access
control to data by means of encryption, but does not implement obligations. In
ABE (more specifically CP-ABE), access structures are specified by data owners
and not by a security administrator. Furthermore, in ABE besides dispensing of
trusted components (such as the PEP, PAP, and PDP of ABAC), the encryption
and decryption operations are distributed among users, thus removing the single
point of failure that ABAC systems suffer from.

The aim of this paper is to provide a general way of augmenting ABE schemes
with enforceable obligations, thus bringing one important feature from ABAC into
ABE. We define a system architecture having Intel Software Guard Extensions
(SGX) as the core component used for enforcing obligations added on top of
any ABE scheme. Our proposal is meant to be general and extensible, and
as such, we define a language for describing complex obligations (similar to of
XACML [98]) by combining basic actions (obligations) like “sendTextMessage”,
“sendEmail” or “writeLog” implemented inside SGX. In other words, the Intel
SGX is used to provide a Trusted Execution Environment (TEE), which is called
a hardware enclave in SGX terms. Even though there are still controversies
about SGX [24, 43, 62, 81, 91, 117], the concept of trusted hardware enclaves is
what we rely on in this paper, and we assume it is appropriately implemented,
in our case by the Intel SGX.

An important aspect of our proposal is that it allows any existing ABE
scheme to be extended in the same way. We call such augmented ABE schemes
by Attribute-Based Encryption with enforceable OBligations (OB-ABE). In order
to demonstrate that the extended versions are compatible with the underlying
(baseline) versions, we define and prove a property called backward compatibility
(see Property III.2 on page 166). In addition, we also prove that such an extension
does not affect the security of the underlying ABE scheme (see Property III.3
on page 168).

Our contributions can be summarized as follows:

• We propose OB-ABE as a general extension with obligations of any ABE
scheme (Sections III.4.2 to III.4.4).

• For this, we first define in Section III.4.1 a formal language to write complex
obligations that must be enforced by a trusted hardware enclave before
releasing a plaintext.

• We verify three key properties of OB-ABE, i.e., enforceable obligations,
backward compatibility, and conservative extension (Section III.6).
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• We provide a prototype implementation of OB-ABE based on Intel SGX
(Section III.7).

The rest of the paper is structured as follows: Section IV.4 explains a real-
world use-case for OB-ABE. Section III.3 gives needed background information
about ABE, Intel SGX, and ProVerif. Section III.5 analyzes the security of the
proposed OB-ABE scheme. Related work is presented in Section III.8 and we
conclude in Section III.9.

III.2 Motivating use case

We use throughout the paper examples from a pilot on Assisted Living and
Community Care Systems (ALCCS) from a project called SCOTT1. The ALCCS
pilot develops a system, similar to the one pictured in Figure III.1, where Alice,
an elderly woman, lives alone in a smart house equipped with various sensors,
e.g., to detect whether she is lying down on the floor. Additionally, Alice wears
an Elderly UI patch on her body, which continuously monitors the activity level
and periodically transmits the measurements to a home edge system (i.e., the
Elderly Context Derivation (ECD) in Figure III.1; an instance of fog computing)
for storage and further processing. The Elderly UI patch also has a panic button
that can be used by Alice if needed. There are also sensors which measure
Alice’s physiological parameters and send them to a health data broker (a cloud
storage). The ECD service uses the information provided by both the Elderly
UI and the medical sensors to determine whether or not to automatically raise
an emergency. If help is needed, then the corresponding caregivers (these can be
both professionals as well as relatives or neighbors, depending on the situation)
will be informed. Once a caregiver accepts to help, she will be given temporary
access to Alice’s home (through a smart door lock).

Due to the sensitive information, the Electronic Patient Record (EPR) of
Alice should be stored in an encrypted manner, e.g., there is an increasing trend
for hospitals to move their infrastructure and data into clouds. Therefore, one
would think of using ABE for storing the EPR of Alice, including any information
coming from the daily activities of Alice and her caregivers.

Alice may want to have a policy (i.e., access structure, the same as in our
example from the Introduction) as described in Example III.1. This example
demonstrates why ABE schemes need to be extended with obligations.

Example III.1. Doctors and Alice’s caregiver (a specific caregiver that is assigned
to Alice in advance) are allowed to access Alice’s EPRs, but upon access, a text
message should be sent to Alice and this access should be logged for audit purposes.
Furthermore, researchers in Norway can access Alice’s EPRs, but besides notifying
Alice and logging the access, an email should be sent to the security department
of the research institution (i.e., the employer of the researcher).

1EU Horizon 2020 ECSEL Joint Undertaking project SCOTT – Secure COnnected Trustable
Things (https://scottproject.eu/)
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Figure III.1: Architecture of the Assisted Living and Community Care pilot

In this example, there are extra constraints, i.e., sending a text message to
Alice, writing a log, and sending an email to the security department, that are
not possible to manage using access structures in classical ABE schemes, but
can be managed using obligations. Hence, we want to extend ABE schemes to
support obligations. As mentioned before, obligations can be used in several
scenarios such as medical environments, governmental administrative procedures
or public-sector services. For instance, in a medical system one can define an
obligation for writing a log for each action taken by the system (which is very
useful, and in many cases also required by law, to keep track of “who did what
treatment and when”), or an obligation to send notifications and possibly also
waiting for an acknowledgment before granting access (e.g., access by a nurse
may need acknowledgment from a doctor).

III.3 Preliminaries

III.3.1 Background on Attribute-Based Encryption

In conventional public-key cryptography, data are encrypted for a particular
receiver using the receiver’s public key. Hence, if the same data should be sent
to several receivers, all the public keys of the receivers are needed in advance to
encrypt the data for each of them. In response to this, Boneh and Franklin [17]
proposed the first practical implementation of IBE in 2001 and a few years later,
the first ABE scheme was published by Sahai and Waters [109] by which the
encryptor can encrypt a message under a set of public attributes (instead of just
an identity as in IBE schemes). Therefore, data can be encrypted for a group of
recipients holding the same set of public attributes.

More concretely, ABE is a kind of public-key cryptography in which the
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private key of a user and the ciphertext are dependent upon attributes. In ABE
(more specifically CP-ABE), an access structure is attached to a ciphertext and
the keys of users are associated to sets of public attributes. Hence, anyone who
has a subset of attributes that satisfies the access structure of the ciphertext can
decrypt it and get the plaintext.

When a user joins the system, she claims to have a set of public attributes
and a TA is in charge to validate them. If deemed appropriate, the TA provides
her with the private key associated to the public attributes she holds. This
authentication process is usually out of the scope of ABE schemes since it is always
assumed that the TA has the knowledge—or the corresponding mechanisms—to
prove that users really have the attributes they claim to have. Consequently, in
this paper we assume that users cannot cheat TA and they are provided with
the public attributes they actually have.

A ciphertext can thus be decrypted only if users have a set of public attributes
that satisfy the access structure defined by the encryptor and attached to
the ciphertext. For example, if a doctor has the following public attributes
S = {doctor, hospitalA}, then she can decrypt ciphertexts encrypted under the
following access structure: T = ((doctor ∨ caregiverid = 31415) ∨ (researcher ∧
Norway)). In other words, the set S satisfies T. On the contrary, a researcher
who works in Sweden cannot access the data (decrypt the ciphertext) because
the attribute set S of the researcher does not satisfy T.

The advantages of using ABE are multiple: i) different groups of users can
be defined according to public attributes; ii) all private information can be
stored in public databases and it will only be decrypted by users who satisfy
the access structure T; and iii) security properties such as access control, user
collusions, and data disclosures are guaranteed by the underlying cryptographic
infrastructure.

In what follows, we briefly describe the main algorithms that a CP-ABE [15]
is made up of: Setup, KeyGen, Encryption, and Decryption. While the first two
algorithms are run by the TA, the other two (i.e., Encryption and Decryption)
are executed by the users of the system. In more detail:

Setup(1λ) This algorithm takes a security parameter as input and generates a
master secret key, MK, and a set of public parameters, PP .

KeyGen(MK, S, PP ) The key generation algorithm produces a private key,
SK, for a provided set of attributes, S = {Att1, ..., AttN}, using the master
secret key and the public parameters.

Encryption(M , T, PP ) encrypts a message M based on the provided access
structure, T, and returns a ciphertext CT = (T, C).

Decryption(CT , SK, PP ) decrypts a ciphertext using a provided private key,
SK, which is related to a set of attributes satisfying the access structure
included in CT .
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Figure III.2: General architecture of the CP-ABE scheme [15].

Figure III.2 shows an example where two users, Alice and Bob, join the
system. First, they provide their public attributes (SA and SB) to the TA (1)
and they receive the private keys (SKA and SKB) associated to theirs attributes
(2). After that, Alice runs the Encryption algorithm producing CT (3 and 4) and
sends the ciphertext to the cloud where Bob can get it (5). When Bob retrieves
CT from the cloud (6), he runs the Decryption algorithm (7) and finally, he
obtains the plaintext (8).

III.3.2 Background on Intel Software Guard Extensions

Intel SGX [82] is a set of extensions for secure computation available on Intel’s new
generation of CPUs (6th generation and later). The goal of SGX is to protect the
confidentiality and integrity of the execution code against unauthorized accesses
by privileged software such as the operating system, BIOS, or Hypervisor. In fact,
it provides a kind of a TEE by means of transparent encryption and enforcing
strict hardware access control. Such a trusted (isolated and protected) execution
environment is called enclave in SGX terminology, where no one can see the
computations and secrets inside it. Therefore, the SGX handles secrets and
executes software in a trustworthy environment on an untrusted system (the
operating system and memory).

The main functionalities of an enclave are isolation, sealing, and attestation.
An enclave provides an isolated environment such that the data and code inside
an enclave cannot be accessed by other processes. It has a hardware-resident key
for sealing (encrypting and authenticating) data passed to the host environment.
The code, data, and metadata of an enclave, and the results of computations
performed inside the enclave, can be signed and attested by means of local as
well as remote attestation. As represented in Figure III.3, an SGX-enabled
application includes two parts: trusted and non-trusted, where the trusted part
resides encrypted in the memory (i.e., in an enclave).
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Figure III.3: Structure of an SGX-enabled application and the memory layout

Isolation: An enclave resides in the Enclave Page Cache (EPC), which is a
part of the memory guarded by the hardware as shown in Figure III.3. The
maximum size of EPC is 120 MB out of which only 90 MB can be used by
an application and 4 KB is used for page chunks. The data and code of an
enclave will be copied into the EPC (pages inside it) when loading an enclave
program and the EPC pages can be accessed only when the processor is running
in enclave mode. The hash measurement of the page contents, which is called
MRENCLAVE, also will be stored along with the data and code inside the EPC.
Each enclave will be assigned an identity by which the hardware can control
access to the contents of the enclave. The hardware can ensure that pages of an
enclave can be accessed only by executable code pages of the same enclave (with
the same enclave identity).

Sealing: There is a secret key inside every Intel SGX CPU called the root
seal key that can be used by enclaves to generate another key for sealing
(encrypting and authenticating) their data and code. An enclave generates
the sealing key, which is called the seal key, using EGETKEY instructions, then
it encrypts/authenticates both its data and code with the seal key and stores them
in the untrusted memory. The seal key is unique for each enclave, which means
that other enclaves (even the ones on the same platform) cannot generate/get
the same seal key. Therefore, the sealed data can only be accessed/retrieved by
the enclave that owns them.

Attestation: The Intel SGX provides local and remote attestations by which
different enclaves (on the same or different platforms) can attest each other. By
means of the attestation, an enclave can be assured that it is dealing with the
right code and data. Secret materials (e.g., secret keys) can then be provided to
an enclave (remotely) in a secure manner by means of the attestation process.

The local attestation can be used between two enclaves on the same platform
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Figure III.4: SGX Remote Attestation. Architectural Enclaves are Intel provided
enclaves.

(the same CPU on the same machine). As mentioned before, every Intel SGX
processor has a unique root seal key that is the same for all enclaves on the
same platform. Different enclaves on the same platform can use that key for
the authentication process. An enclave can generate a Message Authentication
Code (MAC)—which is called a report—for the hash value of its contents
(MRENCLAVE) and its metadata with a Report Key which is a common key
that all SGXs can generate.

The remote attestation provides MAC reports to be verified by enclaves on
other platforms (e.g., remote machines). As represented in Figure III.4, when an
SGX-enabled application on a user’s machine wants to receive some services (for
example, secret keys) from a service provider (a remote server) or when a remote
server wants to verify that an untampered enclave is running on a legitimate
CPU (or to provide, for instance, secret keys to an SGX-enabled application), a
challenge message including a nonce will be sent to the SGX-enabled application
through a established secure communication (message 1 in Figure III.4). The
SGX-enabled application’s enclave (in this case, Enclave E1 ) generates a local
report, which includes the challenge’s response and a temporary key that can be
used for key exchange and securing subsequent communication, and a MAC for
the report. Then, the SGX-enabled application’s enclave provides the generated
report and MAC to a special enclave, called Quoting Enclave, for verification
and signing (2). The Quoting Enclave, which is one of the Intel provided SGX
architectural enclaves and exists on the CPU, verifies the provided report, creates
a QUOTE structure for the verified report, signs the QUOTE with a private
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key for an anonymous group signature scheme called Intel Enhanced Privacy
ID (EPID), and then sends the QUOTE and signature to the SGX-enabled
application’s enclave (3). The SGX-enabled application forwards the received
QUOTE and signature to the remote service provider, i.e., the challenger (4). The
remote service provider can verify the received information and the response to
the initial challenge using the relevant EPID public key certificate and revocation
information obtained through the Intel Attestation Service. The remote service
provider can use the temporary key provided by the SGX-enabled application
for key exchange.

Since the SGX encrypts both the memory and the plaintext of the secrets
available inside the CPU, it is assumed that no one can open the CPU content.
SGX has been used in many different contexts to achieve a higher level of
security [21, 39, 86, 120, 130].

Interactions: The code executed inside an SGX enclave is considered as the
trusted part of an application and can interact with the untrusted part of the
application through Enclave Calls (ECALLs) and Outside Calls (OCALLs) as
illustrated in Figure III.3. The trusted functions can be invoked using ECALLs.
Functions inside an enclave can call untrusted functions (those that are outside
SGX enclaves) through OCALLs. In other words, we enter an enclave using an
ECALL and inside the enclave we can use an OCALL to do, for example, I/O
operations.

III.3.3 Background on ProVerif

We employ the ProVerif formal verification tool [1, 16] to formally verify the main
property of our proposed scheme in Section III.6. ProVerif supports symmetric
and asymmetric encryption schemes, digital signatures, and hash functions. Such
cryptographic primitives can be specified as equations or rewrite rules. ProVerif
does not have limitation on the number of sessions (including parallel ones) and
message space. In order to formally verify a protocol, the protocol and its desired
properties need to be specified in the typed applied π-calculus [2, 3]. ProVerif
takes the specification as input, converts it into Horn clauses, and then tries to
check if the protocol satisfies the desired properties. It can verify different types
of properties such as secrecy, authentication, strong secrecy, and equivalence.
If a property is not satisfied, then the output shows the trace leading to the
violation of that property. ProVerif may return false attacks; however, if it states
that the specification satisfies a property, then this is indeed the case.

Table 1 reproduces the syntax of the process calculus employed by ProVerif.
A term A (or B) basically contains names (e.g., a, b to denote atomic data items
like nonces or keys) and variables (e.g., x, y). It may also contain tuples and
constructor/destructor applications (f denotes a function name), each with an
arity. Symbols =, <>, &&, ‖, and not() denote equality, inequality, conjunction,
disjunction, and negation, respectively.

Protocols should be represented as processes with the following forms: 0
denotes the null process that performs nothing. In a protocol, several entities

148



Preliminaries

Table III.1: Syntax of the process calculus employed by ProVerif

A,B ::= terms
a, b names
x, y variables
(A1, . . . , Ai) tuple
f(A1, . . . , Ai) constructor/destructor
A = B equality between two terms
A <> B inequality between A and B
A&&B conjunction
A‖B disjunction
not(A) negation
P,Q ::= processes
0 null process
P |Q parallel composition
!P replication
new n : t name restriction
in(ChannelA,m : t) receiving a message
out(ChannelB,A) sending a message
if A then P else Q condition
let y = h(A1, . . . , Ai) in P else Q term evaluation
E(A1, . . . , Ai) macro

(e.g., a server and a client) run in parallel. The parallel composition operator
| can be used to combine different processes and model the parallel execution
of entities in a protocol. The symbol ! denotes replication of a process as there
might be several instances of a process (for example, several clients). The name
restriction new n : t, where t shows the type of the name n, is defined to
model fresh random numbers (such as nonces and keys) and secret channels.
Since different participants in a protocol communicate through sending and
receiving messages, input and output processes are defined. The statement
in(ChannelA,m : t) denotes that the process receives a message m of type
t from the channel ChannelA and out(ChannelB,A) states that the process
sends A out on the channel ChannelB. The statement if A then P else Q
means that the process behaves as the process P if A holds; otherwise, it behaves
as the process Q. A statement of the form let y = h(A1, . . . .Ai) in P else Q
can capitalize the power of destructors. It evaluates h(A1, . . . .Ai) and if it does
not fail, then it bounds y to the result of h(A1, . . . .Ai) and runs the process P ;
otherwise, it only runs the process Q. However, if Q is a null process, then the
statement can be simplified as let y = h(A1, . . . .Ai) in P . Finally, E(A1, . . . , Ai)
denotes a macro E with arguments A1, . . . , Ai.
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III.4 The OB-ABE Scheme

In this section, we present OB-ABE, an extension of ABE schemes with
obligations. In order to define OB-ABE, we build it upon an existing ABE
scheme (in this paper, we use CP-ABE) by only modifying its Encryption and
Decryption algorithms while Setup and KeyGen algorithms remain unchanged.

OB-ABE is compatible with ABE in the sense that if a ciphertext CT is
produced by an ABE, it can also be decrypted by its extended version, OB-ABE.
At the same time, a user can produce a ciphertext CT using OB-ABE and users
who hold the set of public attributes that satisfies the access structure T can
decrypt CT with ABE provided that the ciphertext does not have obligations
to enforce. This backward compatibility property is defined and verified in
Section III.6 (as Property III.2).

In the following, we explain how we define obligations. Then, we present our
proposed OB-ABE scheme by providing the general architecture and giving a
more detailed explanation of both the Encryption and Decryption algorithms
(processes) as well as our threat model.

III.4.1 Obligations

Obligations are means by which we can define and enforce extra constraints that
are not easy to be specified by an access structure (in classical ABE schemes)
and should happen before approving an access request (i.e., before releasing the
results of the decryption).

Definition III.1. An obligation is an operation specified by the data owner
(encryptor) that should be performed (enforced) before releasing the results of a
decryption.

Remark III.1 (Types of obligations). We focus in this paper on what is called
pre-obligations in the XACML standard [98]. Pre-obligations need to be
performed before the Decryption algorithm returns a plaintext, e.g., “completing
a registration step by the user who decrypts the ciphertext by entering her email
address”. For post- or ongoing-obligations it is not clear what mechanism to use to
enforce them. Post-obligations need to be performed after returning the decrypted
result, e.g., “data should be removed within 20 days”. Ongoing-obligations have
to be performed during data accessing, e.g., anyone who decrypts a ciphertext,
has to “keep open a window showing an advertisement during the usage”.

The first part of the policy from Example III.1 (i.e., “Doctors and Alice’s
caregiver are allowed to access to Alice’s EPRs” and “researchers in Norway
can access Alice’s EPRs”), can be easily specified and enforced by encrypting
Alice’s EPRs using ABE and a suitable access structure involving attributes
of doctors, the caregiver, e.g., assuming the id of Alice’s caregiver is 31415,
and researchers. Alice’s EPRs should be encrypted under the following access
structure T = ((doctor∨caregiverid = 31415)∨(researcher∧Norway)). However,
the second part (i.e., “a text message should be sent to Alice and this access
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OB ::= A | OB; OB | OB + OB | OB∗ | OB I OB
A ::= 〈Con,BOB〉 | 1
Con ::= BC | Con ∧ Con | Con ∨ Con | ¬Con | > | ⊥
BOB ::= email | SMS | log | . . .
BC ::= isSGXenabled | Time | . . .

Table III.2: Language for defining obligations; written in BNF grammar

should be logged for audit purposes” and “but besides notifying Alice and logging
the access, an email should be sent to the security department of the research
institute”) states additional constraints that cannot be expressed with normal
access structures. In other words, the first part of the policy expresses who can
access what, and the second part defines what must happen before granting the
access (i.e., before returning the results of the decryption).

We define a language in Table III.2 for forming complex obligation terms
out of basic obligations. This is standard in electronic contracts logics [84, 103]
or in dynamic logics for reasoning about programs [13, 47], and it is close to
regular expressions and Kleene algebras [35, 64]. Since we also use “tests”, or
conditionals, this obligation language is quite expressive, being able to capture
while-programs [65]. We explain shortly our formal notation.

An obligation OB can be: a conditional action (A); a combination of
obligations using the following operators: sequential composition ( ; ); branching,
or non deterministic choice ( + ); iteration, or Kleene star ( ∗); reparations
(I). The skip action (1), is used to make the algebraic theory nice as it is the
neutral element for the sequential composition, and used in the unrolling of the
iteration (this is what we mean that there is no obligation, i.e., the empty/skip
action). Conditional actions (i.e., A) are basic obligations (BOB) prefixed by a
condition (Con), which is defined classically using a Boolean algebra over a set
of basic conditions (BC). The basic obligations (with examples given in bold
font) should be thought as a library of SGX code/programs that we consider
as trusted code and that can be updated over time if new basic obligations are
needed (that is what we intended to represent by the trailing “. . . ”).

Remark III.2. For the sake of simplicity, we assume the existence of the BOB
library of trusted SGX programs that implement various standard actions that
one would want to enforce as obligations. However, one can also think of using
the attestation mechanism of SGX so that the encryptor can program whatever
SGX code as basic obligations in her obligation definition, and then be assured
that the decryptor’s SGX is executing exactly that code.

When working with obligations it is common to define reparations (I). For
example, OB1 I OB2 states that if the main obligation, OB1, is not performed
successfully, then the reparation obligation, OB2, should be executed instead.
Reparations can be complex and arbitrarily nested. An obligation, like sending
an email to the administrator, can fail due to external factors (e.g., the mail
server is down) and then the access request would be denied as the obligation

151



III. Attribute-Based Encryption with Enforceable Obligations

could not be enforced. Hence, reparations are means to specify ways to treat
such situations.

Example III.2 (Complex obligations). The sequential composition can be used to
define a set of obligations all of which need to be performed successfully before
access can be granted (before the results of decryption can be returned). We just
stack the obligations one after the other. Strictly speaking this is not a set, but
a string, because there is also a strict order in which these obligations must be
executed.

One can also define alternatives using the choice operator, where only one of
the alternative obligations need to be executed successfully in order for access to be
granted. This can be used as a way to mitigate DoS attacks, where the adversary
tries to make one of the external services, like the email server, unresponsive
in order to disrupt the decryption process (reparations can also be used with the
same goal).

Example III.3 (Conditional obligations). Obligations need to be enforced only
if their attached condition holds. If we use 〈>,BOB1〉, then BOB1 is always
enabled and must be executed since the condition > is always true. Simple
conditions can be, e.g.: BC1 =“if the requester is a doctor”, BC2 =“if the
requester is the caregiverid=31415”, BC3 =“if the requester is a researcher from
Norway”, or BC4 =“if the current time is between 18:00 and 07:00”. Complex
conditions can be defined using the Boolean operators, e.g., (BC1 ∧BC2) ∨BC3.

We can define complex conditional obligations for Example III.1 as follows:
“If the requester is a doctor or Alice’s caregiver (i.e., caregiverid = 31415), then
a text should be sent to Alice and the access should be logged; otherwise, if the
requester is a researcher from Norway and it is outside working hours, then
besides notifying Alice and writing a log, an email should be sent to the security
department” using a term:
〈(BC1 ∨BC2),SMS〉; 〈(BC1 ∨BC2), log〉+ 〈(BC3 ∧BC4),SMS〉; 〈(BC3 ∧

BC4), log〉; 〈(BC3 ∧BC4), email〉.

III.4.2 Architecture of OB-ABE

We present here the OB-ABE architecture and highlight the differences between
CP-ABE [15] and OB-ABE. Concretely, we differentiate the classical CP-ABE
algorithms with the prefix ABE whereas the OB-ABE ones are introduced with
the prefix SGX.

Figure III.5 shows the architecture of OB-ABE scheme which is made up of
seven main algorithms, where ABE.Setup, ABE.KeyGen, ABE.Encryption, and
ABE.Decryption algorithms are the same as those (Setup, KeyGen, Encryption,
and Decryption, respectively) in Section III.3.1.

SGX.Encryption(M , OB) The trusted encryption algorithm encrypts a message
M along with a provided set of obligations, OB, with a secret key, which is
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Figure III.5: Architecture of the proposed OB-ABE scheme.

only known to the trusted hardware enclave, using a symmetric encryption
scheme, to get a ciphertext Csgx.

SGX.Decryption(Csgx, SK) The trusted decryption (or SGX Decryption)
algorithm decrypts a ciphertext, Csgx, with a secret key that is only
known to the trusted hardware enclave. After decryption and getting
(M , OB), it calls the obligation algorithm (SGX.Obligation) to enforce
obligations OB. If obligations are enforced successfully, then it returns
back the message M ; otherwise, it removes the M and returns an ERROR
message.

SGX.Obligation(OB) The obligation algorithm takes a set of obligations, OB,
as input and enforces them. If the process is executed correctly, it returns
True otherwise it returns False.

Differences with CP-ABE:
Comparing our proposed OB-ABE scheme with CP-ABE, there are two main

differences. In OB-ABE, both Encryption and Decryption algorithms are split
into two parts, i.e., trusted (SGX.Encryption, SGX.Decryption) and untrusted
(ABE.Encryption, ABE.Decryption) parts. The trusted code/part runs in an
enclave provided by the Intel SGX or other relevant technologies (i.e., in a secure
environment in the CPU) and has access to the application’s secrets. On the
other hand, the operating system manages the untrusted code/part. In order to
allow communication between trusted and untrusted parts, the latter can call
enclave functions through ecalls and the trusted parts can call the untrusted
ones using ocalls.
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The other difference is the inclusion of the new SGX.Obligation algorithm,
used to enforce extra constraints defined in the form of a complex obligations
term. Note that in a standard ABE setting, a user that has the set of attributes
satisfying the access structure and knows the decryption algorithm can easily
ignore any obligations attached to a ciphertext. Therefore, for OB-ABE we need
a trusted component on the user side to enforce such obligations, which in our
case is the Intel SGX.

OB-ABE procedure:
We include a graphical schema of our proposed OB-ABE, where the

aforementioned differences are marked by dashed-line boxes and gray shaded
areas in Figure III.5. In particular, the first two steps are the same as those
in CP-ABE from Figure III.2, i.e., Alice and Bob provide their attributes to a
TA and receive the corresponding private keys (SKA and SKB). After that,
Alice encrypts a message, M , providing an access structure TA and a set of
obligations, OB, under which she wants to encrypt the message (communication
3). The ABE.Encryption algorithm calls the trusted SGX.Encryption algorithm
running inside the enclave and provides both the message M and the obligations
OB (4). The trusted SGX.Encryption algorithm attaches the obligations, OB,
to M , and encrypts the result by using a symmetric encryption algorithm
with a secret key that is only known by the trusted hardware enclave (the
secret key of the SGX, KSGX). Then, it returns the result, i.e., Csgx, back to
the ABE.Encryption algorithm (5) to be encrypted with the ABE.Encryption
algorithm of the CP-ABE, giving the result (CT ) back to Alice (6). Alice then
stores CT on a public repository (7).

When Bob retrieves CT from the cloud (8), he executes the ABE.Decryption
algorithm by providing CT and SKB , which is his private key that satisfies the
access structure TA (9). The untrusted ABE.Decryption algorithm decrypts
CT and calls the trusted SGX.Decryption algorithm by providing the result
of the decryption, i.e., Csgx (10). The trusted SGX.Decryption algorithm
decrypts the received Csgx with the secret key of the SGX (i.e., KSGX) and
obtains the attached obligations, OB. Then, it calls the SGX.Obligation
algorithm to enforce the obligations (11). If everything goes well, it returns
True (12); otherwise, it returns False. After receiving True from the SGX.
Obligation algorithm, the SGX.Decryption returns the plaintext M to the
untrusted decryption algorithm, ABE.Decryption (13). Finally, the untrusted
ABE.Decryption algorithm sends back M to Bob (14).

Key provisioning:
There are two ways to provide the SGX secret key, KSGX , to all enclaves
(i.e., both the encryptor and decryptor share the same SGX secret key). The
first option is to store it in a variable inside the enclave when developing the
application. The second option is to provision KSGX by a remote server after
developing the application and when running the application through a secure
communication link. As illustrated in Figure III.4 and explained in Section III.3.2,
the Intel SGX remote attestation enables an enclave (on a user’s machine) to
establish a private channel with a remote entity and receive secret keys from

154



The OB-ABE Scheme

the remote entity in a secure manner. Please note that different users (enclaves)
do not use different SGX secret keys. Hence, even for multiple recipients, only
one SGX secret key is required. In CP-ABE schemes, we do not know the exact
recipients in advance as anyone holding a set of attributes satisfying the access
structure can decrypt the ciphertext (i.e., with CP-ABE we encrypt for future,
yet unknown, users). If we would perform the SGX encryption based on different
SGX secret keys, then we would undermine this advantage of CP-ABE schemes.

Since the SGX encrypts both the memory and the plaintext of the secrets
available inside the CPU (i.e., inside enclaves), no one (except the relevant
hardware enclaves) can obtain the SGX secret key. Even if the SGX secret
key gets compromised, the security of the ABE part would not be affected. A
compromised SGX secret key does not help an adversary to decrypt a ciphertext
without holding the required attributes. If an adversary obtains an SGX secret
key, she still needs to decrypt a ciphertext using ABE by providing the attributes
(the private key) that satisfy the ciphertext’s access structure. If the adversary
has the required attributes for ABE decryption and has extracted the SGX secret
key, then she can only ignore the obligations attached to the ciphertext that
are supposed to be enforced by the SGX. Nevertheless, in order to minimize the
impact of leakage of an SGX secret key, i.e., to limit the number of ciphertexts
that can be affected by a key disclosure, the SGX secret key can be updated
periodically. Periodic update of the encryption key in symmetric encryption
schemes is a way to address the key disclosure related issues [4, 61, 69, 94].

In what follows we describe the encryption and decryption algorithms
(processes) of OB-ABE in more detail.

III.4.3 Encryption

Suppose Alice wants to encrypt and publish a message, M , along with some
obligations OB. As shown in Figure III.6, the encryption process is as follows:

Step 1: Alice chooses either “encryption with obligations” or “encryption without
obligations”. If no obligations are chosen, then the process goes to Step 5.
Otherwise, it goes to Step 2.

Step 2: Alice selects the desired set of obligations, OB.

Step 3: The obligations OB are concatenated to the message, i.e., (M,OB).

Step 4: The result of Step 3 is encrypted with the SGX secret key (KSGX) using
a symmetric encryption scheme as Csgx = EKSGX

(M,OB). Since the
SGX secret key is only known by the SGX, this encryption is performed
by the SGX.

Step 5: Alice specifies the access structure T in a Boolean formula, e.g.,
((Att1 ∧Att2) ∨Attr3).
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Figure III.6: Encryption process of the OB-ABE scheme.

Step 6: The result of Step 4, i.e., Csgx, is encrypted using ABE.Encryption to
get the ciphertext C and accordingly CT = (T, C). Note that if Alice
chooses the second option (i.e., “encryption without obligations”), then
the encryption algorithm in this step, takes M as input (instead of Csgx).

III.4.4 Decryption

Following with the example, suppose Bob holds a set of attributes satisfying
the access structure T previously defined by Alice and wants to decrypt the
ciphertext CT = (T, C), provided by Alice. As shown in Figure III.7, the
decryption process is as follows:

Step 1: Bob provides his required private key (attributes) according to the access
structure T.

Step 2: The ciphertext CT = (T, C) is decrypted using the ABE.Decryption
algorithm with the provided attributes (i.e., Bob’s private key) to obtain
either Csgx = EKSGX

(M,OB) or M .
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Figure III.7: Decryption process of the OB-ABE scheme.

Step 3: The result of the previous Step is checked to see if there are attached
obligations.1 If there are no obligations then the process goes to Step 7.
Otherwise, it goes to Step 4.

Step 4: The SGX decrypts the result of the previous Step (i.e., Csgx =
EKSGX

(M,OB)) using the SGX.Decryption algorithm with the SGX
secret key, KSGX , as DKSGX

(Csgx) = (M,OB).

Step 5: Next, the SGX checks the attached obligations and enforces them through
the SGX.Obligation algorithm. If the obligations are successfully

1This can be done in various ways, e.g., in our implementation, we use the file extension,
e.g., a ciphertext having the .obabe extension has obligations (the .cpabe extension is used for
ciphertexts without obligations). Note that there is no reason for an adversary to manipulate
the file extension because she would not gain the plaintext as the SGX would not perform the
decryption.
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enforced, then the SGX returns the plaintext, M , to Bob (Step 7).
Otherwise, the SGX performs the reparation obligations (if any), which
are alternative obligations that will be enforced if there is a problem
in enforcing the specified obligations (see Section III.4.1 for more
information about the reparation obligations). If the SGX cannot enforce
the obligations (normal and reparation ones), it does not return the
plaintext to Bob and goes to Step 6.

Step 6: The SGX shows an error message and removes the results of the
decryption.

Step 7: The result, i.e., M , is given to Bob.

III.4.5 Threat model

We assume a malicious adversary with root privileges on the same machine
as the enclave. The adversary has full control over the machine, which means
she has the ability to control the entire software environment including the
OS, hypervisor, other running processes, and low-level firmware. The adversary
is able not only to start, stop, and terminate enclave software, but also to
start multiple identical enclaves at the same time. The adversary has also full
control (read, change, reply, and delay) over all messages transmitted between
applications and enclaves. Also, she can run memory attacks (e.g., cold boot
attacks) and rollback attacks (the adversary can try to replace the sealed data
with an old version).

The data and source code in enclave and the Intel Attestation Service, which
can be used for the attestation process, are trusted. Hence, the adversary cannot
compromise the hardware enclaves to get enclave keys (i.e., the secret keys for
attestation, sealing, and so on). It is also supposed that the adversary cannot
break the cryptographic primitives used by the SGX implementation nor the
primitives used by the trusted enclave module.

We do not consider side channel attacks because they depend on the
implementations [18, 60, 96, 127, 128, 131]. For instance, if the enclave programs
are data-oblivious, i.e., do not have memory access patterns or control flow
branches that depend on the values of sensitive data, then there is no leakage
of the information through side-channels [39]. A more detailed list of SGX
vulnerabilities and corresponding countermeasures is provided in Section III.A.

Since we assume that the user’s machine is under the control of the adversary
(except for the SGX enclave code) then any ABE scheme that the user would run
would be under the control of the adversary. This is a quite unrealistically strong
adversary model, which we purposely make in order to prove the enforceable
obligations property of OB-ABE. Any weaker adversary (as assumed by a
particular ABE) would preserve the validity of our property.

Moreover, we “fully” trust SGX, i.e., both to enforce the obligations as well
as to release the plaintext. In particular, the first layer of encryption is that of
SGX, which thus protects the plaintext from the adversary who does the ABE
encryption. On the decryption side, the plaintext is again protected by the SGX
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from an adversary who would want to get away without executing the required
obligations, i.e., the adversary would decrypt the ABE encryption (assuming the
necessary attributes are in place), but then only SGX can release the plaintext
upon successful execution of the obligations.

One could think of reducing the trust in SGX by only relying on it to enforce
the obligations but not to release/see the plaintext. This would imply that the
ABE scheme is trusted, i.e., that it is running in a trusted environment. This
can only be in another separate enclave of the SGX, for the rest of the machine
is under the control of the adversary (for if it would not, then there is no point in
using the SGX technology, as we would trust the user’s machine). We however
find no reason for such a separation of trust.

The reverse order of encryptions would allow a data owner to encrypt a
message first by an ABE scheme, then only use SGX to add the obligations
and encrypt them along with the ABE ciphertext, thus catering for the split
trust mentioned above, where SGX does not see the plaintext. However, the
decryptor will attempt to decrypt an ABE ciphertext only after the successful
execution of the obligations. But this is wrong in the case when the decryptor
does not have the necessary attributes as the obligation actions would have been
executed without reasons (e.g., write in a log about the decryption, but in fact
no decryption was possible).

III.5 Security Analysis

III.5.1 Security Assumptions

The proposed OB-ABE scheme is based on the following assumptions:

• TA that holds the master secret key is considered trusted like conventional
CP-ABE schemes.

• SGX, i.e., hardware enclaves provided by SGX that contain the SGX secret
key, enforce obligations, and release plaintexts after enforcing obligations,
is considered trusted and secure.

III.5.2 Security Model

The security model for OB-ABE is defined using the following game, which
is based on the classical indistinguishable encryption against chosen-plaintext
attacks (IND-CPA) and mainly considers the confidentiality of the ciphertext.

• Init phase: An adversary A chooses an access structure T and sends it
to a challenger C.

• Setup phase: C generates the master secret key MK and public
parameters PP using the ABE.Setup algorithm. C also initializes the SGX
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to get the SGX secret key, KSGX . Next, C sends the public parameters
PP to A and keeps the master secret key MK and the SGX secret key
KSGX secret.

• Phase 1: A asks (like any user) from C private keys related to any sets
of attributes. C generates the requested private keys by running the
ABE.KeyGen algorithm.

• Challenge phase: A submits two messages M0 and M1 of equal length
along with two obligations O0 and O1, where the obligations have also
the same length and size. In other words, A submits (M0, O0) and (M1,
O1) pairs. C selects a random bit b ∈ {0, 1}, encrypts (Mb, Ob) using the
SGX.Encryption algorithm to get Csgx. Then, C encrypts Csgx under the
access structure T using the ABE.Encryption algorithm, and returns the
resulted ciphertext CT ∗.

• Phase 2: A repeats Phase 1 several times.

• Guess phase: A outputs its guess b′ ∈ {0, 1}.

A wins the game if (i) b = b′ and (ii) none of the sets of attributes that were
requested by A satisfy the access structure that was used for encryption. The
advantage of the adversary A is defined as the quantity

AdvIND−CPA
A = |Pr[b = b′]− 1

2 |.

Definition III.2 (IND-CPA Secure). The proposed OB-ABE scheme is IND-CPA
secure iff AdvIND−CPA

A is negligible for any probabilistic polynomial time (PPT)
adversary.

III.5.3 Security Proof

The security of the proposed OB-ABE scheme is proved by reduction to the
underlying CP-ABE [15] scheme. In other words, it is demonstrated that if there
exists an attack against OB-ABE, then the same attack can be used to break
the underlying CP-ABE, which has been proven to be IND-CPA secure.

Theorem III.1. The proposed OB-ABE scheme is IND-CPA secure provided that
the underlying CP-ABE scheme is IND-CPA secure.

Proof. Assume that there exists a PPT adversary A that can break the proposed
OB-ABE with advantage ε. A simulator B can be constructed to break the
underlying CP-ABE scheme with the same advantage ε as follows. Note that B
plays two roles at the same time: (1) the challenger for the adversary A in the
IND-CPA game for OB-ABE; and (2) the adversary for the challenger in the
IND-CPA game for the underlying CP-ABE scheme.
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• Init phase: B receives an access structure T from A and sends it to C (in
the CP-ABE scheme).

• Setup phase: C generates the master secret key MK and public
parameters PP using the Setup algorithm of the underlying CP-ABE
scheme (i.e., ABE.Setup). Then, C sends PP to B and keeps MK secret.
After that, B initializes the SGX to get the SGX secret key, KSGX , which
will be kept secret by B. Next, B forwards PP to A.

• Phase 1: When B receives a private key query for a set of attributes from
A, it forwards the received set of attributes to C to get the corresponding
private keys from the underlying CP-ABE scheme. In response, C

generates the corresponding private keys using the KeyGen algorithm
of the underlying CP-ABE scheme (i.e., ABE.KeyGen) and returns the
generated private keys to B. Next, B forwards the received private keys to
A in response to A’s original query.

• Challenge phase: A sends (M0, O0) and (M1, O1) pairs to B, where
M0 and M1 are two messages of equal length and O0 and O1 are two
obligations that also have the same length and size. B encrypts (M0, O0)
and (M1, O1) using the SGX.Encryption algorithm to get Csgx−0 and
Csgx−1 for, respectively, (M0, O0) and (M1, O1). After that, B sends
Csgx−0 and Csgx−1, which have the same length and can be considered as
two plain messages, to C. Then, C selects a random bit b ∈ {0, 1}, encrypts
Csgx−b under the access structure that was provided in the Init phase,
and returns the produced ciphertext CT ∗ (the output of the Encryption
algorithm of the underlying CP-ABE scheme, i.e., ABE.Encryption) to B

who forwards it to A.

• Phase 2: The same as Phase 1 several times.

• Guess phase: A outputs a guess c′ ∈ {0, 1}, and then B sends c′ to C.

Based on this simulation game, it is clear that if A has an advantage ε in the
IND-CPA game against the proposed OB-ABE scheme, then B can attack the
underlying CP-ABE scheme with the same advantage ε. However, the underlying
CP-ABE has been proven to be IND-CPA secure [15].

As explained in Property III.3 (in Section III.6), the proposed OB-ABE
scheme does not change the functionality of Setup, KeyGen, Encryption, and
Decryption algorithms of the underlying CP-ABE scheme in any way. Indeed,
only the input of the Encryption and Decryption algorithms of the underlying
CP-ABE will be changed. However, the type of input is still the same, and thus
these two algorithms would function in the same way with the same security
guarantees. �
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III.6 Verification

Properties of the proposed OB-ABE scheme are discussed and verified in this
section. OB-ABE ensures that only those users having the required public
attributes can access the original resources provided that the accompanying
obligations are satisfied. Hence, the first property of OB-ABE is defined as
follows.

Property III.1. Enforceable obligations: If a message M is encrypted along
with some obligations OB, then the decryption algorithm must return the message
M only after enforcing all the attached obligations OB.

In what follows, we detail our encoding into ProVerif. First, we specify the
communication channels, functions, types, and variables as follows. We define
skey and pkey types for secret keys and public keys, respectively. We also define
the obligation type for obligations. The secret key of the SGX, which is only
known by the SGX that provides a trusted execution environment (that is why
it is specified as private), is represented as Ksgx . Each user has an ABE private
key related to her set of attributes that is represented as SKABE (for the sake
of simplicity, we assume that the user is in possession of such a key and can use
it to perform ABE operations).

Please note that normally in ABE schemes, SKABE would be specified as
secret, i.e., a secret key on which the properties of the ABE scheme depend.
However, since in our threat model (Section III.4.5) the adversary has full
control over the operating system that runs the ABE algorithms and thus is
able to get the ABE private key of the user, we decided to specify SKABE
as a public parameter in our formalisation. Besides, we do not want to verify
the security properties of the underlying ABE scheme. In our formalisation we
purposely make very few assumptions, and only assume the SGX secret key to
be private, hence SGX is our only trust factor. This, moreover, shows that the
three properties of the OB-ABE depend solely on the SGX.

type skey.
type pkey.
type obligation.
const Ksgx: skey [private].
free SKABE: skey.

We assume that the user encrypts a plaintext using the untrusted part of the
application which is managed by the operating system, and the SGX (i.e., the
trusted part of the application managed by a trusted hardware enclave providing
the trusted execution environment), and finally stores the result, CT , on a
public cloud. When a user wants to decrypt a message, she retrieves CT from
the cloud and then uses her ABE private key to decrypt it. We specify three
communication channels between the user and the operating system, chUOS ,
the operating system and the SGX, chOSSGX , and the user and the cloud,
chUserCloud, as follows.

162



Verification

free chUserOS: channel.
free chOSSGX: channel.
free chUserCloud: channel.

The functions that are used in our proposed scheme are specified as follows:

fun h(bitstring): bitstring.
fun penc(bitstring, pkey):bitstring.
reduc forall m:bitstring, k:skey; pdec(penc(m, pk(k)), k) = m.
fun senc(bitstring, skey):bitstring.
reduc forall m:bitstring, k:skey; sdec(senc(m, k), k) = m.
fun pk(skey):pkey.
fun execOBG(obligation):bool.
table tCT(bitstring, bitstring).

fun h, fun penc, and fun senc represent the hash function, public key
encryption, and symmetric encryption, respectively. Note that pdec and sdec
represent the public key decryption and symmetric decryption, respectively,
which are specified using rewrite rules. There is a function for computing the
public key related to a secret key that is represented as fun pk and another one
for enforcing (executing) obligations represented as fun execOBG, which takes a
set of obligations as input and returns a Boolean, i.e., whether the execution
was successful or not. As ciphertexts are stored in a cloud database, table tCT
is defined as a database for persistent storage.

In order to verify the desired property, we specify the following events and
query:

event ObligationsRequired(bitstring, obligation).
event ObligationsEnforced(bitstring, obligation).
event Decrypted(bitstring, obligation).
query i:bitstring, j:obligation; event(Decrypted(i, j)) =⇒
event(ObligationsEnforced(i, j)) =⇒ event(ObligationsRequired(i, j)).

The ObligationsRequired event occurs after encrypting a message along
with some obligations, the event ObligationsEnforced happens after enforcing
obligations using the SGX, and Decrypted event occurs after returning the
result of the decryption (the plaintext). The query states that if the event
Decrypted(i, j) is executed for a message (data item) i with an obligation set
j, then the event ObligationsEnforced(i, j) is executed before that for the same
data item and obligation set, and the ObligationsEnforced(i, j) event is executed
after the event ObligationsRequired(i, j) with the same arguments i and j.

The following provides the specification for each of the participating entities,
i.e., the user, the untrusted part of the application (OS), the trusted part of the
application (SGX), and the cloud, which are considered as different processes.
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let Uenc = let PKABE = pk(SKABE) in
new m: bitstring;
new ob: obligation;
out(chUserOS, (m, ob,PKABE));
in(chUserOS, rCT :bitstring);
out(chUserCloud, rCT );
in(chUserCloud, ridCT :bitstring).
let Udec = new xidCT : bitstring;
out(chUserCloud, xidCT );
in(chUserCloud, rCT :bitstring);
out(chUserOS, (rCT ,SKABE));
in(chUserOS,wrxym:bitstring).
let User = Uenc|Udec.

The User process is composed of the user encryption (Uenc) and user
decryption (Udec) processes. According to the user encryption process, the user
computes the public key related to her ABE key. Then, she selects a plaintext,
m, and a desired set of obligations, ob, and sends them along with her ABE
public key to the OS encryption process (i.e., Oenc) through channel chUserOS
(i.e., provides such information to the untrusted part of the application). After
receiving the result of the encryption (the result of encryption with both OS
and SGX), the user (i.e., Uenc process) sends the received ciphertext (rCT ) to
the Cloud process (in fact to the cloud store process, Cstore) through channel
chUserCloud and receives the index (ridCT ) for the submitted ciphertext. When
the user wants to decrypt a ciphertext, she retrieves the ciphertext from the
cloud by sending the index of that ciphertext, xidCT , to the Cloud process
(i.e., to the cloud retrieve process, Cretrieve). Then, she sends the retrieved
ciphertext and her ABE key (SKABE) to the OS decryption process (i.e., Odec)
and in response receives the plaintext (wrxym).

The untrusted part of the application is represented by the OS process, which
is composed of the OS encryption (Oenc) and OS decryption (Odec) processes.
When Oenc receives a plaintext, a set of obligations, and an ABE public key,
it forwards the received plaintext and set of obligations to the trusted part
(SGX and more specificity to the SGX encryption process, SGXenc) through
channel chOSSGX . Upon receiving the result of encryption by the trusted
hardware enclave from the trusted part (i.e., receiving rCsgx from SGXenc), the
Oenc process re-encrypts the received ciphertext with the user’s ABE public
key (rPKABE), and then sends the result (CT ) to the user (Uenc) through the
channel chUserOS . For the decryption, when the Odec receives a request from the
Udec process, it decrypts the received ciphertext (xrCT ) with the received ABE’s
key (rSKABE) and sends the result (Csgx) to the SGX decryption process (i.e.,
SGXdec) for the second decryption and for enforcing the attached obligations.
Finally, when the Odec process receives the plaintext (rxym) from the SGXdec
process, it forwards the plaintext to the Udec process through channel chUserOS .
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let Oenc =
in(chUserOS, (rm:bitstring, rob:obligation, rPKABE :pkey));
out(chOSSGX, (rm, rob));
in(chOSSGX, rCsgx: bitstring);
let CT = penc(rCsgx, rPKABE) in
out(chUserOS,CT ).
let Odec = in(chUserOS, (xrCT :bitstring, rSKABE :skey));
let Csgx = pdec(xrCT , rSKABE) in
out(chOSSGX,Csgx);
in(chOSSGX, rxym:bitstring);
out(chUserOS, rxym).
let OS = Oenc|Odec.

The trusted part of the application is represented as SGX process, which
consists of the SGX encryption (SGXenc) and SGX decryption (SGXdec)
processes. When the SGXenc process receives a plaintext (xrm) and a set
of obligations (xrob) from the Oenc process, an event ObigationsRequired for the
received message (i.e., the plaintext, xrm, and the set of obligations, xrob) occurs.
Then, the SGXenc process encrypts the plaintext and the set of obligations with
its secret key Ksgx using the symmetric encryption function senc, and sends back
the result (Csgx) to the Oenc process through channel chOSSGX . The SGXdec
process works as follows: when it receives a ciphertext, it decrypts it with its
secret key (Ksgx) and enforces the attached obligations (xyrob). After enforcing
(executing) obligations, the event ObigationsEnforced occurs, parametrized with
the corresponding ciphertext (xym) and obligations (xyrob). Finally, the SGXdec
process sends the plaintext to the Odec process and the event Decrypted occurs,
parametrized with the same plaintext and set of obligations.

let SGXenc =
in(chOSSGX, (xrm:bitstring, xrob:obligation));
event ObigationsRequired(xrm, xrob);
let Csgx = senc(concat(xrm, xrob),Ksgx) in
out(chOSSGX,Csgx).
let SGXdec =in(chOSSGX, rCsgx:bitstring);
let (xym:bitstring, xyrob:obligation) = sdec(rCsgx,Ksgx) in
let eobg = execOBG(xyrob) in
if eobg then( event ObigationsEnforced(xym, xyrob);
out(chOSSGX, xym);
event Decrypted(xym, xyrob)).
let SGX = SGXenc|SGXdec.

The Cloud process consists of the cloud store (Cstore) and cloud retrieve
(Cretrieve) processes. When the Cstore process receives a ciphertext (xrCT)
from the Uenc process through channel chUserCloud, it generates an index for
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the ciphertext, adds both into its database, and sends the index (idCT) to
the User process. When the Cretrieve process receives an index from the Udec
process, it retrieves the related ciphertext from its database and sends it back to
the Udec process.

let Cstore = in(chUserCloud, xrCT :bitstring);
new idCT :bitstring;
insert tCT(idCT , xrCT );
out(chUserCloud, idCT ).
let Cretrieve = in(chUserCloud, xxidCT :bitstring);
get tCT(= xxidCT ,CT ) in
out(chUserCloud,CT ).
let Cloud = Cstore|Cretrieve.

Since in OB-ABE several instances of these entities may execute in parallel
and at the same time, the proposed scheme is defined as follows:

process !User |!OS |!SGX |!Cloud

We used version 2.00 of the ProVerif tool to verify the the above specifica-
tions. The output of the ProVerif, as shown in Figure III.8, confirms that the
Property III.1 is satisfied.

As mentioned earlier, another important property of OB-ABE is Backward
Compatibility, which is defined as follows:

Property III.2. Backward compatibility: OB-ABE is compatible with ABE
according to the two following lemmas.

The following two lemmas prove that our approach satisfies Property III.2.

Lemma III.1. A ciphertext produced by an ABE scheme can be decrypted by its
extended version, OB-ABE.

Proof. If a user encrypts a message using ABE, it would be encrypted using
the ABE.Encryption algorithm. The resulting ciphertext can be decrypted
using the ABE.Decryption algorithm with a private key related to the access
structure.

Suppose a user wants to decrypt the ciphertext produced by ABE using
the extended version of ABE, OB-ABE. As demonstrated in Figure III.7 and
Algorithm III.1, the decryption process of OB-ABE decrypts a ciphertext using
ABE.Decryption and then checks if there is any obligations attached to the
result or not. Since there is not any obligations attached to the CT (because
it is encrypted using ABE, which does not support obligations), it returns the
result of ABE.Decryption to the user (Figure III.7: Step 1 → Step 2 → Step 3
→ Step 7). Therefore, it can be said that ciphertexts produced by ABE can be
decrypted by OB-ABE. �
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Figure III.8: Output of the ProVerif tool
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Algorithm III.1: Pseudocode of OB-ABE decryption
Input: Ciphertext, Private Key (which is related to the Access

Structure)
Output: Plaintext

1 Call ABE decryption,
M ← ABE.Decryption(Ciphertext, Private Key);

2 if there is any Obligations in M then
3 Call the trusted decryption function,

(Plaintext,Obligations)← SGX.Decryption(M);
4 Enforce Obligations;
5 if Obligations are enforced then
6 Return Plaintext;
7 else
8 Remove Plaintext and show an ERROR Message;
9 end

10 else
11 Plaintext←M ;
12 Return Plaintext;
13 end

Lemma III.2. A ciphertext produced by an OB-ABE scheme can be decrypted by
its underlying ABE scheme provided that the ciphertext does not have obligations
to enforce.

Proof. Suppose a user wants to encrypt a data item using OB-ABE and she
does not want to have any obligations for that data item. As there are no
obligations, according to Figure III.6 and Algorithm III.2, the data item would
be encrypted using the encryption algorithm of the underlying ABE scheme
(Figure III.6: Step 1 → Step 5 → Step 6) by calling ABE.Encryption (see
lines 6-8 of Algorithm III.2). Hence, the result would be the same as the result
of encrypting that data item using the underlying ABE scheme. Therefore,
ciphertexts produced by OB-ABE without obligations can be considered as those
produced by the underlying ABE scheme. Consequently, such ciphertexts can
be decrypted using the underlying ABE scheme. �

Property III.3. Conservative extension in terms of security: OB-ABE
preserves any security property of the underlying ABE scheme.

Proof. As described before, an ABE scheme can be extended to an OB-ABE
scheme by changing the encryption and decryption processes, i.e., by adding
one more encryption operation and consequently one more decryption operation.
As represented in Figures III.2 and III.5, OB-ABE includes SGX.Encryption
and SGX.Decryption in addition to ABE.Encryption and ABE.Decryption
functions of ABE. These two algorithms are added to support obligations (in
addition to SGX.Obligations, which can be merged with SGX.Decryption).
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Algorithm III.2: Pseudocode of OB-ABE encryption
Input: Plaintext, Access Structure, Obligations
Output: Ciphertext

1 if there is any Obligations then
2 Attach Obligations to Plaintext, M ← (Plaintext,Obligations);
3 Call the trusted encryption function/algorithm,

Csgx ← SGX.Encryption(M);
4 Call ABE encryption,

Ciphertext← ABE.Encryption(Csgx, AccessStructure);
5 Return Ciphertext;
6 else
7 Call ABE encryption,

Ciphertext← ABE.Encryption(Plaintext,Access Structure);
8 Return Ciphertext;
9 end

The functionality of ABE.Encryption and ABE.Decryption is not changed in
any way. Instead, the input of these two algorithms is changed as follows.

If a user wants to encrypt a data item along with some obligations, then,
according to Figure III.6 and Algorithm III.2, obligations would be attached
to the data item and the result would be encrypted using a trusted encryption
algorithm running in a trusted hardware enclave (i.e., SGX.Encryption). Then,
the result of the encryption using the trusted encryption algorithm should be
encrypted using the ABE encryption (i.e., ABE.Encryption) being the same as
in the ABE scheme. It is clear that only the input of the encryption algorithm
of ABE is changed (however, the type of the input is still a bitstring). In other
words, the plaintext (input of the encryption algorithm of ABE) is replaced with
a ciphertext (the plaintext is encrypted with a secret key which is only known
by the trusted hardware enclave).

Besides, if a user wants to decrypt a ciphertext, which has some obligations
attached, using OB-ABE, then, as represented in Figure III.7 and Algorithm III.1,
first the ciphertext would be decrypted using the ABE decryption algorithm
(ABE.Decrption from the underlying ABE). The result is not the plaintext
(the requested data item); instead, it is an encrypted version of the requested
data item (it is encrypted with a secret key which is only known to the trusted
hardware enclave). In order to get the requested data item, the result of the
first decryption needs to be decrypted using the trusted decryption algorithm
SGX.Decryption and the attached obligations should be enforced. Therefore,
the data item can be retrieved only after enforcing obligations.

Moreover, in our implementation we use the same template for all obligations,
which implies that the obligations would have the same length and size.1 Besides,
the OB-ABE attaches the obligations to the original plaintext (i.e., forms a

1Having the same length for different obligations can be achieved in various ways, e.g., i)
considering the same length for all obligations and using padding for those that consume less
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new plaintext) and then encrypts the result using SGX and ABE. In particular,
OB-ABE does not attach the obligations to the ciphertexts, in which case an
adversary could infer information about the attached obligations based on their
length or size. An adversary may try to distinguish which plaintext is encrypted
along with which obligations. However, the adversary cannot succeed as the
underlying CP-ABE scheme has been proven to be IND-CPA secure [15].

As OB-ABE does not change the functionality of the underlying ABE scheme
algorithms, it can be concluded that OB-ABE does not open up new security
issues. Therefore, security properties provided by the ABE still hold. �

III.7 Implementation and Evaluation

We implemented a prototype of the proposed scheme developed in C using
the Intel(R) SGX SDK 2.2 for Linux. We evaluated the performance of the
proposed scheme on a machine with an Intel Core i7-8550U CPU at 1.80GHz
with 32 GB RAM and Ubuntu 16.04 LTS (64-bit). Since we only modified the
encryption and decryption algorithms (processes), we focused on the evaluation
of execution times of these algorithms. We also compared the execution times
of these two algorithms with the corresponding ones of the CP-ABE. In our
experiments we did not take into account the time required to enforce obligations
(e.g., sending an email) which vary from machine to machine and it does not
directly depend on the proposed scheme. We extended the baseline CP-ABE
[15] by adding support for obligations and SGX. Our implementation is available
at https://github.com/haamedarshad/OB-ABE.

Encryption: If the user does not want to add obligations, then we use the
encryption of the original CP-ABE scheme, otherwise, another function for
choosing the desired obligations is run. Then, the algorithm attaches the selected
obligations to the plaintext and calls SGX.Encryption algorithm (ecall_enc
()). This function runs inside an enclave and encrypts the received message
with KSGX , the SGX’s secret key, using Advanced Encryption Standard (AES)
(sgx_aes_ctr_encrypt()) which is provided by Intel SGX trusted cryptography
library. Upon receiving the resulted Csgx from the enclave, the ABE.Encryption
algorithm encrypts Csgx under the access structure provided by the user. The
result of encryption is returned as the ciphertext with obligations, CT .

Decryption: The user runs ABE.Decryption algorithm in order to decrypt
CT with the private key corresponding to her public attributes. Then, if there
are obligations, ABE.Decryption calls SGX.Decryption algorithm, the trusted
code (ecall_dec()), which is running inside an enclave and takes the results of
the first decryption as input, i.e., Csgx. SGX.Decryption decrypts Csgx using
the function sgx_aes_ctr_decrypt(), which is provided by Intel SGX trusted
cryptography library, by using KSGX—the secret key that is only known to the
enclave. After the decryption, ecall_dec() calls another function to enforce

space; or ii) having a table of obligations-codes inside the SGX and attaching only the code of
obligations when encrypting a plaintext along with obligations.
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Figure III.9: Execution time for encryption (with 95% confidence intervals).

the attached obligations. Finally, SGX.Decryption returns the plaintext to
ABE.Decryption and to the user.

In order to illustrate the performance overhead associated with adding
obligations to ABE schemes, the average execution times of both the proposed
OB-ABE scheme and the underlying CP-ABE scheme are estimated. Each
experiment, i.e., encryption and decryption with both OB-ABE (with and
without obligations) and CP-ABE, is executed 100 times for different input sizes,
i.e., 1 MB, 100 MB, and 1 GB. The same access structure and obligations are
used for all experiments. Table III.3 lists mean execution times (in milliseconds)
of both OB-ABE and CP-ABE schemes. Figure III.9 represents the difference
between execution time (in milliseconds and with 95% confidence intervals) of
encryption of the proposed OB-ABE scheme and that of the underlying CP-ABE
scheme. The difference between execution times of the decryption operations for
both schemes is represented in Figure III.10.

As shown in Table III.3, the mean execution times of OB-ABE for encryption
and decryption with obligations are more than those of the underlying CP-ABE
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Table III.3: Execution times of OB-ABE vs CP-ABE (times for performing the
actual obligations are not counted in).

Algorithm Input size
Scheme

OB-ABE CP-ABEWith Obligations Without Obligations

Encryption
1 MB 22.88 ms 22.17 ms 22.09 ms
100 MB 720.08 ms 691.59 ms 691.33 ms
1 GB 7252.90 ms 6929.21 ms 6926.07 ms

Decryption
1 MB 9.56 ms 9.45 ms 9.40 ms
100 MB 934.60 ms 928.85 ms 927.30 ms
1 GB 9699.58 ms 9648.73 ms 9644.74 ms

scheme because the proposed OB-ABE scheme encrypts the input data one more
time using SGX (when there is some obligations) and accordingly in decryption
with obligations, there is one more decryption (by SGX). In OB-ABE without
obligations, only the encryption and decryption algorithms of the underlying CP-
ABE scheme will be called. However, the experiments show that the encryption
and decryption (without obligations) of the proposed OB-ABE scheme have
higher execution times than those of the underlying CP-ABE scheme. The
overhead is due to the fact that OB-ABE creates encryption and decryption
enclaves when we run the program (we have developed a single software including
all the algorithms) regardless of whether it has obligations or not. Moreover, the
OB-ABE scheme executes some extra checks (e.g., to see whether obligations
are present), slightly increasing the execution time. Nevertheless, the overhead
is negligible, being just a few milliseconds for a 1 GB input.

The overall experimental results are encouraging as the overheads associated
with adding obligations to the base-line ABE scheme are reasonable.

III.8 Related Work

Attribute-Based Encryption: The concept of attribute-based encryption
is introduced by Sahai and Waters [109] in 2005 where a new type of IBE is
proposed by which one can encrypt a data under a set of attributes, i.e., data can
be encrypted for a group of recipients (holding the set of attributes). Therefore,
multicast encryption can be achieved by means of ABE schemes [125].

In 2006, Goyal et al. [44] proposed a new ABE scheme, called KP-ABE in
which each ciphertext, CT , is annotated with a set of attributes and each private
key has an access structure T. Therefore, a CT can be decrypted with a private
key that its T satisfies the annotated set of attributes. In 2007, Bethencourt et
al. [15] proposed another type of ABE called CP-ABE in which the private key
is associated with the set of attributes and the CT has a T.

Afterwards, several researchers proposed different ABE schemes with the aim
of improving security and efficiency. However, since a CP-ABE scheme is used in
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Figure III.10: Execution time for decryption (with 95% confidence intervals).

the design of our proposed scheme and CP-ABE is more suitable for facilitating
fine-grained access control, we focus on some of the CP-ABE schemes that have
been proposed recently.

In [6], Agrawal and Chase proposed a practical and efficient CP-ABE scheme
that requires a constant number of pairing (Type-III) operations for decryption.
In other words, the number of attributes in access structures does not affect the
decryption time. Furthermore, Agrawal and Chase’s scheme allows any attribute
names and does not bound the size of attribute sets or access structures.

In addition to the improvement of security and efficiency, another line of
research focuses on enhancing ABE schemes by adding more functionalities to
the classical CP-ABE schemes. In classical CP-ABE schemes, a group of users
who share the same attributes would hold the same private key. Hence, if one
of them loses her private key or discloses it for financial benefits, she cannot
be detected and traced. Besides, a TA may also generate a private key for
an unauthorized user without being detected. In order to address this issue,
accountable CP-ABE schemes [70, 77, 78], which can be classified into white-
box accountability and black-box accountability [78, 92, 142], were proposed.
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Recently, Liu et al. [79] proposed a black-box accountable CP-ABE scheme for
eHealth. Liu et al. demonstrated that their proposed scheme not only can trace
a user from a leaked private key but also can identify TA’s malicious activity.
Although accountable CP-ABE schemes help to identify the owner of a leaked
private key, they do nothing for revoking the leaked private key. Hence, CP-ABE
schemes with user/attribute revocation mechanisms emerged [9, 10, 126]. There
are two types of revocation in CP-ABE schemes: direct and indirect [142]. In
direct revocable CP-ABE schemes, only the revoked users will be affected and
the private keys of non-revoked users do not need to be updated. However,
indirect revocable CP-ABE schemes require updating the private keys of all
non-revoked users and the affected ciphertexts [137]. Li et al. [74] proposed
a CP-ABE scheme with white-box accountability and direct revocation. To
improve the performance, Li et al. designed their scheme in a way that facilitates
constant ciphertext size and requires a constant number of pairing operations
for decryption. In a recent work [140], Zhang et al. proposed a CP-ABE scheme
that not only provides user revocation but also addresses the key escrow problem
by involving both users and TA in the key generation process. Zhang et al.’s
scheme [140] falls into indirect revocable CP-ABE schemes because it requires
updating the private keys of non-revoked users and also affected ciphertexts.

Access structures in CP-ABE schemes may include sensitive information
about those who can decrypt ciphertexts. For example, consider a ciphertext
that is generated for patients with a specific disease. Those who do not hold
the required attributes cannot decrypt such a ciphertext; however, they can find
out what disease those who can decrypt it are suffering from. To address such
privacy issues, policy-hidden CP-ABE schemes [66, 70, 93], classified as partially
hidden and fully hidden [142], were proposed. Partially policy-hidden CP-ABE
schemes consider attributes as name-value pairs and hide only the value part of
attributes. However, fully hidden schemes hide both name and value of attributes,
which makes it difficult and computationally expensive for a user to check if
her private key satisfies the access structure of a ciphertext. In 2021, Zhang et
al. [144] proposed a partially policy-hidden CP-ABE scheme that is secure against
attribute value guessing attacks. Zhang et al.’s scheme outsources decryption
testing, which checks if a private key satisfies an access structure, to a cloud
server for the sake of efficiency. In [143], a fully policy-hidden CP-ABE scheme
is proposed utilizing hidden vector encryption (for hiding access structures) and
blockchain (for decryption testing). Recently, Yang et al. [136] proposed another
fully policy-hidden scheme based on the concept of private set intersection. Yang
et al.’s scheme [136] supports large universes and outsources heavy computations
required for encryption, policy hiding, and decryption testing to multiple edge
servers.

Another important feature of modern access control systems like ABAC that
is missing in ABE schemes is obligations, which allow to enforce extra constraints
that cannot be addressed by normal access control policies (i.e., access structures).
Hence, this paper augments ABE schemes with obligations by utilizing Intel SGX,
which provides trusted hardware enclaves. Since CP-ABE is more suitable for
realizing fine-grained access control, a CP-ABE is augmented with obligations in
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this paper. However, other types of ABE can also be augmented with obligations
based on the approach proposed in this paper.

Intel SGX applications: Since SGX provides a trusted execution environment,
researchers have tried to use it in different contexts to achieve a higher level of
security [21, 32, 39, 75, 86, 120, 130].

The SGX is also used to provide an accountable and trustworthy function as
a service (FaaS) [7]. The trusted execution environment provided by the SGX
ensures both the integrity of the outsourced computations, and the correctness
of the measured usage information (for correct billing). It also minimizes the
leakage of the information to the service provider. In [104], Qiang et al. enhance
the security (confidentiality and integrity) of serverless computing services with
the help of Intel SGX. The remote attestation capability of the SGX is used to
provide integrity (verifying the integrity of the function modules) and the SGX
enclave is used to provide confidentiality (protecting the core modules of the API
gateway). Deployment of cloud micro services suitable for dealing with sensitive
data is very important and difficult. In [20], Intel SGX is integrated into micro
services to address the security and privacy concerns related to sensitive data.

PRESAGE [27] is a framework for genomic data outsourcing (i.e., genetic
testing) that uses Intel SGX to provide acceptable levels of security and privacy.
The Intel SGX is used not only for sealing the genomic data (to be stored on
public clouds) but also for providing secure genetic query matching by means of
the remote attestation. In [67], a privacy preserving approach is proposed for
DNA processing. The Intel SGX plays a key role in the proposed approach as it
makes the read alignment (finding the position of DNA sequences) secure. It is
demonstrated that the proposal is much faster than other related approaches
thanks to Intel SGX. Shaon et al. [121] also used SGX to propose a secure
framework for genetic data analytics in untrusted cloud setups.

Tramer and Boneh [129] proposed a framework for efficient and secure
execution of deep neural networks using the Intel SGX, where DNN computations
are divided between untrusted and trusted entities. The DNN inference is
outsourced, performing the computations on a faster (untrusted) co-located
processor, which are then verified in a trusted execution environment. Cheng et
al. [31] improved the security of blockchains by means of hardware-based trusted
execution environments, with a solution based on the Intel SGX.

Pires et al. [102] claimed that querying search engines endangers the privacy
of web users as well as existing privacy-preserving solutions are not secure against
user re-identification attacks, and used Intel SGX to preserve the privacy of
search engines’ users. In [36], a secure and privacy-preserving architecture (called
Fidelius) for web browsers is proposed using Intel SGX. Fidelius protects user
secrets even if the underlying browser and operating system are fully under control
of an adversary. PubSub-SGX [8] is a content-based publish/subscribe system
in which SGX is incorporated to guarantee the integrity and confidentiality of
data and preserve the privacy of users.

In [49], SGX is used to process data streams in the Internet of Things
environments securely or to develop secure in-memory database engines managing
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confidential data in rack-scale environments [111].

Obligation Specification: There are several access control policy specification
languages that support also the specification of obligations, e.g., XACML [98],
Rei [59], and Ponder [34]. However, they only offer syntactic elements for
obligation specification, and do not cover different types of obligations, thus
none provide a concrete model for specifying obligations. For instance, it is not
possible to specify conditional obligations, pre-obligations, or repetitive ones
using Rei and Ponder.

XACML is an OASIS standard providing an XML-based policy specification
language, with no formal foundation, and a reference architecture. The policy
language allows specifying obligations as part of policies. An obligation includes
two elements ObligationID and FulfillOn, where the second determines when
the obligation is mandatory, with value being either Permit or Deny. XACML
does not support different types of obligations, and obligations are black boxes.
XACML has introduced advices as optional obligations, which can be ignored if
it is not possible to fulfil them.

Rei [59] is a general-purpose policy language based on deontic logic [41],
which supports security, management, and conversation policies. Obligations
are not the first-class entities in Rei. However, Rei has mechanisms to detect
and resolve conflicts between prohibition policies and non-complex obligations.

Ponder [34] is an object-oriented language for the specification of security
and management (of network and distributed systems) policies. In Ponder,
obligations are considered as condition-action rules that can be triggered by
events. It is claimed that complex obligations can also be specified by means
of concurrency operators of Ponder. Ponder addresses the conflicts between
obligations (actions of obligations) and policies by halting the target application,
which may not be an acceptable solution.

SPL [108] is a policy specification language that defines obligations as events
that should be performed in the future and after performing the current event.
If obligations cannot be performed (e.g., because of conflicts between obligations
and policies), then everything will be rolled back to the state before performing
the event triggering the obligation. The expressiveness of the SPL is limited as
it does not support different types of obligations.

OSL [51] is an obligation specification language based on linear temporal
logic (LTL) for distributed usage control. Obligations in OSL are either “usage
restrictions”, prohibiting given usages under certain conditions, or “action
requirements”, mandating the execution of certain actions conditionally (based
on time, purpose, event-defined, environment, and cardinality) or unconditionally.
The syntax and semantics of OSL are formalized in the formal language Z. OSL
obligations can be converted to XrML and ODRL [55], which are digital right
management (DRM) specification languages, and then be enforced by existing
DRM mechanisms.

Irwin et al. [56] presented a formal metamodel to model and analyze a system
from the obligations point of view. They provided formal definitions of secure
states (the states without unfulfilled obligations) and accountable states for
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obligation management based on their metamodel. Accountable states refer
to the states that identify those who did not fulfill obligations. Irwin et al.’s
approach is rather restricted and does not cover different types of obligations such
as conditional, reoccurring, and pre- obligations. Irwin et al.’s approach is more
about the analysis of the obligation enforcement rather than the specification of
different types of obligations.

Li et al. [73] extended the XACML standard by designing a language for
the specification of obligations. They modeled obligations as state machines
communicating with the policy enforcement point (a component of the XACML
architecture that is in charge of enforcing access decisions and obligations)
through events. Based on Li et al.’s proposal, an obligation can mandate the
occurrence of a series of events (and not only one event), which may be dependent
on each other.

PoCo [38] is an enforcement system and a language based on the simply-typed
lambda-calculus for the composition of policies containing obligations. PoCo
makes it possible to compose complex atomic obligations. It prevents insecure
situations, which may happen due to incomplete execution of obligations or
execution of obligations violating other policies, by allowing policies to check
the obligations associated with other policies before their execution.

Ni et al. [89] proposed an obligation model for Privacy-aware Role Based
Access Control [90]. The obligation model addresses the undesired issues that
may happen due to conflicts between obligations and policies, e.g., an obligation
mandates performing an action that is prohibited by another policy. They
also provided solutions to determine the relationships between obligations, for
instance, an obligation may cover another one. Ni et al. claim that their proposal
needs to be improved by addressing unfulfilled obligations, providing a solution
for the accountability problem, and providing a mechanism for the optimization
of the execution order of obligations.

Hilty et al. [50] provided a formal model for the specification of policies and
obligations based on distributed temporal logics. In their model, obligations can
be expressed as formulas without past time temporal operators. Hilty et al.’s
model supports post-obligations and addresses the observability problem, i.e.,
helping the reference monitor to be able to check if a post-obligation is fulfilled.

III.9 Conclusions

In this work, we proposed OB-ABE, an Attribute-Based Encryption with
enforceable OBligations scheme based on a real-world eHealth case study, the
SCOTT project. OB-ABE is as an extension of classical ABE schemes with
obligations that are enforced before retrieving a plaintext. In particular, we
used CP-ABE as a base-line scheme and modified both the encryption and
the decryption processes to include obligations in such a way that a user
might define a set of operations to be executed before returning a plaintext. We
formally verified security properties, i.e., enforceable obligations, compatibility,
and conservative extension. Finally, we provided a prototype of the OB-ABE
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scheme based on the Intel SGX architecture and freely released the source for
future research on the topic. The results of our evaluation are encouraging, having
obtained reasonable overhead when compared with the underlying CP-ABE
scheme.

An alternative could have been to rely on an SGX-enabled cloud provider
that implements an ABAC mechanism inside SGX, and thus, the required
obligations (if any) would still be enforced by SGX. However, ABAC is not based
on cryptographic techniques, but relies on a trusted reference monitor to control
access requests. Since this can be bypassed, e.g., by getting direct access to the
data on a storage device (in the cloud), one could think of adding a layer of
encryption before, or after, the ABAC mechanism, which could again be handled
by SGX. But such a solution would now get close to ABE, only that ABE (and
accordingly OB-ABE) does not rely on a trusted reference monitor. With ABE a
user can encrypt her data based on given attributes and then store the ciphertext
on the public clouds. In the above alternative, however, a security administrator
specifies access control policies to protect resources (data) of an organization (or
a domain). Furthermore, having an access control engine on the cloud causes a
single point of failure as all the access requests should be examined and checked
by the access control engine. With ABE and the extended version OB-ABE,
there would not be such a single point of failure as the decryption operations
(as well as encryption operations, attribute compliance checks, and enforcing
obligations) would be performed on the users’ machines. Moreover, we do not
need to trust a cloud provider, instead, we trust a trusted hardware on the users’
machines.

Another alternative approach could have been running only ABE directly
inside SGX. Such an alternative approach (henceforth “ABE-SGX”) would
not require performing each encryption and decryption two times as the extra
encryption (in OB-ABE) would not be needed anymore. However, ABE-SGX
would have a much higher performance overhead than OB-ABE. Since ABE
schemes are public-key cryptographic schemes and mostly require expensive
pairing-based cryptographic primitives, ABE-SGX would require performing
time-consuming operations by SGX, which in turn several page evictions from
the EPC to the untrusted memory (in an encrypted format) might be required
because of the SGX’s limited EPC page size. However, OB-ABE uses SGX for
lightweight symmetric encryption/decryption. In other words, ABE-SGX would
use SGX for public-key cryptography, which is much slower (heavyweight) than
the symmetric encryption required by OB-ABE. In addition, OB-ABE uses the
SGX only for ciphertexts with obligations, whereas ABE-SGX would use SGX for
every ciphertext, regardless of having obligations or not. Besides, OB-ABE uses
SGX’s built-in cryptographic library for symmetric encryption. However, SGX’s
cryptographic library does not support the cryptographic primitives required for
ABE. Therefore, new cryptographic libraries need to be developed for SGX to
be able to run ABE inside SGX. Developing custom libraries for SGX not only
is very complicated but also requires many OCALLs, as SGX does not support
system calls, which would negatively impact performance. Besides, in order
to force users to run ABE inside SGX (to enforce obligations by SGX), ABE
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algorithms, i.e., Setup, KeyGen, Encryption, and Decryption, would need to be
modified and bonded to SGX. Otherwise, users who have the required private
keys (i.e., attributes) can run ABE (which its algorithms are public) on a non-
SGX machine and ignore the attached obligations. Modifying ABE algorithms
might open up new security issues. However, as discussed in Property III.3
(in Section III.6), OB-ABE does not affect the security of the underlying ABE
scheme.
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Appendix III.A Intel SGX Security

Intel SGX has been under scrutiny since its early releases and several
vulnerabilities have been discovered. These are often published along with
corresponding countermeasures. The following provides a list of attacks against
Intel SGX and possible remedies.

III.A.1 Vulnerabilities

Xu et al. [135] introduced controlled-channel attacks against SGX-enabled
applications by which sensitive information of the protected applications can
be extracted. In such attacks, an adversary causes intentional page-faults to
get sequence information of page faults, which helps the adversary to infer the
data that exists in the protected memory (i.e., the enclave’s data). In [25], it
is demonstrated that enclave data can be revealed even without intentional
page-faults and by monitoring the page table entry (PTE) status, which shows
all page read/write attempts. A framework called SGX-Step was presented
in [22] to attack SGX enclaves. The SGX-Step makes it possible to configure
Advanced Programmable Interrupt Controller (APIC) timer interrupts and then
track PTE status. Several attacks [23, 24, 46, 54, 88, 132] have been built on
top of the SGX-Step. Another similar attack is the Sneaky Page Monitoring
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(SPM) attack [134]. This memory-based attack works based on manipulation of
the page’s accessed flag in PTE and does not need enclave interrupts contrary
to the page-fault attacks. The granularity of the SPM attack can be improved
using a cache timing method called Prime+Probe [97], which has been used in
cache attacks [19, 33, 43, 85, 117] as well.

Cache attacks are based on the time gap between main memory access and
CPU cache access. In order to avoid cache attacks, Intel SGX restricts access
to the Enclave Page Cache memory from a non-enclave code. Nevertheless,
several cache attacks against SGX-protected programs have been presented. For
instance, Brasser et al. [19] extracted 70% of a 2048-bit RSA key during the
decryption. Brasser et al.’s attack is applicable when the attacker’s process and
the enclave process share probes cache line and use the same CPU core. Schwarz
et al. [117] presented another cache attack, by creating an enclave and attacking
a victim enclave using the Prime+Probe method, which does not require the
attacker’s process and the enclave process to use the same core. Götzfried et
al. [43] presented a cache attack to extract the secret key of an AES algorithm
from an enclave. Lee et al. [68] presented a branch prediction attack through
branch shadowing, which is possible because the Branch Target Buffer (BTB)
address information can be shared between an enclave and the untrusted part
(outside the enclave). The goal of the attack was to infer the control flow inside
enclaves. BranchScope [37] is another similar attack that does not work based
on the BTB. The BranchScope attack can reveal secret information without
any knowledge of the internal predictor organization. Bluethunder [54] is also
a branch predictor attack for extracting secret information of enclaves. It is
demonstrated that the Bluethunder attack is faster than the BranchScope attack
as the first one uses a 2-level directional predictor.

SgxPectre [29] is a kind of speculative execution attack that reveals enclave
secret information by affecting the branch prediction of the enclave code to change
the control flow of the program inside the enclave. The aim of changing the
control flow is to perform instructions that make cache-state changes observable.
Monitoring the cache-state changes helps to extract enclave secrets. Koruyeh et
al. [63] presented a similar attack called SpectreRSB by exploiting the return
stack buffer (RSB) instead of the branch predictor unit.

Recently, several new attacks such as RIDL [114], CacheOut [113], Zom-
bieLoad [118], SGAxe [115], and CrossTalk [105] have been presented that are
classified as Microarchitectural Data Sampling (MDS) attacks. Rogue In-Flight
Data Load (RIDL), CacheOut, and ZombieLoad attacks exploit internal CPU
buffers, i.e., the Line Fill Buffers (LFBs) between the L1 Data caches and the L2
caches. RIDL can leak data from loads that are not already in the L1D cache.
However, using ZombieLoad, the results of memory loads (the requested data may
already exist in the L1D cache) can be leaked. While RIDL and ZombieLoad
cannot control which data is loaded into the LFBs and thereafter revealed,
CacheOut makes it possible to control the leakage by forcing cache contention
on the intended L1D data. The SGAxe attack uses the CacheOut to extract
the attestation key from the Quoting enclave and then sign fake attestation
quotes. Most of the presented attacks can be mitigated by isolating the victim
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enclaves and the attackers on separate CPU cores. However, CrossTalk [105]
makes it possible to attack enclaves even with core separation and leak data
among different cores using a global staging buffer.

III.A.2 Countermeasures

Most of the presented vulnerabilities either do not expose all the information
that exists inside an enclave or need a powerful attacker with significant effort.
However, even small leakages can become dangerous over time. Fortunately,
Intel and researchers have provided and proposed countermeasures to overcome
the attacks exploiting such vulnerabilities. For instance, Intel addresses many
weaknesses by changing the hardware of new CPUs, patching the microcode of
CPUs (which changes the way that a CPU performs its tasks), and upgrading the
system software. ZigZagger, which proposed a remedy for the branch prediction
attack presented in [68], converts conditional branches into non-conditional
jumps to trampolines (indirect jump vectors). The main idea of ZigZagger was
to hide the control flow. Branch shadowing attacks are also addressed by means
of control flow randomization [52]. In other words, in [52], conditional branches
are eliminated, and the targets of non-conditional branches are hidden through
run-time code randomization and modifications at compile-time. Both ZigZagger
and the solution proposed in [52] were implemented as extensions for the LLVM
compiler 1. Chen et al. [28] also proposed a solution that restricts access to other
CPU cores by creating shadow threads. Shih et al. [122] and Chen et al. [30]
addressed controlled-channel attacks using Intel Transactional Synchronization
Extensions (TSX) that hide page fault events from OS by handling faults as
transaction abort. Strackx et al. [127] proposed a remedy for page-table based
controlled-channel attacks utilizing TSX transactions. On the other hand, Fu et
al. [40] presented SGX-LAPD as a fix for systems that do not support TSX.

A compiler-assisted solution for page-fault based attacks was proposed by
Shinde et al. [123]. Gruss et al. [45] provided a software library that wraps secret
handling code and secret data in TSX transactions. Chandra et al.’s solution [26]
was to add random noise, e.g., add accesses to dummy data, to the algorithms.
Sasy et al. [112] and Ohrimenko et al. [95] proposed solutions based on Oblivious
RAM (ORAM), which removes access patterns by encrypting and shuffling them.
Still other solutions exist that are based on the randomization of the address
space layout [119] and decryption of the code at runtime [116].
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Abstract

This paper proposes an approach to formally verify XACML policies
using the process algebra mCRL2. XACML (eXtensible Access Control
Markup Language) is an OASIS standard for access control systems that
is much used in health care due to its fine-grained, attribute-based policy
definitions, useful in dynamic environments such as emergency wards.
A notorious problem in XACML is the detection of conflicts, which
arise especially when combining policies, such as when health institutions
merge. Our formal translation of XACML policies into mCRL2, using our
automated tool XACML2mCRL2, enables us to verify the above property,
called consistency, as well as other policy properties such as completeness
and obligation enforcement. Verifying policy properties statically allows
us to resolve inconsistencies in advance, thus avoiding situations where an
access request is denied in a critical situation (e.g., in an ambulance, when
lives may be put in danger) just because of incomplete or inconsistent
policies. The mCRL2 toolset is especially useful for modeling behaviors of
interactive systems, where XACML would be only one part. Therefore,
we verify an access control system together with the intended health care
system that it is supposed to protect. For this, we exemplify how to verify
safety and liveness properties of an assisted living and community care
system.

IV.1 Introduction

Access control is a fundamental security mechanism that protects resources
based on access control policies. Access control systems are normally part of the
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authorization process that checks access requests against policies to ensure that
only authorized users get access to resources of a system. One of the more recent
and expressive access control models is the Attribute-Based Access Control
(ABAC) [17, 24], which provides fine-grained protection based on attributes of
subject, object, and action. ABAC offers numerous advantages over conventional
access control models and has reached the maturity of OASIS standards with the
eXtensible Access Control Markup Language (XACML) [24] and the Security
Assertion Markup Language (SAML) [7].

In this paper we focus on e-Health, were ABAC is a popular choice due to
the flexibility given by the attributes and the way they cater for fine-grained
access control in emergencies [14, 18, 27]. ABAC can handle quite complex
access policies, such as for collaborative access control, where multiple subjects
are involved (e.g., a doctor needs to be present/logged-in in order for a nurse to
perform a procedure). An important feature of the XACML standard architecture
is the use of obligations to perform actions before granting/denying access.
For example, detailed auditing of health-care processes (such as administering
medicines, preparing operation rooms, or home visits) can be done using
obligations.

At the heart of ABAC are the access control policies, which can be
specified using the policy language provided by the XACML standard. However,
developing XACML policies is complex and error-prone because the policies grow
in complexity at the same rate as the complexity (not the size) of the systems
they are intended to protect. This is exacerbated by the XML-based verbose
syntax and the extensive collection of features in XACML. The consistency
and completeness of policies are important properties, e.g., a doctor cannot
access the medical records of a patient due to inconsistent policies, or a caregiver
cannot open the door lock of an elderly in home-care scenarios due to incomplete
policies.

Resolving conflicts is currently done at runtime by employing one of the several
XACML combining algorithms. For example, the DenyOverrides combining
algorithm states that if several applicable rules result in both Permit and Deny,
the final decision would be Deny. Such strategies of defaulting to deny access
requests may be good for ensuring confidentiality, but they can be detrimental
to the availability of the system. In complex and dynamic systems as in e-Health
we wish to minimize the number of times that such conflicting situations appear,
so to increase the availability of systems where unavailability may put lives at
risk. This issue can be addressed by static analysis of access control policies,
since the static analysis allows the states to be explored before the system is
executed.

This paper presents an approach, and a tool, for verifying XACML policies
integrated into their e-Health processes. Our approach is based on a process
algebra, called mCRL2 [6, 11, 13], for modeling the behavior of distributed
protocols and systems [1, 9]. Using mCRL2 has the advantage of featuring time
and (custom) data types, which we use for specifying XACML policies. The
mCRL2 process language is accompanied by a powerful toolset, enabling us to
simultaneously model XACML policies and e-Health processes subject to such
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policies, as well as specifying the properties we wish to verify.

Our goal is to formally verify access control policies and resolve inconsistencies
in advance. Static analysis of policies helps to discover inconsistent and
incomplete policies before their actual use. Counterexamples generated by
the verifier can help security administrators to correct their policies. This paper
provides also a tool for automatic transformation of XACML policies into mCRL2
specifications. Our tool, which we call XACML2mCRL2, can be added to the
mCRL2 toolset to make it possible to automatically verify XACML policies.

A second goal, which also motivated our choice of process algebra, is to
not only verify XACML policies independently, but together with the system
that these policies are supposed to control. Since process algebras, like mCRL2,
are particularly useful for modeling behaviours of distributed systems, the
translations that our tool provides can be combined with models of, e.g., e-Health
systems. Formal verification of such systems enables us to prove properties such
as liveness or safety, which are relevant for the availability and confidentiality.

Structure of the paper:

Section IV.2 provides basic information about the XACML policy language.
Section IV.3 presents our approach for the specification and verification of
XACML policies using mCRL2. It first describes the procedure for mapping
XACML policies into mCRL2 (Section IV.3.1), then it formulates the desired
properties of the XACML policies using the modal µ-calculus (Section IV.3.2),
next it explains how to verify the XACML policies (the mCRL2 specifications
and properties) using the mCRL2 toolset, and finally, some example policies are
analyzed based on the proposed approach. Section IV.4 explains how to analyze
the behavior of the systems employing access control schemes using the same
approach explained in Section IV.3. Related work is discussed in Section IV.5.
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Figure IV.1: XACML Policy language model [24]. As explained in Sec. IV.3.1,
the proposed approach does not translate gray boxes to mCRL2.
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IV.2 Background on the XACML Policy Language

The XACML standard describes (besides other things such as a reference
architecture) a policy specification language, which we will simply refer to as
XACML in this paper. As represented in Fig. IV.1, XACML has a hierarchical
structure, with the main elements being: PolicySet, which includes one or
more Policies or other PolicySets, and Policy, which includes one or more
Rules.

Every PolicySet, Policy, and Rule has a Target, which determines the
requests to which they are applicable. A Target may include a conjunction of
AnyOf elements, each consisting of a disjunction of AllOf elements. An AllOf
element is a conjunction of pairs (attribute-name, attribute-value), as
XACML policies are based on the attributes of subjects, objects, actions, and the
environment. The Target of a Rule may be empty, making the Rule applicable
to all requests filtered based on the Targets of the PolicySet and Policy.

A Rule, normally meant to express a very simple access control policy, has
a Condition part as well as an Effect that is either Deny or Permit. If the
attributes provided in a request match those needed by the Target and the
Condition of a Rule, then the Effect of the Rule will be returned to the
parent Policy. In the case the attributes do not satisfy the Condition or if an
error occurs, NotApplicable or Indeterminate, respectively, will be returned
to the parent Policy. Conditions are more powerful than Targets because
XACML provides numerous functions (such as integer-greater-than, integer-less-
than-or-equal, n-of, not, anyURI-starts-with) that can be used inside conditions,
in addition to the OR/AND constructions that Targets are limited to.

Obligation or Advice expressions may be attached to every PolicySet,
Policy, and Rule in order to enforce extra constraints. For example, a Policy
may use an Obligation to require to log successful access to patients medical
records. An Advice is the same as an Obligation with the difference that
the Advice is optional, i.e., the policy enforcement point (PEP) can ignore an
Advice, whereas it must always execute all Obligations.

Since multiple Rules (or Policies) with different Effectsmay be applicable
to the same request, conflicting rule Effects (or decisions) may be reached,
which indicates inconsistencies between Rules and Policies. The XACML
standard does not offer any solution to detect such inconsistencies when authoring
access control policies. Instead, it provides several combining algorithms,
i.e., Rule Combining Algorithms and Policy Combining Algorithms, to
combine contradictory decisions and reach a single decision.

IV.3 Modeling and Analyzing XACML policies

The mCRL2 toolset [6] can be used for analyzing software and concurrent systems
[12]. Its main input language is an ACP-inspired process algebra that also has
built-in support for frequently-used data types and operations on these, as well as
facilities for users to specify their own data types. Properties of systems modeled
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in the mCRL2 language can be expressed in the first-order modal µ-calculus.
For a detailed account of the mCRL2 language and the property language, we
refer to [11–13]; in the remainder of this paper, we explain the relevant syntax
and concepts as we go along.

In this section we show how to specify and verify XACML policies using the
mCRL2 toolset (version 202106.0). We first explain how we map XACML policies
into mCRL2 processes; this is the essence of our tool XACML2mCRL2 [3]. Then,
we formally define three desired properties for XACML policies and in the end
analyze three example policies.

IV.3.1 Mapping XACML Policies into mCRL2

We encode the XACML components into mCRL2 concepts as follows. An
attribute can be considered as a name-value pair. A Rule can be considered
as a tuple 〈RuleID, Target, Condition, Effect, Obligation〉, where Target and
Condition are sets of attributes, and Effect can be either Permit or Deny. The
last element is abstracted as a pair of ObligationID and a FulfillOn element with
value either Permit or Deny, specifying the decision for which the obligation is
applicable. A Policy can be abstracted as 〈PolicyID, Target, Rules, Obligation〉,
and similarly a PolicySet as 〈PolicySetID, Target, Policies, Obligation〉, with
both Rules and Policies being sets. PolicySet, Policy, and Rule can also include
advices. However, since the policy enforcement point can ignore enforcing an
advice, it can be ignored when analyzing XACML policies.

An mCRL2 specification begins with a declaration of the required data types
and actions. We start by defining the following data types for the subject, object,
and action attributes:

1 sort SAtt = struct attribute(name:SAttName, value:SAttValue);
2 sort OAtt = struct attribute(name:OAttName, value:OAttValue);
3 sort AAtt = struct attribute(name:AAttName, value:AAttValue);

The keyword sort is used to define new data types. We use the keyword
struct because these are structured data types (functional data types), defined
using other data types for names and values. Normally, all attribute names and
values used in the policies that are going to be analyzed need to be listed in the
definitions of these sorts. For the sake of simplicity in the text here, we consider
the following values for these sorts.

1 sort SAttName = struct subjectid;
2 sort SAttValue = struct CareGiverA|Doctor;
3 sort OAttName = struct resourceid;
4 sort OAttValue = struct HealthData;
5 sort AAttName = struct actionid;
6 sort AAttValue = struct Read;

We define a data type Decision containing the two possible rule effects.
1 sort Decision = struct Permit|Deny;

The following sort lists obligation identifiers. Here we keep this list minimal,
but our tool populates this with all the obligations found in the XACML files.
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1 sort ObgID = struct email|log;

We model the main elements of an XACML policy, i.e., PolicySet, Policy,
and Rule, as separate processes (starting with keyword proc). All the actions
performed by these processes need to be declared at the beginning of the mCRL2
specification. If an action is parametrized by some data, then the type of
the parameter needs to be stated as well. Below, the Request action carries
three sets of attributes (i.e., subject, object, and action attributes), whereas a
Response action carries in addition also a decision. We use finite sets, defined
with FSet, with the type of the elements specified as parameter.

1 act Request:FSet(SAtt)#FSet(OAtt)#FSet(AAtt);
2 Obligation:FSet(SAtt)#FSet(OAtt)#FSet(AAtt)#ObgID;
3 Response:FSet(SAtt)#FSet(OAtt)#FSet(AAtt)#Decision;

The policy decision point evaluates an access request against the policies and
reaches a decision based on the values of attributes provided in the access request.
Hence, we define the above-mentioned processes as parametrized processes, where
a process carries a set of attributes provided in the request.

The PolicySet process checks whether the attributes that exist in the
received request match those requested by the target of the policies. If a policy
is applicable to a request, the corresponding Policy process will be called
(i.e., the PolicySet process will behave as the corresponding Policy process).
For example, suppose that a PolicySet (e.g., PolicySet_PLS1) contains two
policies, e.g., Policy_PL1 and Policy_PL2, where the target of the first one is
applicable to the requests that contain a subject attribute attribute(A, B)
and the second one is applicable to the requests containing an object attribute
attribute(C, D) and an action attribute attribute(E, F).

1 proc PolicySet_PLS1(RS:FSet(SAtt), RO:FSet(OAtt), RA:FSet(AAtt))=
2 ((attribute(A, B) in RS) ->
3 Policy_PL1(RS, RO, RA))
4 + ((attribute(C, D) in RO && attribute(E, F) in RA) ->
5 Policy_PL2(RS, RO, RA));

In the above, the PolicySet process consists of non-deterministic choice
operator + and the ternary if-then-else construct c -> A <>B, where the
evaluation of the Boolean condition c determines the behavior. If the condition
c holds, then the process behaves as the process A; otherwise, it behaves
as the process B. Note that c ->A is equivalent to c ->A <>delta, where
delta denotes a process that cannot perform any action. The in operator
is used to check if an attribute exists in the received request including sets
of subject attributes, RS, object attributes, RO, and action attributes, RA.
Fig. IV.2 shows how every element of a simplified version of the corresponding
XACML specification is transformed to mCRL2 (please note shapes, colors, and
labels). Our standard for naming mCRL2 processes is {PolicySet/Policy
/Rule}_{PolicySetId/PolicyId/RuleId}, where PolicySetId, PolicyId,
and RuleId will be extracted from the XACML specification. The red dashed
lines box in Fig.IV.2-a represents a logical AND between two conditions; hence,
it is transformed to && in mCRL2. In XACML, access-subject, resource,
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proc PolicySet_PLS1(RS:FSet(SAtt), RO:FSet(OAtt), RA:FSet(AAtt)) = 

((attribute(A, B) in RS) -> 

Policy_PL1(RS, RO, RA))

+ ((attribute(C, D) in RO && attribute(E, F) in RA) ->

Policy_PL2(RS, RO, RA));

<PolicySet PolicySetId = "PLS1">
<Target/>
<Policy PolicyId = "PL1">

<Target>
<AnyOf>

<AllOf>
<Match MatchId="function:string-equal">

<AttributeValue> B </AttributeValue>
<AttributeDesignator Category="access-subject" AttributeId= "A"/>

</Match>
</AllOf>

</AnyOf>
</Target>

...
</Policy>
<Policy PolicyId = "PL2">

<Target>
<AnyOf>

<AllOf>
<Match MatchId="function:string-equal">

<AttributeValue> D </AttributeValue>
<AttributeDesignator Category="resource" AttributeId= "C"/>

</Match>
<Match MatchId="function:string-equal">

<AttributeValue> F </AttributeValue>
<AttributeDesignator Category="action" AttributeId= "E"/>

</Match>
</AllOf>

</AnyOf>
</Target>

...
</Policy>
</PolicySet>

1

1

2

2

3

3

4

4

5

5

a) XACML

b) mCRL2

Figure IV.2: A simplified piece of an XACML specification and corresponding
mCRL2 specification.

action categories are for, respectively, subject, object, and action attributes
(RS, RO, and RA in our mCRL2 specifications).

A Policy process also checks the target of its rules to call the Rule
processes that are applicable to the received request. Suppose that Policy_PL1
has Rule_R1 and Rule_R2, where Rule_R1 and Rule_R2 are applicable to
the requests containing object attributes, respectively, attribute(G, H) and
attribute(I, J).

1 Policy_PL1(RS:FSet(SAtt), RO:FSet(OAtt), RA:FSet(AAtt)) =
2 ((attribute(G, H) in RO) -> Rule_R1(RS, RO, RA))
3 + ((attribute(I, J) in RO) -> Rule_R2(RS, RO, RA));
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A Rule process checks whether the received request satisfies its condition.
If the request satisfies the condition of the rule, then the Rule performs the
Response action, which reflects the effect of the rule. However, if there is an
Obligation associated with the Rule, then the Rule performs the Obligation
action (which carries the request and the obligation ID) before the Response
action. In the XACML policy language, an Obligation might be included in
a PolicySet, a Policy, or a Rule. In our mapping, we move an Obligation
from the PolicySet and Policy levels to the Rule that activates them. For
example, suppose Policy_PL1 has an obligation, which mandates writing a log
when an access is granted (Obligation ID = log, FulfillOn = Permit). The effect
of Rule_R1 and Rule_R2, which are included in Policy_PL1, is Permit and
Deny, respectively. Moreover, the condition of Rule_R1 and Rule_R2 includes
action attributes attribute(K, L) and attribute(M, N), respectively. In the
following specification, the symbol . denotes the sequential composition. Fig. IV.3
also represents the relation between a simplified version of the corresponding
XACML specification and the generated mCRL2 specification (follow the shapes,
colors, and labels). As shown in Fig. IV.3, the log obligation of Policy_PL1 is
moved to the applicable rule, Rule_R1 (see the red box that is labeled with 7).

1 Rule_R1(RS:FSet(SAtt), RO:FSet(OAtt), RA:FSet(AAtt)) =
2 ((attribute(K, L) in RA) ->
3 (Obligation(RS, RO, RA, log).Response(RS, RO, RA, Permit)));
4
5 Rule_R2(RS:FSet(SAtt), RO:FSet(OAtt), RA:FSet(AAtt)) =
6 ((attribute(M, N) in RA) ->
7 Response(RS, RO, RA, Deny));

An mCRL2 specification ends with the initialization of the system. The
system can be initialized by considering all possible combinations of attributes
and excluding empty sets for subject, object, and action attributes as follows.

1 init sum RS:FSet(SAtt).sum RO:FSet(OAtt).sum RA:FSet(AAtt).
2 (RS !={} && RO !={} && RA !={}) ->
3 Request(RS, RO, RA).PolicySet_PLS1(RS, RO, RA);

In mCRL2 specifications, the initialization section starts with the init
keyword. The summation operator, sum, is used for considering all possible
values for attributes in RS, RO, and RA. In mCRL2, !, {}, and && denote the
negation, empty set, and logical AND, respectively.

We have implemented a prototype, XMACL2mCRL2, for automatic
transformation of XACML policies into mCRL2 specification using Java. Since
XACML policies are in XML format, XMACL2mCRL2 uses the declarative
eXtensible Stylesheet Language Transformations (XSLT) (version 1.0) to define
a set of template rules specifying how XACML policies should be transformed
into mCRL2. XMACL2mCRL2 may further be integrated into the mCRL2
toolset as a new tool for analyzing XACML policies. The completeness of our
transformation tool (and our proposed approach) can be evaluated in terms
of the number of XACML policy elements that are covered/supported in the
translation from XACML to mCRL2. Our transformation tool covers all elements
of the XACML policy model represented in Fig. IV.1 except Policy Combining
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Algorithm and Rule Combining Algorithm. The combining algorithms are
intentionally not modeled because one of our goals is to find inconsistencies
between policies and fix them when authoring policies, i.e., statically before the
access control system is put into production.

The XACML standard offers several functions that can be used in the
condition part of rules to form more complex conditions. However, the current
version of our implementation may not cover all of them. For example, we
can now check whether or not the request contains attribute (Role, Doctor).
However, some policies may use other functions, such as greater-than or less-than,
e.g., a policy might be applicable to requests issued by adults (age > 18). Since
all the functions offered in the standard can be specified/modeled in mCRL2,
the current version of our transformation tool can be improved by considering
the remaining functions for the condition part of the rules.

IV.3.2 Specifying the Properties of XACML Policies

This section formulates our desired properties of XACML policies using the first
order modal µ-calculus. The properties that we consider are policy-completeness,
policy-consistency, and obligation-safety as defined below.

Property P1. (Policy-Completeness). A set of policies is complete if it covers
all the access requests.

More formally, for every Request action, the policy set will inevitably provide
a Response action. This can be formalized as follows.
forall rs:FSet(SAtt), ro:FSet(OAtt), ra:FSet(AAtt).
[Request(rs, ro, ra)]mu X.
([!exists d:Decision.Response(rs, ro, ra, d)]X && <true>true)

In the above formula, the symbols forall and && denote the conventional
first-order logic constructs and can be interpreted as usual. The modal operators
[_]_ and <_>_ allow to reason about the behavior of the process. A state
satisfies formula [A]φ if all states reached by an action taken from a set of
actions A, satisfy formula φ. Sets of actions are described using first-order logic;
for instance, true describes the set of all actions, exists denotes set union and
the ! operator denotes set complement. The subformula [Request(rs,ro,ra)
]φ captures exactly those states whose Request-successor states satisfy φ. The
operator <A>φ is dual, and holds true of a state if it has some a-transition (with
a taken from set A) leading to a state satisfying φ. Note that the state formula
true holds true in all states. A state therefore satisfies <true>true whenever
it can execute some action. Finally, the subformula shaped mu X.([!A]X &&<
true>true) describes exactly those states for which executing an action taken
from the set A is at some point unavoidable; in our case, A is the set of Response
actions with either a Deny or Permit decision, but attribute sets that match
those of the Request action.

Property P2. (Policy-Consistency). A set of policies is conflict-free if there is
no inconsistency between policies.
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Rule_R1(RS:FSet(SAtt), RO:FSet(OAtt), RA:FSet(AAtt)) = 

((attribute(K, L) in RA) ->

(Obligation(RS,RO,RA, log).Response(RS,RO,RA, Permit)));

Rule_R2(RS:FSet(SAtt), RO:FSet(OAtt), RA:FSet(AAtt)) = 

((attribute(M, N) in RA) -> 

Response(RS,RO,RA, Deny));

<Policy PolicyId="PL1">
<Target> ... </Target>

<Rule RuleId= "R1" Effect="Permit">
<Target> ... </Target>
<Condition>

<Apply FunctionId="function:string-equal">
<Apply FunctionId="function:string-one-and-only">

<AttributeValue> L </AttributeValue>
</Apply>
<AttributeDesignator Category="action" AttributeId="K"/>

</Apply>
</Condition>

</Rule>

<Rule RuleId= "R2" Effect="Deny">
<Target> ... </Target>
<Condition>

<Apply FunctionId="function:string-equal">
<Apply FunctionId="function:string-one-and-only">

<AttributeValue> N </AttributeValue>
</Apply>
<AttributeDesignator Category="action" AttributeId="M"/>

</Apply>
</Condition>

</Rule>

<ObligationExpressions>
<ObligationExpression FulfillOn="Permit" ObligationId="log">
</ObligationExpression>

</ObligationExpressions>
</Policy>

1
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2
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3

4

4

6

6

a) XACML

b) mCRL2

7
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5

Figure IV.3: a) A simplified XACML specification and; b) the corresponding
mCRL2 specification.

This property is important when integrating policies from different domains.
Stated more formally, this property requires that executing a Request action
(with concrete attributes) cannot lead to both a Deny and a Permit decision.
This can be expressed as follows:
forall rs:FSet(SAtt), ro:FSet(OAtt), ra:FSet(AAtt).
[Request(rs, ro, ra)]
!(<true∗.Response(rs, ro, ra, Deny)> true &&
<true∗.Response(rs, ro, ra, Permit)> true)
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Figure IV.4: Analyzing the specifications using the mCRL2 toolset

Here, the subformulas shaped <true∗.A>true, using the Kleene ∗ and having
the same meaning as mu X.(<true>X||<A>true), describe precisely those states
that, in a finite number of steps, can reach a state that can execute an action
from the set A. Our formula thus describes that after any Request action, it
is impossible to both reach a state that can execute a Response action with a
Deny decision and a state that can execute a Response action with a Permit
decision.

Property P3. (Obligation-Safety). A concrete Request either will always yield
an Obligation, or it will never yield an Obligation.

Intuitively, this means that executing a Request action cannot lead to a
state in which both an Obligation action and a non-Obligation action are
enabled at the same time.
forall rs:FSet(SAtt), ro:FSet(OAtt), ra:FSet(AAtt).
[Request(rs,ro,ra)]!(<exists o:ObgID.Obligation(rs,ro,ra,o)>
true && <!exists o:ObgID.Obligation(rs, ro, ra, o)>true)

After translating XACML policies into mCRL2 using our XACML2mCRL2
tool and specifying the desired properties using the modal µ-calculus, the model
checker of the mCRL2 toolset can be used to do the verification as shown in
Fig. IV.4. If the policies satisfy the desired property, a true will be returned as
the result. However, if the property is violated, a false is returned, along with
a counterexample illustrating the violation.

Example IV.1. Consider a rule that allows Doctors to Read patients’ HealthData.1

Rule 1: ((resourceid = HealthData) ∧ (actionid = Read)
∧(subjectid = Doctor))⇒ Permit

Analyzing the corresponding mCRL2 specification shows that the Policy-Com-
pleteness property is not held. The verification engine returns the counterexample
represented in Fig. IV.5a showing an access request that this rule does not cover.
Policy-Consistency holds because there is no other rule that can cause conflicts,
and the same for Obligation-Safety as the rule has no obligation expression.

1The XACML version of all the rules and the corresponding mCRL2 specifications generated
using our XACML2mCRL2 tool are available in [3]
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0 1
Request(Att)

(a)

0 1 2
Request(Att)

Response(Att,Deny)

Response(Att,Permit)

(b)

Figure IV.5: (a) A counterexample violating the Policy-Completeness prop-
erty in Example IV.1. (b) A counterexample violating the Policy-Consistency
property in Example IV.4. Att = {attribute(subjectid, CareGiverA)},
{attribute(resourceid, HealthData)}, {attribute(actionid, Read)}.

Example IV.2. Consider adding to the policy in Example IV.1 a rule that allows
Doctors to Read everything and has an obligation for logging all successful
accesses.

Rule 2: ((subjectid = Doctor) ∧ (actionid = Read) ⇒
〈Permit,Obligation(log)〉

Analyzing the updated policy shows that only Policy-Consistency is held.
The counterexample in Fig. IV.6 shows that the Obligation-Safety property is
violated because there is a request that can be covered by Rule 2 but it is
possible to get a permit response for that (by Rule 1) without performing the
log obligation.

Example IV.3. Consider adding to the policy in Example IV.1 another rule to
deny access requests to the HealthData of patients if the requester is not a Doctor.

Rule 3: ((resourceid = HealthData) ∧ (actionid = Read)
∧ NOT(subjectid = Doctor)) ⇒ Deny

Analyzing this updated policy shows that all our desired properties are held.

Example IV.4. Update the policy of Example IV.3 by adding a rule to allow
CareGiverA (e.g., ambulance nurse) to Read the HealthData.

0

12 3

Request(Att)

Obligation(Att, log) Response(Att, Permit)

Figure IV.6: A counterexample violating the Obligation-Safety property in
Example IV.2. Att = {attribute(subjectid, Doctor)}, {attribute(resourceid,
HealthData)}, {attribute(actionid, Read)}.
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Figure IV.7: Architecture of the Assisted Living and Community Care System.

Rule 4: ((resourceid = HealthData) ∧ (actionid = Read)
∧ (subjectid = CareGiverA)) ⇒ Permit

We can verify that Policy-Completeness and Obligation-Safety hold, but for
Policy-Consistency we are shown the counterexample from Fig. IV.5b, which
demonstrates a conflict between Rule 3 and Rule 4.

IV.4 System behavior in presence of XACML policies

This section demonstrates how we can use mCRL2 to formally specify and verify
also the system around the access control policies, thus allowing to perform
XACML policy verification in context.

Use case informal description:

Our use case is taken from a pilot called Assisted Living and Community Care
Systems (ALCCS) coordinated by Phillips research in a European project called
SCOTT1. The goal of the ALCCS pilot is to develop a system for elderly home
care with a simplified architecture depicted in Fig. IV.7. Along the way we
describe its formalization in mCRL2.

Bob is an elderly person living alone in a smart home equipped with a variety
of sensors, e.g., for measuring activity level or blood pressure. Important for us
is the panic button, which can be used to get help when needed, and the fall
detection sensors. Sensor readings are being sent to a storage and processing unit
called Elderly Context Derivation (ECD), which uses these to raise emergency
alerts (e.g., if Bob presses the panic button or has fallen).

When there is an emergency, a list of potential caregivers, who can be
professionals or neighbors, will be notified. Once a caregiver receives the
notification from the ECD (i.e., CareService) and proceeds with the case, the
caregiver will be granted access to Bob’s house and medical records. In this

1EU Horizon 2020 ECSEL Joint Undertaking project SCOTT – Secure COnnected Trustable
Things (https://scottproject.eu/)
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scenario, it is important that whenever Bob falls or presses the panic button, i.e.,
when there is an alarm, then Bob should eventually get help from a caregiver,
i.e., the alarm should eventually be handled by a caregiver. Moreover, it is also
important that only a caregiver who has been assigned to an elderly can open
the door lock of the elderly’s house in the case of an emergency.

Modeling and verification of the ALCCS:

The interacting components represented in Fig. IV.7 are modeled as separate
mCRL2 processes running in parallel. These processes are initialized below,
where we restrict the allowed actions to those in the list Act and define the
synchronization pairs in the list Com (see the full specification in [3]). An example
of a pair of synchronizing actions is SndReply|RcvReply -> Reply, resulting
in the action Reply.

1 init allow(Act, comm(Com,
2 rename({Request->RcvACRequest, Response->SndACResponse},
3 Elderly||CareService({CG1, CG2})||Lock(false, false)||
4 AccessControl||CareGiver({attribute(subjectid, CareGiverA)},
5 {attribute(resourceid, HealthData)},
6 {attribute(actionid, Read)}))));

In the specification of these processes, the following data types and actions
are used, where EL represents elderly IDs (it is assumed that there are two
caregivers and two elderly patients). In the full specifications from [3] one can
see that we also add in the actions and sorts used in the processes related to the
access control policies from the previous section.

1 sort CareGivers = struct CG1 | CG2;
2 sort EL = struct EID1 | EID2;
3 act Fall, Panic, Read, Willing, Notwilling;
4 SndAlarm, RcvAlarm, Alarm:EL;
5 ...

We model a simplified version of the elderly patient, where an alarm is raised
by the Elderly process when either falling or pressing the panic button. We
define recursive processes, where the specified behavior continues indefinitely
(unless forced to wait indefinitely for their communicating parties).

1 proc Elderly=(Fall + Panic).sum E:EL.SndAlarm(E).Elderly;

The CareService receives an alarm and notifies caregivers. This has been
initialized above with a list of two caregivers {CG1, CG2}. The CareService
assigns a caregiver who is willing to handle the emergencies.

1 CareService(L:FSet(CareGivers)) = sum E:EL.RcvAlarm(E).
2 set_emergency(E, true).sum cg:CareGivers.(cg in L) ->
3 SndNotification(E, cg).set_assignment(E, cg, true).
4 RcvFinished(E, cg).set_emergency(E, false).
5 set_assignment(E, cg, false).CareService();

The CareGiver process either accepts or rejects to be available for handling
the emergencies (notice the non-deterministic choice operator + on line 6). Recall
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that CareGiver was initialized with three sets of attributes. After receiving
the assignment message from the CareService, the caregiver is supposed to
enter the elderly’s house, and thus the CareGiver process sends an OpenLock
message to the Lock process of the elderly’s house.

1 CareGiver(RS:FSet(SAtt), RO:FSet(OAtt), RA:FSet(AAtt)) =
2 Willing.sum E:EL, CG:CareGivers.RcvNotification(E, CG).
3 SndOpenLock(E, CG).((SndACRequest(RS, RO, RA).sum D:Decision.

RcvACResponse(RS, RO, RA, D).(D == Permit) ->
4 Read.SndFinished(E, CG).CareGiver())
5 + (SndFinished(E, CG).CareGiver()))
6 + Notwilling.CareGiver();

The lock can be opened only if (i) there is an emergency for the elderly and
(ii) the requester is assigned as the caregiver for the elderly (notice the operator
&& inside the condition to the deterministic conditional choice operator).

1 Lock(ev, av:Bool) = sum E:EL,CG:CareGivers.RcvOpenLock(E,CG).
2 ((ev && av) ->
3 LockOpened(E,CG) <> Rejected(E,CG)).Lock(ev, av)
4 + sum E:EL. sum ev’:Bool.get_emergency(E,ev’).Lock(ev’, av)
5 + sum E:EL, CG:CareGivers.sum av’:Bool.get_assignment(E, CG, av’).Lock

(ev, av’);

After getting inside the elderly’s house, the caregiver may try (notice again
the non-deterministic choice on line 5 in the CareGiver process) to read the
HealthData of the elderly by sending an access request (on line 4). The access
request will be evaluated based on the existing access control policies through the
AccessControl process, which is defined to make the processes related to the
access control policies recursive. Here, Rule 4 from the previous section, is the
only policy that we used for evaluation of access requests (the full specification
in [3] contains all the policies that were introduced in Sec. IV.3).

1 AccessControl =
2 (sum RS:FSet(SAtt).sum RO:FSet(OAtt).sum RA:FSet(AAtt).
3 (RS !={} && RO !={} && RA !={}) ->
4 Request(RS,RO,RA).PolicySet_root(RS, RO, RA)).AccessControl;
5
6 PolicySet_root(RS:FSet(SAtt), RO:FSet(OAtt), RA:FSet(AAtt)) =
7 Policy_Policy1(RS, RO, RA);
8
9 Policy_Policy1(RS:FSet(SAtt), RO:FSet(OAtt), RA:FSet(AAtt)) =

10 ((attribute(resourceid, HealthData) in RO) &&
11 (attribute(actionid, Read) in RA)) ->
12 Rule_Rule4(RS, RO, RA);

13 Rule_Rule4(RS:FSet(SAtt), RO:FSet(OAtt), RA:FSet(AAtt)) =
14 (attribute(subjectid, CareGiverA) in RS) ->
15 Response(RS, RO, RA, Permit);

After handling the emergency, the CareGiver informs the CareService that
the case is done, which in turn closes the emergency and unassigns the caregiver.
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Specifying the system properties:

We exemplify two behavioral properties that we desire of our system above.
First we are interested in a form of conditional liveness (i.e., some event will
eventually happen under certain conditions), which are sometimes called response
properties.

Property S1. (Response). Invariantly, every alarm must eventually be handled
by some caregiver.

[true∗]forall e:EL.
[SndAlarm(e).(!exists cg:CareGivers.Finished(e,cg))∗]
<true∗.exists cg:CareGivers.Finished(e,cg)>true

Here, the subformula of the form [A∗]φ, which is shorthand for nu X.([A]X &
&φ), describes those states from which all states reachable by executing zero or
more actions from the set A, satisfy property φ.

Property S2. (Safety). Opening the door lock (LockOpened action) is not
permitted, as long as there is no emergency for the elderly. Furthermore, only
the assigned caregiver can open the door lock.

This property can be split into the two following requirements:

Property S2-A. Only a caregiver assigned to an elderly can open the lock.

forall e:EL,cg:CareGivers.nu X.([!assignment(e,cg,true)]X &&
[LockOpened(e, cg)]false && [assignment(e,cg,true)] nu Y.
([!assignment(e,cg,false)]Y && [assignment(e,cg,false)]X))

In the above formula, the two alternating greatest fixed points are used to
characterize the situation that, along a path either no assignment has happened,
and so LockOpened should not be enabled, expressed by [LockOpened(e, cg)
]false, or an assignment has just happened. In the latter case we descend
into the fixed point Y, where any action is permitted so long as the caregiver is
not unassigned. By unassigning a caregiver we again recurse to X.

Property S2-B. An assignment for an emergency must be preceded by the
emergency, and is only ‘valid’ for as long as the emergency is ‘active’.

forall e:EL.nu X.([!emergency(e, true)]X &&
[exists cg:CareGivers.assignment(e, cg, true)]false &&
[emergency(e, true)]nu Y.
([!exists cg:CareGivers.assignment(e, cg, false)]Y &&
[exists cg:CareGivers.assignment(e, cg, false)] X))

Analyzing the model (with 212 states and 596 transitions) based on Property
S1 and Property S2 (both Property S2-A and Property S2-B) show that
all the properties are held.
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IV.5 Related Work

Bryans [4] used the CSP [15] and the FDR model-checking tool for analyzing
access control policies. They expressed RBAC policies in CSP and then used the
FDR to analyze the CSP specifications and compare policies (to check if two
policies are equivalent). However, Bryans did not consider different properties
and did not model the condition part of rules nor obligations.

Kolovski et al. [19] employed the Pellet description logic reasoner to find
equivalent, redundant, and incompatible XACML policies. However, Kolovski et
al. also did not take into account rule conditions nor obligations.

Ahn et al. [2] used Answer Set Programming (ASP) [20, 22] and ASP solvers
for analyzing XACML-based RBAC policies. Ahn et al.’s approach does not
handle obligations nor complex conditions and attribute functions.

Fisler et al. [8] proposed a method for analyzing XACML-based RBAC policies
by representing the policies using Multi-Terminal Binary Decision Diagrams
(MTBDD) [10]. However, the proposed method does not verify all the desired
properties of policies and does not take into account all elements of XACML
policies. Rao et al. [26] proposed an algebra, called Fine-grained Integration
Algebra (FIA), for integration of XACML policies. FIA also uses MTBDDs for
representing XACML policies. Policies can be integrated by mapping operations
on the policies onto operations on the MTBDDs, which represent policies. After
mapping operations, the resulted MRBDD can be traversed to generate an
XACML policy that is the result of the integration of two or more policies.
Hu et al. [16] proposed a policy-based segmentation method to detect and
resolve policy anomalies (conflicts and redundancies). Hu et al.’s method first
represents (parses) policies using the Binary Decision Diagram (BDD) [5], then
it transfers rules into Boolean expressions. Next, it replaces Boolean expressions
with Boolean variables. After that, it identifies anomalies using two proprietary
algorithms. Morisset et al. [23] also employed BDDs to address the problem of
missing information in ABAC. They proposed a framework for efficient extended
evaluation of XACML policies, which checks all the possible outcomes of the
evaluation of a given request by considering all possible values for the hidden
attributes (i.e., by extending the initial request). Lin et al. [21] proposed a policy
analyzer through the combination of MTBDDs (to represent/parse policies) and
a SAT solver (to check if two representations are similar). The main goal was to
find the similarities between XACML policies.

Turkmen et al. [28] proposed a framework based on satisfiability modulo
theories (SMT) for the verification of XACML policies. The goal was to convert
policies into SMT formulas and verify the desired properties using SMT solvers.

Another relevant work is the formalization of XACML in terms of multi-
valued logics presented in [25]. Ramli et al. [25] provided an abstract syntax
for XACML and formalized combining algorithms as operators on a partially
ordered set of decisions.

In our proposed approach, mCRL2 is used for specifying all elements of
XACML policies (for ABAC), including obligations, and analyzing the most
important properties of access control policies. Furthermore, access control
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policies are also analyzed in context, i.e., together with the system that these
policies are supposed to protect. The system surrendering access control policies
is also specified and analyzed using mCRL2. The system and access control
policies are combined using the parallel composition offered by mCRL2. The
use of parallel composition and analysis of access control policies in context
distinguish the approach presented in this paper from prior approaches and
especially those based on formal methods. It would be interesting for future
work to verify the soundness of our translation of XACML into mCRL2 with
respect to the formal semantics for XACML provided by Ramli et al. [25].

IV.6 Conclusion

We have presented a methodology supported by a tool for formal verification of
access control policies, which is built on top of mCRL2. Our XACML2mCRL2
tool implements the mapping from XACML policies into mCRL2 specifications
as described in Sec. IV.3. The mapping covers every element of XACML
policies, i.e., policy set, policy, and rule, and allows to formally verify the
completeness (Property P1) and consistency (Property P2) of the XACML
policies using the first-order modal µ-calculus. Moreover, in contrast to other
related approaches surveyed in Sec. IV.5, XACML2mCRL2 takes into account
the obligation expressions; for instance, Example 2 shows a violation of our
Obligation-Safety property (Property P3). The model checker provided by
the mCRL2 toolset automatically generates counterexamples, such as those
shown in Fig. 3 and Fig. IV.6, useful for detecting and resolving incomplete and
inconsistent policies.

To analyze the XACML policies in context, i.e., together with the system
that these policies are supposed to protect, we have modeled an e-Health use
case represented in Fig. IV.7. We have integrated the mCRL2 specifications
generated by XACML2mCRL2 into the use case model, including the Elderly,
CareGiver, CareService, and Lock processes. We have formulated and verified
liveness and safety properties, Property S1 respectively Property S2, to
make sure that an elderly will always receive help in the case of an emergency,
and respectively only assigned caregivers can open the door lock of the elderly
person’s house. Therefore, we can conclude that our methodological approach
to formal verification of access control policies can potentially be used to avoid
critical problems in, for example, e-Health systems. Indeed, mCRL2 verifies
automatically liveness and safety properties for our use case having hundreds of
states and transitions, which would be difficult to analyze manually.

Our XMLACL2mCRL2 tool translates only XACML access control policies to
mCRL2 specifications. The P* formulas (i.e., Property P1, Property P2, and
Property P3) presented in the paper are generic formulas for XACML policies.
In other words, the provided formulas can be used in different environments
for the same properties, i.e., Policy-Completeness, Policy-Consistency, and
Obligation-Safety. Therefore, neither the specification of P* formulas needs to be
automated nor the user needs to understand the generated mCRL2 specifications
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(and the provided formulas) for analyzing XACML access control policies.
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